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INTRODUCTION

Welcome to Learning Clarion!

The Getting Startedook briefly introduced you to Clarion programming at
its highest levelLearning Clarionnow teaches you how you can use all the
rest of the tools Clarion provides to create real-world applications. It
containstwo tutorials, on two very different levels:

o An Application Generator tutorial which familiarizes you with
all the tools in the Clarion development environment.

o A Clarion Languagetutorial which introduces the Clarion
programming language and familiarizes you with the type of
code generated for you by the development environment.

What You'll Find in this Book

Application Generator Tutorial
Chapters One through Twelviatroduce all the main Clarion
development environment tools. It starts at the application planning
stage, walks you through creating the data dictionary with the Dictionary
Editor, then walks you through creating a complete application with the
Application Generator. By the end of this tutorial you'll have created a
complete order-entry application.

You'll use the Application Generator and work with Procedure, Control,
and Code templates to produce an Order Entry application. You'll work
with the Window Formatter to design windows. You'll work with the
Report Formatter to design reports. You'll use the Text Editor to embed
Clarion language source code into the code generated by the templates.

Clarion Language Tutorial
Chapter Thirteenintroduces the Clarion programming language at the
hand-coding level. It starts Hiello World then walks you through
creating simple forms of the most typical types of procedures used in
Clarion applications, all while explaining the functionality of the hand-
code you're writing and relating it to the type of code you'll see
generated for you by the Application Generator.



Documentation Conventions

Typeface Conventions:

Italics
SMALL CAPS

Boldface

LETTER GOTHIC

Keyboard Conventions:

F1

ALT +X

Indicates what to type at the keyboard, sucErasr
This

Indicates keystrokes to enter at the keyboard, such
ASENTER OF ESCAPE Or tocLick the mouse.

Indicates commands or options from a menu, or text
in a dialog window. Note: this style can also utilize a
different typeface to match the helvetica bold face
which Windows uses as the system font.

Used for diagrams, source code listings, to annotate
examples, and for examples of the usage of source
statements.

Indicates a single keystroke. In this case, press and
release theikey.

Indicates a combination of keystrokes. In this case,
hold down theaLT key and press thekey, then
release both keys.



Anatomy of a Database

This section briefly describes the fundamentals of database design. It is
meant only to provide an overview of the subject for those who are not
already thoroughly familiar with standard database design concepts and
issues. Experienced developers may want to move right on to the next
chapter and skip this section.

Definitions

A databaseis a collection of information (data) in a system of files, records,
and fields. The database is maintained by one or more computer programs ot
applications.

The basic unit of data storage ifedd. A field is a storage place for
information of a similar type. For example, one field might store a name and
another field might hold a telephone number.

A group of different fields that are logically related make ugcard. A

record contains all the information related to one subject. For example, all
the fields containing information concerning one student (name, address,
telephone number, student number, etc.) makes up one student’s record. This
would be similar to a file folder a school might keep for each student.

A collection of logically related records make ufil@. Using the same
example, a collection of all students’ records makes up the student body file.
This would be similar to the file cabinets where students’ folders are kept.

Another way of looking at this is as a table or spreadsheet:

MHurnber First Mame | Lazt Mame b ajor |
206-68-7223  |Dan Headman Englizh
168-91-7542 | Gary Pack Englizh
105-22-0863 | Diane Quinn Englizh
T41-02-7467 | Alvin L Bailey Carputer Science
123-44-9335 | Deb Eirouan Computer Scienc
101-71-0630 Carputer Science
180-43-9134  |Nina Fobb Sociology
223-87-5138 | Steve Stone Socialogy
133-67-7396 | Robin B ailey Buginess
164-10-3264 | lohn Lber Buziness
207-95-3935 | Brian Wilcos Business
116-62-4660 | Robert kM acdonald Law

In this format, the entire table is a file, each row is a record, and columns
represent fields.

A databaseis a collection of related files (tables). This is similar to a bank
of file cabinets where the entire school records are kept. One file cabinet
might hold the files with students’ personal data, another with class
enrollment information, and another with faculty information.



A database is a collection of tables with defined relationships between them.
Effective database design breaks the data into related files that are joined
together through linking fields. This will be covered in detail later in this
section.

Summary:

One or mordields combine to form gecod.

One or moreecods combine to form fle.

A collection of relatediles is adaabase.

File Systems and File Drivers

Data Types

There are several data file formats used on PCs. These are the actual physic:
storage formats written to disk by programs that maintain the data files.
Using TopSpeed's file driver technology, Clarion supports many of them.
File drivers enable Clarion programs to read these different file formats.

The TopSpeed, Clarion, ASCII, BASIC, and DOS file drivers come with
Clarion’ Standard Edition. The Professional and Enterprise Editions also
include Btrieve, ODBC, Clipper, dBase Il & 1V, and FoxPro file drivers.
When you need to read data from another file system, you can add new file
drivers to the Professional and Enterprise Editions. Call TopSpeed’s Sales
department at (800) 354-5444 or (954) 785-4555 to inquire about the
availability of any specific file driver you need.

Each file system has its own idiosyncrasies and limitations. S&athbase
Drivers Appendix in theJser's Guidefor more information.

Fields can store many different types of data, but each individual field may
hold only one type. When a field is defined, its data type is specified. This
enables it to efficiently store that type of data. For example, to store a
number from O to 100, using a field defined as a single BYTE takes less
space than one defined as a decimal number field (a byte can hold an
unsigned whole number between 0 and 255).

Clarion supports the following data types (all fully documented in Chapter 3
of theLanguage Referenge

Alphanumeric

STRING A field that holds a specific number of alphanumeric and
other ASCII characters.



PSTRING

CSTRING

A field that holds a character string with a leading length
byte containing the number of bytes in the string. This is
the data type used by the Pascal language and the
“LSTRING” data type of the Btrieve Record Manager.

A field that holds a character string terminated by a null
character—ASCII zero (0). This is the data type used in
the “C” language and the “ZSTRING” data type of the
Btrieve Record Manager.

Integers (whole numbers)

BYTE

SHORT

USHORT

LONG

ULONG

A one-byte field that holds an unsigned (positive) integer
from O to 255.

A two-byte field that holds a signed integer from -32,768
to 32,767.

A two-byte field that holds unsigned (positive) integer
from O to 65,535.

A four-byte field that holds a signed integer from
-2,147,483,648 to 2,147,483,647.

A four-byte field that holds an unsigned (positive)
integer from 0 to 4,294,967,295.

Floating Point (Real) Numbers (numbers with fractional portion)

REAL

SREAL

BFLOATS8

BFLOAT4

A field that holds an eight-byte signed floating point
number with 15 significant digits.

A field that holds a four-byte signed floating point
number with 6 significant digits. An SREAL field uses
the Intel 8087 short real (single precision) format.

A variation on the REAL data type, a BFLOATS field
holds an eight-byte signed floating point number using
the Microsoft BASIC (double precision) format.

A variation on the SREAL data type, a BFLOAT4 field
holds a four-byte signed floating point number using the
Microsoft BASIC (single precision) format.

Packed Decimal Numbers

DECIMAL

PDECIMAL

A field that holds a signed packed decimal value from
-9,999,999,999,999,999,999,999,999,999,999 to
9,999,999,999,999,999,999,999,999,999,999.

A field that holds a signed decimal number in the
Btrieve and IBM/EBCDIC packed decimal type of
format. The only difference between a DECIMAL and a
PDECIMAL is the place it stores the sign.



Other Data Types

DATE A four-byte field that holds a date variable in Btrieve
Record Manager format.

TIME A four-byte field that holds a time variable in Btrieve
Record Manager format.

GROUP A single logical field containing multiple component

actual data fields. For example, a GROUP field called
PhoneNumber could contain two fields: AreaCode and
Phone. A Group Field gives you the option of using the
entire group or any of its components.

PICTURE Although PICTURE is not a data type, when selected,
PICTURE declares a STRING data type with a picture
token (such as @P###P) defining the number of charac-
ters in the string. The picture token used for the field
declaration is entered in the Record Picture field. This is
useful for data fields whose storage picture and display
picture must be different.

Sorting Data: Keys and Indexes

One of the most powerful aspects of a computerized database is the ability to
sort data in many different ways. To do this manually requires multiple

copies of record forms, many file folders, and many file cabinets. It would
also require a lot of time spent filing each copy in different places for each
sort order.

Sorting computer records in a database merely requires the definition of keys
or indexes. Keys and indexes declare sort orders other than the physical orde
of the records within the data file. In some file systems the keys are kept in
separate disk files, in others they are contained within the same file as the
data. TopSpeed's file driver technology handles these differences
transparently.

Keys and indexes are functionally equivalent. The only difference is the way
they are maintained by an application.

* A keyis dynamically maintained by the application. Every time
arecord is added, modified, or deleted, the sort sequence is
updated, if necessary. Keys are useful for frequently used sort-
orders.

* Anindexis not dynamically maintained, it is only built when
needed. Indexes are useful to create sort sequences that are
infrequently used, such as month-end or year-end processes.

Using the student file example discussed earlier, suppose you wanted to sort
the students’ records two ways: by name alphabetically, and by name within
each major. This produces two alternate sorts.



This example uses a one-component key on the student’s name.

The next example has two components in the key: major and student name.

Murnber First Mame | Lazt Mame b ajor |
141-02-7467 | AlvinL B ailey Computer Science
188-67-7356 | Rohin Bailey Buziness
123-44-3333 | Deb Eirouan Computer Science
101-71-0630 Carputer Science
206-65-7223 | Dan Headman Englizh
116-62-4660 | Robert kM acdonald Law

168-91-7542 | Gay Fack Englizh
106-22-0863 | Diane Quinn Englizh
180-43-3184 | Mina Fobb Sociology
229-87-5138 | Steve Stone Socialogy
164-10-8264 | John Uber Business
207-95-3333 | Brian Wilcox Buziness

A key can contain one or more fields, allowing sorts within sorts.

Mumber Firgt Mame | Last Mame I ajor |
206-65-7223 | Dan Headman Englizh
168-91-7842 | Gam Pack. Englizh
105-22-0863 | Diane [uinn Englizh
141-02-7461  [Akvin L B ailey Computer Science
123-44-3333 [ Deb Brown Connputer Science

Computer Science
180-43-9184 | Mina Raobb Sociology
229878138 [ Steve Stone Sociology
188-67-7396  |Rohin Bailey Buzsiness
164-10-8264 | John Uber Business
207-95-3939 [ Brian il Buziness
116-62-4660 | Fobert tacdonald Law

Ascending and Descending Sort Orders

Some file systems support both ascending and descending order for keys or
components of keys (for example, the TopSpeed file system). Other file
systems only support ascending order, which means the data can only be
sorted from lowest to highest (for example, the Clarion file system).

The next example has two components in the key: Graduation Year
(descending), and student name (ascending).

First Matme




Using Keys as Range Limits

Suppose you want to create a class enroliment report from a database
containing records for the past fifteen years. All you are interested in (for
purposes of this report) is the last three years. You can dramatically reduce
processing time if you use a subset of the data file that only contains the
records from the last three years. It takes two steps to accomplish this:

» First, define a key to sort the data by the date of each course.

* Next, define the range limits you are interested in. A range limit
specifies a subset of the entire file to process. Only those records
that fall within the range limits are considered.

In this example, only one-fifth of the records are processed (assuming that
each year’s course offerings are the same). Reducing the number of records
to consider by 80% reduces processing time by the same amount.

Relationships Between Files

One goal of relational database design is reducing data redundancy. The
basic rule is that data should be located in only one place. This is beneficial
in two ways. First, it reduces storage space requirements. Second, it makes
the database easier to maintain. To reach this goal, data files are broken up
into separate, related files through a process called data normalization.

The first step is to move any repeating groups into separate files. For
example, if a student could take a maximum of six classes, you could design
the student file to contain six class fields (classl, class2, class3, etc.). But not
all of these fields would be used in each record. If one student is taking six
courses, all would be used, but if another student only took one class, there
would be five empty fields in his record. For that reason, the class fields are
moved into a separate file, eliminating the need to reserve space for empty
fields. This creates@ne to Manyelationship Qnestudent takeMany

classes) between the student file and the classes file.

The next step is to move redundant data into separate files. Every field in the
student file must be dependant on the primary key (Student Number). The
student’s name, address, and phone number remain in the student file. But
the student’s major description could be moved to a separate file. This
eliminates the need to repeat the Major’s Description for each student with
that Major. To do this, add a Major number field to the student file and the
Majors file. This createsany to Oneelationship lany students have
Onemajor) between the student file and the majors file.

Once data storage is “normalized,” related information is linked by ensuring
a field in one file is identical to a field in the other. These common fields
create the links between related files. A linking field could be a student



number, a course code, or a classroom number. Any field (or group of fields)
that uniquely identifies a record in the primary file can be used as a link.

Examples of these relations can be found in a school database:

* Oneteacher teachesany classes (One-to-Many).

| s

e Many students would havene major (Many-to-One).

Fet M L3 fwe - PO £ |5-¢hld..-d1n|rlnmﬂl.l'h |
SRR e WE 1
DRI o SRRl 1
g i At . e 1 D
a3 L Adgeaibar 1-fh1EE

Murnber First Mame | Last Mame

206-65-7223  [Dan Headman Englizh
168-91-7542  |[Gary Pack, Englizh
105-22-0863 | Diane Cluinn Englizh
141-02-7467 | Alvin L B ailey Computer Science
123-44-9333 |Deb Brown Computer Science
180-43-9134  [Mina Raobb Sociology
229-87-5138 [ Steve Stone Sociology
188-67-7396 | Robin B ailey Buziness
164-10-2264 | John IJber Buziness
207-95-2333 | Erian Wil Buziness
116-62-4660 | Robert b acdonald Law

Database Summary

A database is a collection of information (data) in a system of
fields, records, and files.

Fields can store many different types of data, but each individual
field is specified to hold only one type.

Each data item should be stored in only one place.

One or more fields makes up a record. One or more records
make up a file. A collection of related files make up a database.

Clarion programs can access many different file systems through
the use of file drivers.

Keys and indexes declare sort orders other than the physical
order of the records within the data file, and can contain more
than one field, allowing sorts within sorts.

Range Limits enable you to process a subset of records, which
reduces processing time.

Files are related through common fields containing identical
data, which allows you to eliminate redundant data.
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/ = PLANNING THE APPLICATION

As a general rule, every minute you spend planning your application
beforehand saves you ten later. This chapter informally describes the
planning process for the application you’ll create in the subsequent chapters.
In the real world, you'll probably create a bona fide functional specification
for your important applications. This informal description defines:

o The tasks the application performs.
o The data the application maintains, and how it stores it.

As a starting point, thipplication Generator tutorial application uses the
data dictionary from the applications you created irGh#ing Started
manual. It extends the concept to a simple Order/Entry system, using the
data dictionary for keeping track of customers.

Defining Application Tasks

This application will maintain the customer and billing files for a
manufacturing company. The first task in planning just what the application
will do is to assess what the company expects it to do.

For the purposes of this tutorial, the application we’ll create is a simple order
entry system. Customers typically phone in orders for one or more products
at a time. A salesperson takes the order. The billing department prints out an
invoice that night.

The application therefore must provide:

o Entry dialogs for taking the order, or modifying the data in it later.

o Access to the customer list from within the order entry dialogs.
The customer list is the one you created with the Quick Start
Wizard, stored in the Customer file.

o Access to the list of part numbers (items) that the company
manufactures, from the order entry dialogs.

o Browse windows for listing sales transactions.

o Procedures that will maintain the Products list and Customer
information.

o Printed reports.



Designing the Database

The first task in planning the file structure is to assess what data the
application needs, and how to store it with the minimum amount of

duplication.

Good database management maintains separate data files (also called
“tables”) for each “entity” or group of discrete data elements. The data
“entities” this application maintains are:

The Customer File

Customer

Orders

Detail

Products

Customer name and address data that changes only
when a customer moves. Created in the Quick Start
tutorial, along with its related Phones file.

Basic information needed for assembling the data
needed to print an invoice. It “looks up” information
from the other files, such as the customer name and
address. When a sales person takes a new order, they
add a record to this file.

Product, price, and quantity ordered for an item on a
given invoice: the variable information for each
order. Though this duplicates price information in
the Products file, you must maintain the price at the
time of the sale here. Otherwise, when you increase
the price in the Products file, it would cause the
balance in the Detall file to change.

Information on the products sold by the company,
including product number, description and price.
This data changes only when a price changes or a
new product is added.

The Customer file stores “constant” data such as customer names and
addresses. It's most efficient to store this data in one place, allowing for a
single update when the information changes. This also saves space by
eliminating redundant customer information in the Orders file; otherwise, if
there were 1000 orders for company XYZ, the address information would be
repeated 1000 times. Reducing storage requirements by storing the data only
once is calleshormalization

The customer data requires a field to uniguely identify the customer. The
company name is unsuitable because there could be duplicates. There may
be, for example, multiple records for a customer called “Widget Depot,” if it
has multiple locations. The Quick Start applicatdneadyspecified that the



The Phones File

CustNumber field is an auto-number key which automatically creates and
stores unique customer numbers.

The CustNumber field serves as grenary keyfor the data file. Any other
data files which are related to the Customer file must declare the
CustNumber field as foreign keyA primarykey is a field, or combination
of fields, that uniquely identifies each record in a data filardignkey is a
field, or combination of fields, in one file whose valnastmatch gorimary
key’s value in another related file.

Because there may be many orders for each customer number, the
relationship between the Customer file and the Orders file willdreedo
many(1:Many) relationship. We say the customer data file ipénentfile,
and the Orders data file is thkild file.

The Orders File

The Phones file stores telephone numbers—each customer could have
several. Each record includes a CustNumber field to relate back to the
Customer file.

The Phones file also includes a text field in which we can indicate whether
the phone number is an office, fax, mobile or home number. Using the data
dictionary, we'll specify that the control for entering data for this field
should be a drop-down list with the choices already loaded.

The Orders data file gathers information for each sales transaction from all
the other data files (such as the customer data). Because much of the basic
data in this file prints in the “header” area of the invoice, this is sometimes
called the Order Header.

Every sales transaction requires one record in the Orders file. The record
relates to the customer information by referencing the unique customer
number. Because some order records may reference one product, and others
may reference ten, you'll create a separate Detail file which relates back to a
unique order number. This creates a one to many relationship, with the
Orders file as parent and Detail as child. The actual products ordered are
identified by their product codes, in the Detalil file.

The Orders record thus holds a customer number to relate back to the
customer data (the foreign key), and a unique order number to relate to the
Detail. You'll create a multi-component primary key on the two fields, so

that you can easily create a browse sorted by customer and invoice number.



The Detail File

The Product File

The Detail file stores the products ordered by their product codes (a foreign
key into the Product file), their individual prices, the quantity of each, and
the tax rate. An additional field holds an invoice number, which relates back
to the Orders file in enany to oneelationship.

The Detail file duplicates the price information with the fields in the product
file; this is because prices may change. It's important to store the price field
within the detail file record because if the price increases in six months,
today’s paid in full invoice would reflect a balance due.

The Product file stores unigue product numbers, descriptions, and prices.
When the sales person looks up a product by name, the application inserts
the product number into the Detail record. The product code is the primary
key—no two items can have the same code, and every product must have a
code. An additional field contains the tax rate for the product.

Referential Integrity

Referential Integrity refers to the process of checking all updates to the key
field in a given file, to ensure that the validity of parent-child relationships is
correctly maintained. It also refers to ensuring that all child file records
always have associated parent records so that there are no “orphan” records
in the database.

Because the data for a given transaction resides across several files, this
application must enforce referential integrity. This is critical, yet many
database application development tools require you to hand code procedures
to enforce this. The Application Generator’s templates implement this
automatically in your generated source code when you select a few options
in the Data Dictionary.

It is essential that the application not allow an update to a record that leaves ¢
blank or duplicate value in a primary key field. For example, we need to
restrict the ability of the end user to update a record in a way that could
cause a duplicate Customer number. If two different companies shared a
duplicate Customer number, you could send a bill to the wrong company.



The Complete Database Schematic

The schematic below provides an overview of the entire database. If you
look at it from the point of view of the sales agent taking a phone order, the
Orders file records who's ordering, the Detail stores what they’re ordering,
and the Customer and Product files store constant information about the
customers and products.

[ customers | [ orders |

ICustNumber ustNumber _

FIrstName OrderNumber rderNumber _
LastName _ InvAmount ProdNumber rodNumber
ICompany (CustNumber OrderDate Quantity ProdDesc
Address Area OrderNote ProdAmount ProdAmount
City Phone [TaxRate TaxRate

State Description

Zip

The item code looks up the description and price. The customer code looks
up the customer’s name and address. Other data, such as the transaction dat
fill in automatically (by looking up the system date, for example).

Finally, the tutorial will create a brand new data dictionary, and you will
copy and paste the files that Quick Start defined for you into the new
dictionary.

As for the actual application you create, because the tutorial is a teaching
tool more concerned with showing what Clarion can do for you, it won't
create a full-scale order entry system. However, you will find that some parts
of the application will be very “showy,” so that you can quickly learn how to
do equivalent procedures in your applications.

Application Interface

The next major task before coding is to plan the user interface. For a
business application like this, it's crucial that a salesperson quickly locate the
data they need, so that they can record the sale and move on to the next
phone call. Therefore, the application should put all the important data “up
front” by default, and no entry or maintenance dialog should be more than a
button or menu command away.

Additionally, the company uses many other Windows applications; therefore,
it's especially important that the application have a standard windows “look
and feel.” End users learn a familiar interface more quickly.

To implement the tasks the application must execute in a consistent manner
with our guidelines, we can plan for the items listed below. Though the



following is no substitute for a real program spec, it should suit us for
Tutorial purposes.

o Because the application will handle the maintenance for the
customer, item, and billings files on different forms, the Multiple
Document Interface (MDI) is necessary.

o The application should have a toolbar with buttons to load forms
and browse windows, and to control the browsing behavior.

o To maintain a consistent “look and feel,” the main menu choices
will be File, Edit, View, Window, and Help. The File menu
accesses the printing and exit procedures. The Toolbar buttons call
the form dialogs for editing a current record (if highlighted in a
browse) or adding/deleting records, and for browsing through the
files. The View menu calls the procedures for browsing data files.
Window and Help perform standard actions.

o When adding new orders, the sales people should be able to pick
customers and products from scrolling lists. Pertinent data in the
order dialog—addresses, item descriptions and prices—should
automatically “fill in” as appropriate.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You defined the tasks the Application must accomplish.

¢ You designed the database that will allow the application to
accomplish those tasks.

¢ You specified the user interface the application will use.

Now that the application description is fairly complete, we're ready to begin
work. The first step is to create the data dictionary.
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Tutorial Files

This chapter teaches you how to:

o Create a new data dictionary.

o Copy and customize file definitions from the Quick Start data
dictionary to the new one.

o Relate the files and specify Referential Integrity constraints.
o Pre-format window controls for the fields.

This tutorial assumes that you have completed th@uick Start Tutorial
in the Getting Startednanual.

We recommend that you complete the entire tutoriglespecially if the

Clarion development environment is brand new to you (and even if you've
used previous releases of Clarion). As you've already seen from the Quick
Start tutorial inGetting StartedClarion’s template-driven Application
Generator approach to programming is very different from other
development environments for 3GL and 4GL languages. If you'll thoroughly
immerse yourself in this tutorial, you will get the most out of your new tool.

The completed tutorial files reside in the \CLARIONS\EXAMPLES\TUTOR
directory. We provide these so you can see the end result of the tutorial and
compare your application. There should only be cosmetic diferences.

If you're already an experienced Clarion programmer, you may want to just
examine the completed tutorial files rather than step through the tutorial
itself. However, walo recommend that you at least read through this tutorial,
since there are methods of working in the development environment that the
tutorial demonstrates that may not be obvious just by “plunging in” and
working with the tools—this tutorial “shows off” some features of the
development environment that may not be readily obvious at first glance.

NOTE: Wherever there are multiple ways to accomplish a single task,
this tutorial will expose you to several of them to demonstrate
the flexibility of the Clarion development environment.



Creating the Dictionary

Whenever you create a new application, you first define the data dictionary
(.DCT file). From the data dictionary, the Application Generator obtains all
its information about the data files your application uses, their relationships
to one another, plus additional information such as predefined formatting for
controls.

As a general rule, the more forethought and work you put into designing
your data dictionary, the more Clarion’s template-driven Application
Generator can do for you. Anithe more work the Application Generator
doesfor you, the less you have to do yourself!

When you ran the Quick Start Wizard, though you didn't actually use the
Dictionary Editor, you just defined the data file. This chapter introduces the
Dictionary Editor.

Starting Point:
You should have the Clarion development environment open
and the Pick dialog closed.

Fill in the name of the new data dictionary

7. Chooserile O New from the menu.
2. cLick on thebictionary selection.
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TheNew dialog appears.
Name the new dictionary file

7. Selectthe/CLARIONS/TUTORIALlirectory.
2. Type TUTORIALIn theFile Name field.
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Clarion appends the file extension; TUTORIAL.DCT is the full name for
the dictionary file. You can use long filenames if you're using a 32-bit
operating system (Windows 95 or NT). This tutorial does not use long
filenames so it is valid for all users, including those using Windows 3.x.

Pressthesave button to create the file.

This creates an empty dictionary file. The caption bar shows the file
name.

Specify a description for the dictionary

7. Pressthebictionary Properties  button.

TheDictionary Properties  dialog appears.
Selectthecomments tab thertype Tutorial Dictionaryin the text field.

Thecomments tab allows you to write free form text notes regarding the
dictionary. It's optional, but extremely useful for programmers who may
have to return to a project for maintenance after an interval of months.

This dialog also providesrassword button, which allows you to prevent
others from using this dictionary. There’s no need to fill it in for the
tutorial, but it's a useful feature to keep in mind.

3. Close thepictionary Properties  dialog by pressing thex button.
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Copying Files From One Dictionary to Another

You can use the standard Windows copy and paste commands to copy file
definitions from another dictionary (or to copy fields from one file to
another)In other words, once you've defined it once, why bother to re-
define it when you can just copy what you've already done!

Copy the Customer File Definition

Open the other data dictionary, select a file, and copy it

7. ChooserFile O Pick from the menu thegelecttheDictionary tab.

2. Selectthe QWKTUTOR.DCTile from the file list, angpresstheselect
button.

Another Dictionary dialog opens, containing the file definitions from the
Quick Start application. Move it and you can see that both .DCT files are
open.

Ichanmy - Lewkialo S

3. Selectthecustomer file from theFiles list.
#. Choosetdit O Copy (Or presscTrL+c).
5. cuick on theTUTORIAL.DCTbictionary dialog.
This makes the Tutorial dictionary the active dictionary.
6. Choosetdit [ Paste (OF PresscTrL*V).



TheEdit File Properties  dialog appears.

Not only does this operation copy the file definition; it copies the fields
and keys as well.

7. Presstheok button to close thedit File Properties  dialog.

Copy the Phones File Definition

Now use the copy and paste commands to copy the other file definition.

Select the file and copy it

7.
2
3.
é
S.

6.

cLick on theQWKTUTOR.DC ™ Dictionary dialog.
SelectthePhones file from theriles list.

Choosektdit O Copy (Or presscTtrL+C).

PresscTtrL+rs, orcLick on theTUTORIAL.DCTbictionary dialog.
This makes the Tutorial dictionary the active dictionary.
Choosekdit O Paste (Or presSScTrRL+V).

ThekEdit File Properties  dialog appeatrs.

Presstheok button to close thedit File Properties  dialog.

Close the Quick Start dictionary file

7.
2.

cLick on theQWKTUTOR.DCDictionary dialog.
Presstheclose button, orchooserile O Close.



Relating the Files

You can copy file definitions (including their keys), but Clarion camwopty
the file relationships from other dictionaries. Therefore, you must re-define
the relationship for these two files.

Define the first side of the relationship

We’'ll define this relationship differently than we did in fQaick Start
Tutorial in Getting Started-from the Many (Child) side instead of the One
(Parent) side, just to show you that we can.

/.

Highlight thePhonedile thenpresstheAdd Relation button.

TheNew Relationship Properties  dialog appears. Because the last file selected
was thePhonedile, we’'ll set up the relationship from its perspective.

Each Customer can have multiple phones, so Customer is the parent in a
parent-child relationshipTherefore, from Phones file's perspective, it's
aMANY:1 relationship.

Choosemany:1 from theType dropdown list in theelationship for Phones
group box.

ChooseKeyCustNumbeirom theForeign Key dropdown list.

This is the key that matches a primary key in the Customers file;
therefore, it's a foreign key.

Define the other side of the relationship

/.

2.

ChooseCustomerfrom theRelated File dropdown list in thearent group
box.

ChooseKeyCustNumbeirom theprimary key dropdown list.

In theparent-child relationshipthe foreign key in the child must relate
to a primary key in the parent. S&eatomy of a Databasa Chapter 4
of this book, and thBatabase Desigarticle in theProgrammer’s
Guide for more information on relational database theory.

PresstheMap by Name button to link the fields.

You can use this button because you named the linking fields the same in
both files. This is a very good practice to make a habit of, since it makes
application maintenance much easier over the long term. When you
come back to make changes to a project that you completed a while ago,
it is much easier to recognize the linking fields if they are named the
same on both sides of the releationship.



Set Referential Integrity Constraints

By setting Referential Integrity constraints, you can specify how the
Application Generator writes the source code that handles what happens if
an end user attempts to modify a value in a primary key, or attempts to delete
a parent that has children. If you don’t set constraints, an end user can
compromise the integrity of the database by creating “orphan” records one of
two ways: by deleting a parent with children, or changing the parent’s

linking field value. In applications generated form Clarion’s Application
Builder Class templates, the actual code required to maintain your
Referential Integrity is built into Application Builder Class (ABC) library.

For the tutorial, specify that the application shaytdatethe foreign key
record, if the primary key field value is changed. Also, specify that it should
not allowthe user to delete a parent with children.

7. In theReferential Integrity Constraints  group box,chooseCascade from theon
Update dropdown list.

Cascadinga change means that the application extends the change and
updates the foreign key (child file) field, for all the child file records
related to that one parent file record.

2. ChooseRestriict from theon Delete dropdown list.

Restrictinga delete means that the application does not allow deleting a
parent with children (the user must first delete all the children).

(i e T o

3. Pressok to close thelew Relationship Properties  dialog.

At this point, youDictionary dialog looks like this:

Fl= Heiand Fie
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Look at the small arrows to the left of the related file name iRéeed
Files list. It indicates the nature of the relationship between the two files.
Two angle brackets (>> or <<) point to the many side from the one side. One
angle bracket (> or <) points to the one side from the many side. Therefore,

Phones <<-> Customers indicatesManyphones file records can be related
to Onecustomer file record.

Save Your Work

It is a good habit to save your work frequently while developing your
applications (power outages come without any prior notice). To do so,
chooseFile O Save, or press th&ave buttoon the tool bar. This writes the
dictionary file to disk.



Pre-Defining Window Control Formats

Within the data dictionary, you can specify the default properties of the
window controls which will update the fields you define. You can also
specify certain Data Integrity rules by setting Validity Checks and the field’s
initial value.These options are key factors in making the Application
Generator do much of your workfor you!

Access the Field Properties dialog

7. Highlight theCustomeffile in theFiles list.
2. PresstheFields/Keys... button.

TheField/Key Definition - dialog allows you to edit the properties for any field
or key in the file.
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3. SelecttheStatefield, andpresstheProperties button.

Thekdit Field Properties  dialog appears, showing the options Quick Start
filled in for this field.

Set Validity Checks

7. Selectthevalidity Checks tab.

The validity Checks tab allows you to set numeric ranges for number fields,
specify that a field value must match another field in a related value,
must be true or false, and in this case, that the field value must be in a list
you specify in this dialog.

SelecttheMustbein List radio button.

N

3. Type the following in thechoices box:
AL|MS|FL|GA|LA|SC
A vertical bar (| ) must separate each choice.
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This defines the actual list of allowable choices. In this case, the
dictionary specifies that only the state abbreviations for these six
southern states of the United States is acceptable. You will specify that
the default control for this field is a drop down list.

Set a default value

7. SelecttheAttributes tab.
2. Type ‘FL’ in theinitialvalue field (including the single-quote marks).

This specifies that anytime the control appears, its default value will be
“FL.” Initial values can be time savers for the end user; in this case, if
most customers were located in “FL,” it saves picking it from the list

each time a new customer has to be added. The single-quote marks are
necessary because you can also name a variable or function as the initial
value of a field in a data file (be aware that there are slightly different
rules for initial values of memory variables). In this case, the initial value
is a string constant, as identified by the single quote marks around it.
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Specify a default window control

7. Selectthewindow tab.

When you specify &ustbeinList option, the default window control for
the field is an OPTION structure with RADIO buttons. These appear by
default in thewindow Controls list.

2. Selectprop List from thecontrol Type list box.

Thewindow Controls  list now updates to show only a PROMPT and a LIST
control with a DROP attribute.

3. Presstheok button to close thedit Field Properties  dialog.
4. PressthecClose button to close theeld/Key Definiion dialog.
5. Chooserile O Save, or presstheSave buttomn the tool bar.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You created a new, empty data dictionary (.DCT).

¢ You copied existing file definitions from one data dictionary to
another (the easy way to work—never re-invent the wheel).

+ You defined the relationship and Referential integrity constraints
between the files.

¢ You pre-defined the window control format, data validity check,
and initial value for one of the fields in the database.

In the next chapter, you'll learn how to add a file to the data dictionary,
starting totally “from scratch"—without using Quick Load. You'll see just
how quick and easy it is to do even without using a wizard.
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Defining New Data Files

After copying and modifying the two files defined in the Quick Start
application, you're ready to add a new file from scratch.

Starting Point:
The TUTORIAL.DCT file should be open.

Create the Orders File

Specify the label, prefix, and description

7. In thebictionary dialog,presstheAdd File button.

2. When thendd File dialog appears asking whether you wish to use Quick
Load, presstheNo button.

TheNew File Properties  dialog appears.

Theusage radio buttons allow you to specify whether you're creating a
datarile definition, Global variable definitions, or ool of field definitions
from which to derive new fields (we’ll discuss deriving a little later). By
choosing theile radio button, Clarion uses the information you fill in
here for the FILE data structure declaration (sed.dmguage

Reference

3. Type Ordersin theName field, thenpressTas.

Thename field only accepts a valid Clarion label, which uniquely

identifies the data structure. A label may only contain letters, numbers,
and the underscore( ) or colon (:) characters, and must begin with a
letter or underscore. Executable code statements use this label to refer to
the file.



After pressingas, “ORD” automatically appears in tirefix field. The
prefix is one way to uniquely identify fields of the same name in
different data files. For exampl®RD:CustNumbeis theCustNumber
field in theOrdersfile while CUS:CustNumbeis theCustNumbefield
in theCustomerdile. You can also uniquely identify fields by using
Field Qualification syntax (discussed in ttenguage Reference)

Type Order header fildn theDescription field.

This description appears next to the data file label ilbibgonary

dialog list. If you select theomments tab, you can type in a long text
description. A description of what the file is for can be very helpful for
when you return to the file for maintenance programming.

Choose the file driver

/.

ChooseTtoprsPEED from therile Driver dropdown list.

This declares the file format for the data file as the TopSpeed file format.
This is the newer of the two proprietary file formats that TopSpeed
Corporation has developed for use in Clarion (the older is “Clarion”).

TheProgrammer’s Guidelocuments all the available file drivers and
provides information about what data types each one supports, plus other
useful information such as the default file extensions for data and/or
index files. It also provides tips and tricks for choosing the right driver

for the job, such as which drivers are best when your application must
handle a very large database which is frequently updated, or which
drivers are best when the quickest query time is the foremost concern.

Presstheok button.

You can accept the defaults for all other options in the dialog. The dialog
box closes, and thmxctionary dialog lists the Orders file, with “Order
header file” listed next to it.

Name the Detail and Products Data Files

Create the Detall file

/.

W N

PresstheAdd File button in thepictionary dialog.

Chooseno when asked if you wish to use Quick Load.
Type Detail in theName field.

Type Order detail filein theDescription field.

Type DTL in theprefix field.

By customizing the default prefix (changing it from “DET” TO “DTL"),
you can make your code more readable. Three characters is the
convention for file prefixes, but you are not limited to that.
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5. ChooseToPsPEED from therile Driver dropdown list.
Accept the defaults for all other options in the dialog.
6. Presstheok button.

Create the Products file

PresstheAdd File button (don’t use Quick Load).
Type Productsin theName field.

Type Products for salén theDescription field.

Type PRDin theprefix field.

ChooseTtoprsPEED from therile Driver dropdown list.
Presstheok button.

A L A NN

Save your work

7. ChooserFile O Save, or presstheSave buttoron the tool bar.

At this point, your Dictionary dialog looks about like this:

37
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Defining the Fields

Define a Field Pool

At this point, we’ll define several fields which will become the linking fields
between the files in our database. We'll use a feature of the Data Dictionary
called a “Field Pool” to ensure that all files that need these fields always
define them exactly the same way.

/.

WA WoN

PresstheAdd File button (don’t use Quick Load).

Field Pools are treated just like a file in the Data Dictionary, even though
they do not generate any code into applications. You may have as many
Field Pools in your data dictionary as you choose, but there is usually no
need for more than one.

ChoosethePool radio button

Type FieldPoolin theName field.
Type POOL.in theprefix field.
Presstheok button.

Open the Field / Key Definition windows

/.

Highlight theFieldrool “file” in the Files list.

2. PresstheFields/Keys... button.

This window displays a list of all the field and keys defined in the “file.”
Since this is a new file, there is nothing to display. We could simply start
adding fields, but instead, we’'ll start by copying a field from the
Customer file.
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3.

Z.

S.

cLick and drag on the title baf the Field / Key Definion window and move
the window so you can see the underlyirgpnary dialog.

Highlight thecustomer file in theFiles list of thebictionary dialog.
Notice that focus changes to thi@ionary dialog.
PresstheFields/Keys... button.

Now anotheField / Key Definiion window appears containing the fields
defined for the Customer file.

Select the field and copy it

SelectthecustNumber field from theFields list.
Choosektdit O Copy (Or presscTtrL+C).

Choosewindow [ Field / Key Definition - FieldPool ~ (Or justcLick on the open
window to give it focus).

Choosetdit O Paste (Or presscrrL+v).
ThekEdit Field Properties  dialog appears.
Presstheok button to close thedit Field Properties  dialog.

This is the field that will be the linking field for the relationship between
the Customer and Orders files. Linking fields in separate files are always
defined the same, so copying the field definition is one way to get the
existing field's definition into the Field Pool.

Derive the existing field

/.

2.

Choosewindow [ Field / Key Definition - Customer ~ (Or justcLick on the open
window to give it focus).

Highlight thecCustNumber field from therields list andpresstheProperties
button.

ThekEdit Field Properties  dialog appears.
Type POOL:CustNumbein theDerived From field.
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This means that the CUS:CustNumber field is manved fronthe
POOL:CustNumber field. The term “derived from” means that the
POOL:CustNumber field’s definition is the “parent” and all “children”
fields which are “derived from” that field automatically share all the
attributes of the parent.

Deriving field definitions from existing fields gives you the ability to
make changes in only one place, then cascade those changes to all
derived fields. For example, if the definition of the CustNumber field
needs to change in all files using it, simply make one change to the
POOL:CustNumber field definition, then cascade that change to all the
derived CustNumber fields in all files. You can do this justibgosing

Edit O Distribute Field after changing the POOL:CustNumber field.

Presstheok button to close thedit Field Properties  dialog.

Add the rest of the fields to the Field Pool

/.

2.

Choosewindow [ Field / Key Definition - FieldPool ~ (Or justcLick on the open
window to give it focus).

Presstheinsert button to open theew Field Properties  dialog.

Once you begin the process of defining new fields, an erapty

Properties dialog automatically appears after you add each successive
field. This speeds up the process of adding multiple fields. After adding
your last field, you just have to press taeel button on an emptyew

Field Properties dialog to return to thBeld / Key Definiton  dialog.

Type OrderNumbelin theField Name field.

This will be the linking field between the Orders and Detall files.
ChoosesHoRT from thebDataType dropdown list.

This specifies a short integer (-32,768 to 32,767).
Presstheok button.

Type ProdNumbeiin theField Name field.

This will link the Detail file to the Products file.
ChoosesHoRT from thebataType dropdown list.
Presstheok button.

Pressthecancel button.

Therield / Key Definition - dialog re-appears.

70. Presstheclose button.

Define the fields in the Orders File

At this point, go back to the Orders data file and prepare to define its fields.



Open the Field / Key Definition windows

WA W oN

Highlight theorders file in theFiles list.

PresstheFields/Keys... button.

Pressthelnsert button to open theew Field Properties  dialog.
Type CustNumbem theFrield Name field.

Pressthe ellipsig...) button to the right of theerived From field.

A select window appears containing tree lists of all the fields already
defined for all the files in the dictionary. You can derive new fields from
any existing field—whether that field is in a file definition, global data,
or a field pool.

Highlight thecustNumber field in theFieldPool file thenpresstheselect
button.

The new field automatically becomes a perfect copy of the field from
which it was derived—right down to the prompts and window control
type. The button with the circular arrow icon right next to the ellipsis (...)
button allows you to refresh the derived field from its parent’s definition,
if necessary (but the easier way istwosetdit O Distribute Field after
changing the parent field).

Presstheok button to close theew Field Properties  dialog.

This is the field that will provide the link between the Orders and
Customer files.

Derive the OrderNumber field

This provides a unique identifier for each order

7.
2.
5.

4.

Type OrderNumbeiin theField Name field.
Pressthe ellipsig...) button to the right of theerived From field.

Highlight theorderNumber field in theFieldPool file thenpresstheselect
button.

Presstheok button to close theew Field Properties  dialog.

Define the InvoiceAmount field

This field stores the total amount of the order.

Z.
2.
3.

Type InvoiceAmounin theField Name field.
ChooseDdEcIMAL from theDataType dropdown list.
Type 7 in thecharacters field.

This specifies the total number of digits in the number (on both sides of
the decimal point).

Type 2 in thePlaces field.
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This specifies the number of digits to the right of the decimal point.

5. Presstheok button.
Define the OrderDate field

This field stores the date the order was placed.

7. Type OrderDatein theField Name field.
2. ChooseLoNG from theDataType dropdown list.

LONG is the preferred date storage data type in the TopSpeed driver.
This will contain a Clarion Standard Date value (sed_Hmguage
Referencdor more on Clarion Standard Dates and Times).

3. Type @d1in thescreen Picture field.

The screen picture specifies the default “character” formatting for a
field. In this case @d1 signifies MM/DD/YY format. The dialog box
displays a representation of the formatting next to the field.

4. SelecttheAttributestab thertype TODAY ()in theinitial value field.

The generated source code places today’s date in any control allowing a
new record entry, using the built-in TODAY () function.
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Presstheok button.

Define the OrderNote field

This allows for a short note for special handling instructions.

7.
2.
3.

Z.

Type OrderNotein theField Name field.
ChoosesTRING from theDataType dropdown list.
Type 80in theCharacters field.

This specifies 80 characters.

Presstheok button.

Close the dialogs

All the fields are defined, and a blaNkw Field Properties dialog should
be active at this point.

7.
2.

Pressthecancel button to close theew Field Properties  dialog.
Presstheciose button to close theeld / Key Definiion  dialog.

Define the fields for the Detail File

At this point, we’ll define the fields for the Detail data file.

Derive the linking field definition

/.
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Highlight theDetail file in theFiles list thenpresstheinsert button to open
theNew Field Properties  dialog.

Type OrderNumbeiin theField Name field.
Pressthe ellipsig...) button to the right of theerived From field.

Highlight theorderNumber field in theFieldPool file thenpresstheselect
button.

Presstheok button to close theew Field Properties  dialog.
This is the field that will be the link between the Orders and Detall files.

Define the ProdNumber field

This field allows you to relate this file and the Products file.

Z.
2.
3.

Type ProdNumbeiin theField Name field.
Pressthe ellipsig...) button to the right of theerived From field.

Highlight thePrrodNumber field in theFieldPool file thenpresstheselect
button.



4. Presstheok button to close theew Field Properties dialog.

Define the Quantity field

This stores the number of each product ordered.

7. Type Quantityin theName field.
2. ChoosesHORT from theDataType dropdown list.
3. Presstheok button.

Define the ProdAmount field

This stores the unit cost of the product as it was at the time of the order.

Type ProdAmounin theField Name field.
ChoosebpecIMAL from theDataType dropdown list.
Type 5in thecharacters field.

Type 2 in thePlaces field.
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Presstheok button.

Define the TaxRate field

Type TaxRatdn theField Name field.
ChoosebpecIMAL from theDataType dropdown list.

7

2

3. Type 2in thecharacters field.
4. Type 2in thePlaces field.

S

Presstheok button.

Close the dialogs

All the fields are defined, and a blaNkw Field Properties dialog should
be active.

7. Pressthecancel button to close theew Field Properties dialog.
2. Presstheclose button to close theeld / Key Definiion dialog.

Define the fields for the Products File

At this point, we'll define the fields for the Products data file. This is the last
file.

Derive the linking field definition

7. Highlight theProducts file in theFiles list of thebictionary dialog.
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You may have to move some windows first to do this. Focus changes to
theDictionary dialog.

PresstherFields/Keys... button.

Now anotheField / Key Definition  window appears containing the fields
defined for the Customer file.

Pressthelnsert button to open theew Field Properties  dialog.
Type ProdNumbeiin theField Name field.
Pressthe ellipsig...) button to the right of theerived From field.

Highlight thePrrodNumber field in theFieldPool file thenpresstheselect
button.

Presstheok button to close theew Field Properties  dialog.

This is the field that will be the linking field for the relationship between
the Detail and Products files.

Define the ProdDesc field

This allows for a product description.

Z.
2.
3.
4.

Type ProdDesdn theField Name field.
ChoosesTRING from theDataType dropdown list.
Type 25in theCharacters field.

Presstheok button.

Define the ProdAmount field

This stores the unit cost of the product.

7
2.
3.
4
S

Type ProdAmounin theField Name field.
ChoosebpecIMAL from theDataType dropdown list.
Type 5in thecharacters field.

Type 2 in thePlaces field.

Presstheok button.

Define the TaxRate field

/.

2
3.
4

Type TaxRatdn theField Name field.
ChooseDpecIMAL from theDataType dropdown list.
Type 2 in thecharacters field.

Type 2 in thePlaces field.
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5. Presstheok button.

Close the dialogs and save your work

All the fields are defined, and a blaNkw Field Properties dialog should
be active.

7. Pressthecancel button to close theew Field Properties dialog.
2. Presstheclose button to close thBeld / Key Definiion dialog.
3. ChooserFile O Ssave, or pressthe Savebutton on the tool bar.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You created new data file definitions.

¢ You created a pool of field definitions from which new field
definitions can be easily derived.

¢ You created the field definitions for all the files.

Now we’ll go on to add keys and file relationships.
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-{‘ — ADDING KEYS AND RELATIONS

Now that all the files are defined, we can add keys then specify the file
relationships. You already have defined the keys for the two files you created
in the QwkTutor application iGetting Startedin this chapter, we’ll define

keys for the remaining files.

Starting Point:
The TUTORIAL.DCT file should be open.

Defining Keys for the Orders File

The fields in the Orders file that relate to other files in the database are the
OrderNumber and CustNumber fields.

CustNumber ustNumber _
FIrstName OrderNumber rderNumber
LastName InvAmount ProdNumber
Company OrderDate Quantity
lAddress [OrderNote ProdAmount
City [TaxRate

State

Zip

o The OrderNumber field relates to the Detall file.

There should be no duplicate or null order numbers in the Orders file;
this is aprimarykey.

There may be multiple Detail records for a single matching Order
Number. Therefore, this is@ne to Manyelationship—the Orders file
is the “Parent” of the Detall file.

o The CustNumber field relates to the Customer file.

There will be duplicate values in the CustNumber field that relate to
records in the Customers file. The key we define in the Orders file is a
foreignkey. The Customers file key does not allow duplicates and nulls,
and was defined as the primary key for that file.

Multiple Order records can exist for each Customer, making tWisrg
to Onerelationship—the Orders file is the “Child” of the Customers file.
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Create the Primary Key

Name the Key

/.

2
3.
4

"

Highlight the Ordersfile in theFiles list.
PresstheField/Keys... button.

Selectthekeys tab.

Pressthelnsert button.

TheNew Key Properties  dialog appears.

Type KeyOrderNumbein theKey Name field.

As an easy naming convention, we suggest incorporating both the word
“key” and the field name in the key name (just as the Quick Start Wizard
does).

SelecttheAttributes tab,checktheRequire Unique vValue box, thencheckthe
Primary Key box.

This specifies the key is a primary key. The generated source code
automatically prevents the end user from inserting duplicate or null
values.

Check the Auto Number box.

The template-generated source code will increment the key field with
each new record.

&. Selecttherields tab.
Specify the key field

/.

2.

Pressthelnsert button.

Thelnsert Key Component dialog appears, ready for you to specify a field or
fields for the key.

DOUBLE-cLICK onOrderNumber
This adds the field to the list of component fields for this key.
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3. Presstheok button.

A blankNew Key Properties  dialog appears, ready for you to specify another
key.

Define a Foreign Key

Now you can define the CustNumber key. There may be duplicates within
this file. It relates to the primary key in the Customers file, so therefore, this
is a foreign key.

7. Type KeyCustNumbein thekey Name field.
2. SelecttheAtributes tab.

The keydoesallow duplicates, so leave all the default settings.

SelecttheFields tab.
Pressthelnsert button.

Thelnsert Key Component dialog appears, ready for you to specify a field or
fields for the key.

SelectCustNumbethenpresstheselect button.
Presstheok button.

Each time you finish a new key, a blawg Key Properties  dialog appears,
ready for the next.

Pressthecancel button to close the blamew Key Properties  dialog.
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TherField/Keys Definiion  dialog for the Orders file now looks like this:

§. Presstheclose button to close thBeld/Key Definition dialog.
¢. Chooserile O Save, or pressthe Save buttoron the tool bar.



Defining Keys for the Detail File

The fields in the Detall file that relate to other files in the database are the
ProdNumber and OrderNumber fields.

Custhumber [ et |

OrderNumber rderNumber _
InvAmount ProdNumber ProdNumber
OrderDate Quantity ProdDesc
OrderNote ProdAmount ProdAmount
[TaxRate [TaxRate

o The OrderNumber field relates to the Orders file.

There will be duplicate values in the OrderNumber field that relate to
records in the Orders file. The key we define in the Detail file is another
foreignkey. The Orders file key does not allow duplicates and nulls, and
was defined as a primary key.

There may be more than one Detail record for a single matching Order
Number. Therefore, this isMany to Oneelationship, with the Detail
file the “Child” of the Orders file.

o The ProdNumber field relates to the Products file.

There will be duplicate values in the ProdNumber field for the records in
the Detall file. There may be more than one Detail record containing a
single Product Number. Therefore, this is anot¥any to One

relationship, with the Detail file the “Child” of the Product file.

Define the First Foreign Key

Define KeyProdNumber so that there may be duplicate ProdNumber values
in this file.

7. Highlight theDetail file in theFiles list.
PresstheField/Keys... button.
Selectthekeys tab.

Presstheinsert button.

Type KeyProdNumbein thekey Name field.
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SelecttheAttributes tab.
The keydoesallow duplicates so leave all the default settings.
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7. SelecttheFields tab.

§. Pressthelnsert button.

¢. SelectProdNumbetthenpresstheselect button.
70. Presstheok button.

A blankkey Properties dialog appears, ready for you to specify another
key.

Define the Second Foreign Key

Type KeyOrderNumbein theKey Name field.
SelecttheFields tab.

Presstheinsert button.
SelectOrderNumbetthenpresstheselect button.
Presstheok button.
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Pressthecancel button to close the blamew Key Properties dialog.
TheField / Key Definition  dialog for the Detalil file now looks like this:

7. PressthecClose button to close theeld/ Key Definiion ~ dialog.
&. ChooserFile O Save, or pressthe Savebutton on the tool bar.
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Defining Keys for the Products File

Only one field in the Products file relates to another file in the database: the
ProdNumber field.

o The ProdNumber field relates to the Detail file.

[ e |

OrderNumber _
ProdNumber ProdNumber
Quantity ProdDesc
ProdAmount ProdAmount
[TaxRate [TaxRate

There should be no duplicate or null order numbers in the Products file; this
is aprimary key.

For each ProdNumber in the record there can be many Detail records. This is
aOne to Manyelationship with the Products file a “Parent” to the Detail
file.

Create the Primary Key

Name the Key

Highlight theProductsfile in theFiles list.

PresstheField/Keys... button.

Selectthekeys tab.

Presstheinsert button.

Type KeyProdNumbein thekey Name field.

SelecttheAttributes tab.

Check theRequire Unique Value box, thernchecktheprrimary Key box.

NN AW NN

Check the Auto Number box.
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¢. SelecttheFields tab.
70. Pressthelnsert button.
77. SelectProdNumbethenpresstheselect button.
72. Presstheok button.
ﬁ\ blankkey Properties dialog appears, ready for you to specify another
ey.

Define an Alphabetical Key

Users will probably want to see the list of Products in alphabetical order, so
we’ll add a key for that.

Type KeyProdDesén thekey Name field.
SelecttheFields tab.
Pressthelnsert button.

Presstheok button.
Pressthecancel button to close the blamdy Properties dialog.
TheField / Key Definition  dialog for the Product file now looks like this:

7
2
3
4. SelectProdDeschenpresstheselect button.
5.
6

7. PressthecClose button to close theeld/ Key Definiion  dialog.
&. ChooserFile O save, or pressthe Save buttoron the tool bar.



Defining File Relationships

Defining Relationships for the Orders File

Now that all the keys are defined, we can add the relations. Once you have
defined relationships, you can add Validity Checks for the fields that should
only contain values that exist in another file. These are the last steps to
completing the data dictionary.

0

KeyOrderNumber relates the Orders file to the Detail file@mna to
Many relationship.

KeyCustNumber relates the Orders file to the Customer fileMaray to
Onerelationship.

Define the first relationship

QAW

Highlight theOrdersfile in theriles list.

PresstheAdd Relation button.

The default relationshippe is 1:MANY, which you should accept.
ChooseKeyOrderNumbefrom theprimary Key dropdown list.
ChooseDetail from theRelated File dropdown list.
ChooseKeyOrderNumbefrom theForeign Key dropdown list.
PresstheMap by Name button.

This establishes the relationship by linking all the fields in the two keys
that have the same name.

Set up the Referential Integrity constraints

/.

ChooseCascaddrom theon Update dropdown list.

This tells the templates to generate code to automatically update all
related “Child” records when the “Parent” key field value changes.

ChooseRestrictfrom theon Delete dropdown list.

This does not allow the user to delete a “Parent” record that has related
“Child” records.
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3.

Presstheok button.

Define the second relationship

7.
2.
3.

A

6.
7.

Highlight theOrdersfile in theFiles list.
PresstheAdd Relation button.
ChooseMANY:1from theType dropdown list.

Notice that, when you cho$&ANY:1], the prompts for therimary Key and
Foreign Key fields switched places. This happens because we are now
defining this relationship from the “Child” file's viewpoint; the opposite
side of the relationship to what we did previously. A Primary Key is
always in the Parent file, while a Foreign Key is always in the Child file.

ChooseKeyCustNumbeirom theForeign Key dropdown list.
ChooseCustomeifrom theRrelated File dropdown list.

This establishes the Customer file as the “Parent” in this relationship.
ChooseKeyCustNumbefrom thepPrimary Key dropdown list.

PresstheMap by Name button.

Set up the Referential Integrity constraints

/.

N

ChooseCascaddrom theon Update dropdown list.

Although we are defining this relationship from the “Child” file’s
viewpoint, the Referential Integrity constraints are still set on the
“Parent” file actions.

ChooseRestrictfrom theon Delete dropdown list.
Presstheok button.
Your Dictionary dialog should now look like this:
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#. Chooserile O save, or presstheSave buttomn the tool bar.

Defining Relationships for the Detail File

Each time you define a relationship in the Dictionary Editor, you define it for
both files at the same time. Therefore, since you have defined all the
relationships for the Orders file, there is only one relationship left to define
in this data dictionary.

The last relationship is for the Detail file.

o KeyOrderNumber relates the Orders file to the Detail file@na to
Manyrelationship. You have already defined this.

o KeyProdNumber relates the Detalil file to the Products fileNfaay to
Onerelationship.

Define the relationship

Highlight theDetail file in theriles list.

PresstheAdd Relation button.

ChooseMANY:1from theType dropdown list.
ChooseKeyProdNumbefrom theForeign key dropdown list.
ChooseProductsfrom theRrelated File dropdown list.
ChooseKeyProdNumbefrom theprimary Key dropdown list.
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PresstheMap by Name button.

Set up the Referential Integrity constraints

7. ChooseRestrictfrom theon Update dropdown list.
We won't allow any changes to the product numbers.
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2. ChooseRestrictfrom theon Delete dropdown list.
3. Presstheok button.
Your Dictionary dialog should now look like this:

4. Chooserile O Save, or presstheSavebuttonon the tool bar.
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Defining Relationship-Dependent Validity
Checks

Now that all the file relationships have been defined, we can set the Validity
Checks for two fields that we expect to put on update forms.

0O When entering a new Orders file record, we can specify that the
CustNumber must match an existing record in the Customer file.

0O When entering a new Detail file record, we can specify that the
ProdNumber must match an existing record in the Products file.

Define the Validity Check for Order Records

Highlight the Ordersfile in therFiles list.
PresstheField/Keys... button.

Highlight CustNumberandpresstherroperties button.
Selectthevalidity Checks tab.

SelecttheMustBe InFile radio button.
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ChooseCustomeifrom therile Label dropdown list.

This requires that the field can only contain values verified by getting a
matching record from the Customer file. This is validated using the file
relationship information, which is why this Validity Check cannot be set
until the relationships have been defined.

7. Presstheok button.
&. Presstheclose button to close theeld / Key Definiton  dialog.
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Define the Validity Check for Detail Records

Highlight theDetail file in theFiles list.
PresstheField/Keys... button.

Highlight ProdNumberandpresstheProperties button.
Selectthevalidity Checks tab.

SelecttheMustBe InFile radio button.
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ChooseProductsfrom therile Label dropdown list.

7. Presstheok button.
§. Presstheclose button to close theeld / Key Definiion  dialog.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You created the keys for all the new file definitions.
¢ You defined the relationships between the new files.

+ You defined two relationship-dependent validity checks to
require that foreign key field values always have related primary
key records in a parent file.

The data dictionary is now complete. In the next chapter, we will import
some existing data from another application, to show you just how simple it
is to accomplish.
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Data File Conversion

You may have existing data from legacy applications that you want to save
and use in your Clarion applications. Therefore, this chapter shows you:

o How to import a file definition from an existing data file.
o How to browse and edit a data file using the Database Manager.
o How to convert data from one file format to another.
Starting Point:
The TUTORIAL.DCT file should be open.

Importing a .CSV File Definition

One easy way to convert data files is to export your old data from the
previous application to Comma Separated Values (.CSV) files. This is the file
format originally used by the Basic language—the data is contained in
double-quotes, fields are separated by commas, and records are separated b
a Carriage Return/Line Feed. Clarion’s BASIC file driver will easily read

from and write to these .CSV files.

We will import the definition of an existing .CSV file containing Customer
data, then generate a simple data file conversion program (to show you just
how easy it is to do) to place the data in a TopSpeed data file.

Import the file definition

7. ChooserFile O Import File .
2. Selecteasic from the dropdown list thepresstheok button.
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Theopen BASIC File dialog appears.
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In theFilename field, type c:\clarion5\examples\tutor\importl.cshen
presstheok button.

ThekEdit File Properties  dialog appeatrs.
Presstheok button.
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Now you have the IMPORT1.CSV file’s definition. The next step will be
to look at the data in the Database Manager.

Edit the data

RIGHT -cLick on the IMPORT1 filehighlight Browse IMPORT1 thencLick
to call the Database Manager.

The Clarion Database Manager allows you to directly edit the data in

your files. This is a programmer’s tool, designed to allow you to do
whatever is necessary to change the actual data contained in your files.
This means that there are no safeguards against violating your database’s
Referential Integrity or Data Integrity rules. Therefore, you must take

care when you use this tool.
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Notice that the first record contains the field names, not actual data. This
is a standard way that .CSV files are constructed. Also, these field names
are exactly the same as the field names in the Customer file definition
(this will make the data conversion much easier).

Converting a Data File

At this point, you're looking at the .CSV file’s data in Clarion’s Database
Manager utility. Next, you need to move that data into a TopSpeed file so
your Clarion programs can use it.

Generate a file conversion program

/.

Chooserile O Convert File (Or presscTrL+v).
TheFile Convert dialog appears.

In theTarget Filename field, type in Customer. TP&s the name of the new
file (eliminating all the default text that was in the field).

Pressthe ellipsis button (...) next to thaget Structure  field.
Highlight Customeythenpresstheselect button.
TheFile convert dialog should now appear like this:




When you press thex button, this will generate all the Clarion source
code necessary to take the data instiee Filename , and copy it into a
newTarget Filename file, using the file format specified by theget

Structure .

The best reason to generate Clarion source code for the data conversion
is to provide you the opportunity to modify the code before you compile
and execute it to handle any special data conversion needs you may have
This makes the file conversion process completely flexible to handle any
situation that can occur.

5. Presstheok button.

A message box appears telling you the source code has been generated.
6. Presstheok button to return to the Database Manager.
7. PresstheExit button to return to the Data Dictionary Editor.

Delete the IMPORT1 file definition

The only purpose this file definition served was to allow the Database
Manager to generate file conversion source code for you. Therefore, we can
delete it from the Data Dictionary right now.

7. With IMPORTL1 still highlightedpressthebelete button.
2. PressthevYes button when asked to confirm the deletion.

3. Presstheciose button to exit the Data Dictionary Editor, apessthe
Yes button to save your changes as you exit.

Compile and execute the conversion program

7. Chooserile O Open (Or presscrrL+0).

2. SelectClarion source (*.clw)¥rom theriles of type dropdown list.
3. Selectthe C:\CLARIONS\TUTORIAIldirectory.

4. Highlight the CONVERT.CLWile, thenpresstheopen button.

P —

R e N
— i

b s




n A

Clarion’s Text Editor appears with the file loaded, ready to edit.

The Database Manager created the conversion program code in this file.
This contains all the Clarion language source code necessary to read the
data from the BASIC (.CSV) file and copy it to the TopSpeed data file.

Chooseproject [ Set....
Theselect Project dialog appears.
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SelectProject file (*.prj) from theFiles of type dropdown list.
Selectthe C:\CLARIONS\TUTORIAIdirectory.
Highlight the CONVERT.PR{ile, thenpresstheopen button.

The Database Manager also generated the CONVERT.PRJ file for you at
the same time it created the CONVERT.CLW file.

Every Clarion program has a Project that controls the options for
compiling the source code and linking to create the resulting .EXE file.
For hand-coded programs (and file conversion programs generated by
the Database Manager), these settings are contained in a .PRJ file. There
is no .PRJ file necessary when you use the Application Generator—the
APP file itself contains all the Project settings.

At this point, you could modify the generated source code to perform
any special data conversion you require (sed¢ithe to Convert a File—
Generate SourcandHow to Make a Field Assignmetaipics in on-line
Help for more information on customizing data file conversion code).
However, there is nothing we need to do in this project, so you simply
compile and run the program.

Chooserroject O Run (Or preSSCTRL+R).

This compiles the program, links it into an .EXE, then runs the resulting
executable to perform the file conversion. A status window appears as
the program runs, letting you know the progress of the file conversion.
Since there are only a few records to convert in this case, you probably
won't be able to read it (it'll go by too fast).

Chooserile O Close to close the file and exit the Text Editor.



Check it out

Now you can check the data in the new file by opening it with the Database
Manager and browsing through the records.

7.
2.

Chooserile O Open (Or presscTrL+0).

SelectDatabase filefrom theriles of type dropdown listhighlight the
CUSTOMER.TPS8le, thenpresstheopen button.

A dialog opens that asks for the File Driver and any password and
options required to open the file.

SelectTOPSPEELfrom thebriver dropdown list, thepresstheok
button.

This demonstrates another way to open the Database Manager, other
than from within the Data Dictionary Editor.

Notice that the first record contains the field names and not actual data,
just as the IMPORTL1.CSV file did. You don't need these field names in
this file, so just delete this “junk” record.

With thehighlight bar in the first recordyressoeLETE, thenpresstheYes
button when asked to confirm the deletion.

PresstheYes button when asked to make a backup file.

The Database Manager always asks if you want to make a backup of the
file the first time you perform any type of editing action on the data. It is
always a good idea to let it make a backup (just in case).

PresstheExit button.

A message box appears asking you whether to save the changes you
made to the CUSTOMER.TPS file. This confirmation dialog provides
you an additional opportunity to “roll back” any changes you made to
the data if you decide it was a mistake to make any changes afesl—
saves your changes and exitg reverts the file to the state it was in
before you entered the Database Manager and exit§amgklreturns
you to the Database Manager.

PressthevYes button to save the changes you made.
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OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You imported a file definition from an existing .CSV file.

+ You used Clarion’s Database Manager utility to examine the
contents of the .CSV file.

+ You used Clarion’s Database Manager utility to generate code to
create a data file conversion program.

+ You compiled and executed a data file conversion program to
import data from a .CSV file into a TopSpeed file.

Now you've converted some valuable existing data to the TopSpeed file
format so your Clarion applications can use it. In the next chapter, we will
begin building an application “from scratch” using the Application
Generator.
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0 = STARTING THE APPLICATION

Using the Application Generator

With the Data Dictionary complete, you now can use the Application
Generator to create your application. This chapter shows you:

0

0

How to create the .APP file, which stores all your work for the project.

How to define the first (Main) procedure to create an MDI application
frame, and how to call procedures from the application’s menu.

Starting Point:
Just the Clarion environment should be open.

Creating the .APP File

W N

NS

Chooserile O New [0 Application .

SelectApplication (*.app)from thesave as type dropdown list.
Selectthe C:\CLARIONS\TUTORIAldirectory.

Type TUTORIALIn theFile name field.

Clear theuse Quick Start box, therpressthesave button.

The Application Properties  dialog appears.

Type TUTORIAL.DCTin thebictionary field.

Clear theApplicationWizard checkbox.

This Application Generator Tutorial will not use any Wizards so that it
can demonstrate how to use all the other tools that Clarion provides.

pledarr. T L — |

[y M IFatiwmas a1 | [ |
T Fercdar [

Lgdemsan lae =2 ) i | st I
Help il [ =
e £

T st ‘g

Pressok to close thepplication Properties  dialog.
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Creating the Main Procedure

TheApplication Tree dialog appears. This lists all the procedures for your
application in a logical procedure call tree which provides a visual guide to
show the order by which one procedure calls another. You previously saw it
in the Quick Start tutorial.

TheMain procedure is the starting point. The tutorial application will be an
MDI (Multiple Document Interface) program. Therefore the natural starting
point is to define th&ain procedure using thierame Procedure template to
create an application frame.

Select the procedure type for Main

/.

2.

With Main highlighted in thepplication Tree - dialog, presstheProperties
button.

Highlight Framein theSelect Procedure Type  dialog,clear theuse Procedure
wizard check box, therpresstheselect button.
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TheProcedure Properties  dialog appears. It defines the functionality and
data structures for the procedure.

Type SplashScreeim thesplash Procedure field.

This names the procedure containing an opening screen that will appear
for just a brief period when the user first opens the application.
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Usually the first task when creating a procedure is to edit the main window.
You can place controls, or if the procedure template has controls already, you
can customize them.

The application frame itseffeverhas controls. Windows doesn't allow it.

We will, however, customize the window caption (the text that appears on its
title bar). Then we will add items to the predefined menu, which is also built
into theFrameProcedure template, and create a toolbar for the application (a
toolbarcan have controls).

Edit the Main window

7. Pressthewindow button.

The Window Formatter appears. Here are all the tools which allow you
to visually edit the window and its controls.

Chooseview O Show Propertybox  to display theProperty toolbox (if it is not
already present).

You'll notice under th&iew menu that there are several toolboxes
available—all of these are fully dockable and resizable. This means you
can configure your workspace as you want. Because of this
configurability, throughout the rest of this tutorial some screen shots
taken within the Window Formatter may not appear the same as on your
computer.

There is one thing to note about dockability: if the toolbox is floating

and you drag it by its title bar, it won't dock. This is a feature, because it
allows you to float your toolboxes outside the workspace, if you choose.
To dock, you must drag the toolbox using any open space in the toolbox



Editing the Menu

or the “grab handle” (the double lines along the left or top edge). When
the shadow outline you drag changes from a thick outline to a thin one
you may drop the toolbox and it will dock where you've placed it. To
undock a docked toolbox, just drag it with the “grab handle.”

You also have the same ability to create dockable toolboxes in your
Clarion applications (see the DOCK attribute inltheguage
Reference When you do, they will behave in this same manner.

cLick on the sample window’s title bar to make sure it has focus (that is,
the red “handles” are on the whole window).

4. Type Tutorial Applicationin theText field of theproperty toolbox, then
pressTas.

This updates the caption bar text in the sample window. Be sure that
handles appear inside the sample application frame window when you
execute this step.

From the Window Formatter’s menu, you can call the Menu Editor, which
allows you to add or edit menu items for the application frame window. As
you add each menu item, you can seleciitieons tab to name the
procedure to call when the user chooses that menu item.

For each new procedure you name for the menu to call, the Application
Generator automatically adds a “ToDo” procedure to the Application Tree.
You can then define that procedure’s functionality, just as you are now
defining the application frame procedure’s functionality.

When the Application Generator generates the source code for your

application, it automatically starts a new execution thread for each procedure

you call from the main menu (this is required for an MDI application).

Add menu items

7. From the Window Formatter menthoosevenu O EditMenu (Or just
DOUBLE-cLICK On the menu action bar in your window design).

The Menu Editor appears. It displays the menu in hierarchical form in a
list box at the left. The fields at the right allow you to name and
customize the dropdown menus and menu items.

This template already provides you with a “standard” menu. It contains
basic window commands such assancommand on &ile menu, the
standard editingut, Copy, andPaste commands, and the standard window
management commands commonly found in an MDI application.
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2. Highlight the second END statement (see the illustration above).

The Menu Editor inserts new items immediatefjowthe currently
highlighted selection. The menu you'll add will be called. It will
contain three item®roducts , Customers , andorders . It will appear on the
menu bar just before thendow menu.

PresstheNew Menu button in the top-left corner (@resssHiFT+INSERT).

This inserts a new MENU statement, and its corresponding END
statement.

Type &View in theMenuText field thenpressTas.

This defines the text that appears on the menu to the end user. The
ampersand ( & ) indicates that the following character (V') has an
underlined and provides keyboard access (the user campreggo
drop down this menu).

Add the first menu item

7. PresstheNewltem button (OrpressiNserrT).

This updates the list on the left side of the dialog, changing the text of
the menu you just added to “&View.” It adds a new menu ITEM—a
command on the dropdown menu—under &View, and before the END
statement that goes with the &View menu.
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2. Type &Customerdn theMenuText field thenpressTas.

?ViewCustomerappears in these variable field. This is an equate for the
menu item so code statements can reference it. The leading question
mark ( ?) indicates it is a field equate label (sed_mguage

Reference

3. SelecttheActions tab.

The prompts allow you to name a procedure to execute when the end
user selects theew O Customers menu item.

#. ChoosecallaProcedure from thewnhen Pressed dropdown box.

New prompts appear to allow you to name the procedure to call and
choose options.

5. Type ViewCustomers theProcedure Name field.
This names the “ToDo” procedure for the Application Tree.
6. Checkthelnitiate Thread bOX.

TheViewCustomerprocedure will display an MDI “child” window, and
you must always start a new execution thread for any MDI window
called directly from the application frame. Timeead Stack field defaults
to the minimum recommended value.

Add the second menu item

7. Presstheltem button.

This updates the list on the left side of the dialog, changing the text of
the item you just added to “&Customers.”

2. Type &Productsin theMenuText field andpressTas.
?ViewProductappears in these variable field.
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Normally, the next step is to define the action for the menu item—what
happens when the end user executes it from the menu. We'll skip over
this step for now, for this menu item only. Later, you'll create a
procedure by copying it, then attaching it to this menu, just to show you
this capability of the Clarion environment.

Add the third menu item

7. Presstheltem button.

2. Type &Ordersin theMenuText field andpressTas.
?ViewOrdersappears in these variable field.
SelecttheActions tab.

Choosecall a Procedure from thewnhen Pressed dropdown box.
Type ViewOrdersn theProcedure Name field.

QAW

Check thelnitiate Thread boxX.

Close the Menu Editor and Window Formatter and save your work

7. Presstheclose button to close the Menu Editor.
This returns you to the Window Formatter.

2. ChoosetheExitt menu selection and answéswhen asked to save your
window changes.

This returns you to th@ocedure Properties  dialog.
3. Presstheok button to close therocedure Properties  dialog.

This returns you to thepplicationTree  dialog. There are now three new
procedures marked as “(ToDo)”: ViewCustomers, ViewOrders, and
SplashScreen. These were the procedures you named in the Menu Editor

¢. Chooserile O Save, or pressthe Savebutton on the toolbar.
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Creating the SplashScreen Procedure

We named a Splash procedure, and now we’ll create it.
7. Highlight theSplashScreen (ToD@yocedure angresstheProperties
button.

2. Highlight Splashin theselect Procedure Type  dialog, clear theUse Procedure
wizard check box, therpresstheselect button.

TheProcedure Properties  dialog appears. There’s nothing we really have to
do to this procedure for the tutorial except accept all the defaults.

3. Presstheok button.

Adding an Application Toolbar

Call the Window Formatter and create the tool bar

7. Highlight theMain procedure.

2. RIGHT-cLIick to display the popup menu.

Notice that this popup menu contains a set of menu selections that match
the set of buttons down the right side of evsyedure Properties  window.

This popup menu provides you with direct access to all the Clarion tools
that you use to modify existing procedures, so that you don'’t have to go
through theprocedure Properties  window every time.
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3. ChoosetheWwindow menu item.
4. In the Window Formatter's menahooseToolbar 0 New Toolbar .

This adds the toolbar—always immediately below the menu—to the
sample window. You can add any control to your toolbarumking on a
tool icon in the floatingontrols toolbox, thercLicking in your toolbar.

i

Place the first button

/7. cuick on the button tool (the one that looks like an “OK” button).

2. cuck in the sample window toolbar area, just below the upper left
corner.

3. RIGHT-cLick the button you just placed, thehooseprroperties from the
popup menu.
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A
|
TheButton Properties  dialog appears.

&. Clear theText field.

We'll place images on these buttons, instead of text, to give the
application a modern look.

5. Type ?CustomerButtoin theuse field.

This is the field equate label for referencing the button in code. We
included the word “button” for code readability.

6. Selectthekxtra tab.

7. ChecktheFlat box.

&. Drop down thecon list, scroll to the bottom anclick onSelectFile... .
Theselect Icon File dialog appears.

¢. SelectGIF Filesfrom therFiles of type droplist.

70. Selectthe C:\CLARIONS\EXAMPLES\TUTOR\CUSTOMER.GIlE,
thenpresstheopen button.
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77. SelecttheHelp tab.
72. Type Browse Customeligto theTip field.

This adds a tooltip to the button that will display whenever the mouse
cursor hovers over the button.

/3. Selecttheposition tab.

74. Selecttherixed radio buttons for botkvidth andHeight .

75. Setthewidth to 16 andHeight to 14.

76. SelecttheActions tab.

/7. Choosecall a Procedure from thewhen Pressed dropdown box.
78. ChooseviewCustomers from theProcedure Name dropdown box.

This is the procedure name you typed forwtbe O Customers menu item.
Pressing the button will call the same procedure. Often, a command
button on a toolbar serves as a quick way to execute a menu command.

79. Check thelnitiate Thread boX.
20. Presstheok button.

Place the second button

7. cuick on the button tool.
2. cuck in the sample window toolbar area, right next to the first button.
A button appears, labelled “Button2.”

3. RIGHT-cLick the button you just placed, thehooseprroperties from the
popup menu.

#. Clear theText field.

5. Type ?ProductsButtonn theuse field.

6. SelecttheExtra tab.

7. ChecktheFlat box.

g. Drop down thecon list, scroll to the bottom anclick on SelectFile... .

¢. SelectGIF Filesfrom theriles of type droplist.



70. Selectthe C:\CLARIONS\EXAMPLES\TUTOR\PRODUCTS.GIlE,
thenpresstheopen button.

77. SelecttheHelp tab.
/2. Type Browse Productito theTip field.
/3. Presstheok button to close thButton Properties  dialog.

Normally you attach an action to the button at this point. Skip this step
for now, for this button only. Later, we'll copy a procedure, then call it at
the point in the generated source code which handles what to do when
the end user presses the button to demonstrate using embed points.

Place the third button

/. cLick on the button tool.
2. cuck in the sample window toolbar area, right next to the second button.

3. RIGHT-cLick the button you just placed, thenooserroperties from the
popup menu.

Clear theText field.

Type ?0rdersButtorin theuse field.

SelecttheEkxtra tab.

ChecktheFiat box.

Drop down thecon list, scroll to the bottom anclick onSelectFile... .

N XN NS WA

SelectGIF Filesfrom theriles of type droplist.

70. Selectthe C:\CLARIONS\EXAMPLES\TUTOR\ORDERS.GIlE, then
presstheopen button.

77. SelecttheHelp tab.
72. Type Browse Ordersnto theTip field.
/3. SelecttheActions tab.
74. Choosecall a Procedure from thewnhen Pressed dropdown list.
/5. ChooseViewOrdersfrom therrocedure Name dropdown list.
This is the procedure name you typed forwbe 0 Orders menu item.
76. Check thelnitiate Thread box.
77. Presstheok button.

Resize and align the buttons

The Window Formatter has a set of alignment tools that easily allow you to
line up and resize your window controls.



With theOrdersbutton still selected;TrL+cLick on theCustomers
button.

This gives both buttons “handles” and tbestomerdutton has the Red
handles that indicate it has focus.

cTrLt+cLIck iS the “multi-select” keystroke that allows you to perform
actions on several controls at once. Once multiple controls are selected,
you can move them all mracGING On any one of the selected controls,

or you can use any of thégnment menu’s tools on the entire group.

With both buttons still selectedtrL +cLick on theProductsbutton.

Now all three buttons have “handles” and Breductsbutton has the
Red handles that indicate it has focus and is the “key control” for the
alignment actions.

RIGHT -cLIck andchoosealignTop from the popup menu.

When you have multiple controls selectedHT-cLick displays an
alignment popup menu instead of a single control’s popup menu. This
action aligns all three buttons with the top of Breductsbutton.

RIGHT -cLIck andchooseSpread Horizontally from the popup menu.

This spaces all three buttons apart equally. Make sure they're close
together, so there’s room for what's coming next!

Add the Browse Control buttons

7. Choosepopulate [J Control Template... (Or cLick on the Control Template

tool—the one at the bottom-right corner of therols toolbox).
The Select Control Template  dialog appears.

Highlight theFrameBrowseContralemplate, thepresstheselect
button.

cLick in the sample window’s toolbar, just right of tBedersbutton.

The thirteen Browse control buttons appear on the toolbar. You've
already seen these buttons on the applications you createddnitthe

Start Tutorialchapter. These buttons can control the scrolling and update
procedure call behavior of the Browse procedures you'll create (later in
this tutorial).

Your screen design should now look similar to this:
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Close the Window Formatter and save your work

7. ChoosetheExitt menu selection and answéswhen asked to save your
window changes.

This returns you directly to thepiication Tree  dialog. It still contains the
same two procedures marked as “(ToD&jewCustomerand
ViewQrders

2. Chooserile O save, or pressthe Savebutton on the toolbar.

Testing an Application under Development

7. With theapplicationTree dialog openchooserroject T Run, or pressthe
Runbutton on the tool bar.

The Application Generator generates the source code, displaying its
progress in a message window, procedure by procedure.

Next, the Make window appears, showing you the progress of the build
as the compiler and linker do their work.
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Then your Application window appears. It should look something like
this when it first comes up with the splash screen:

2. Pressone of the buttons on the toolbarctiooseone of the items on the

View menu.
The following message box appeatrs:

This capability allows you to incrementally test your application,
whether you have designed all the procedures or not.

You'll fill in their functionality, starting in the next chapter.
Presstheok button to close the message box.
Chooserile O Exit to close the Tutorial application.

Throughout the rest of this tutorial, feel freeMake and Ruithe
developing application whenever the tutorial instructs you to save the
file.

Look at the Generated Source Code

Let's take a quick look at what the Application Generator has done for you.
The whole purpose of the Application Generator (and its Templates) is to
write Clarion language source code for you. There is no “magic” to what the
Clarion toolset does to create applications—it all goes back to the Clarion
programming language.
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7. With theapplication Tree dialog opencLick on theModule tab.

This changes your view of the application from the logical procedure
call tree to the actual source code modules generated for the application.

2. Highlight the TUTORIAL.CLWmodule ricHT -cLick to display the
popup menu theatick onModule .

This takes you right into the Text Editor, looking at the last source code
you generated (the last time you pressedmgbutton). Any changes
you made since the last time you generated code will not be visible here.

TUTORIAL.CLW file is the main program module for this application,
containing the Global data declarations and code. Don’t be intimidated
looking at all this code. After you've finished this tutorial, you can go on
to thelntroduction to the Clarion Languadatorial at the end of this

book and become more familiar with the Clarion Language (it's actually
very straight-forward).
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3. When you have finished looking at the cotleposerile O Close to exit

the Text Editor and return to the Application Generator.

Be sure NOT to choos@e O Exit, otherwise you'll exit Clarion for
Windows completely.

Now cLick on theProcedure tab.

This changes your view of the application back to the logical procedure
call tree.

Highlight theMain (Frame)procedurerigHT -cLick to display the
popup menu, theoLick onModule .

This takes you into the Text Editor again, looking at the last source code
you generated for thdain procedure. Again, any changes you made in
the Application Generator since the last time you generated code will not
show up in this code.

You may have noticed that right below tigule selection was another
calledsource . Do not confuse these two, they do very different things. We
will demonstrate theource selection later in this tutorial.

If you do make any changes to this code, you actually can compile and
run the program to see what effect the changes make, hoyewver,

changes will be lost the next time you generate source code . Therefore, it is not a
good idea to make any changes here.
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When you have finished looking at the coclegoserile [ Close to exit
the Text Editor and return to the Application Generator.



OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You created a new .APP file—without using a wizard.

+ You created an application Frame procedure—without using a
wizard.

¢ You created a menu in your application frame.
¢ You created a splash screen procedure for your application.

¢ You created a toolbar under your application’s main menu and
placed iconized, flat buttons on it.

¢ You used Clarion’s resize and alignment tools to adjust your
screen design.

¢ You used a Control Template to populate your toolbar with a set
of standard navigation buttons.

¢ You compiled and ran your work-in-progress to test its
functionality.

In the next lesson, we’ll add a Browse procedure to the application.



/ - CREATING A BROWSE

Creating a Browse Window

In this chapter, you'll create a browse window similar to the one created for
you by the Quick Start Wizard. The Application Generator uses the same
templates, which generate the same basic code—but doing it this way, you'll
have a chance to “do it from scratch.” This shows you just how much the
Wizards do for you, and how you can do it all yourself, too. You'll start with
the Customer browse window.

Starting Point:
The TUTORIAL.APP file should be open.

Creating the Customer Browse Window

You recall that the Quick Start Wizard created a window foCilnstomer
file Browse procedure, that looked like this:

CLE s !mlnml
Tl Nm

ot &l

Now you'll create a similar one using tBeowseProcedure template:

Select the procedure type for the ViewCustomers procedure

7. pouBLE-cLick onViewCustomerf theApplicationTree .

2. Highlight theBrowseProcedure template in tlselect Procedure Type
dialog, clear theUse Procedure Wizard checkbox, therpresstheselect
button.

The Procedure Properties  dialog appears.
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Make the window resizable

7.
2.

3.

4.

In theProcedure Properties  dialog, presstheExtensions button.
In theExtensions and Control Templates ~ dialog, presstheinsert button.

Highlight WindowResiz@ theselect Extension dialog, therpressthe
Select button.

This Extension template generates code to automatically handle resizing
and re-positioning all the controls in the window when the user resizes
the window, either by resizing the window frame, or by pressing the
Maximize/Restore buttons.

PressTHe OK button to close thextensions and Control Templates ~ dialog.

Edit the Browse procedure

/.
2.

3.
4.
S.

6.

In theProcedure Properties  dialog,pressthewindow button.

RIGHT -cLIck in the window’s title bar andhooseProperties from the
popup menu.

In thewindow Properties dialog,type Browse Custometis theText field.
SelectResizabldrom theFrame Type drop-down list.

SelecttheExira tab andcheck theMaximize Box box.

These last two steps allow the user to resize the window at runtime.
PressTHe OK button to close th@indow Properties dialog.

Populating and Formatting a List Box Control

The List Box Formatter allows you to formthe data in the list.

Prepare to format the list box

/.

RIGHT -cLIck on the list box in the window, th&mooseList Box Format...
from the popup menu.
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TheselectField dialog appears. This provides access to the files defined in
the data dictionary. Thrtes list displays all the files selected for use in
this proceure in a hierarchical arrangement RileeSchemati; which
includes the browse list box control.

Select the file and fields to place in the browse list box control

/.

A

Highlight the “ToDo” item below theile-Browsing List Box andpressthe
Insert button.

Highlight theCustomeffile in thensertFile dialog, therpresstheselect
button.

This adds the file to the File Schematic in $hiect Field dialog, which
now lists the file and its fields.

Pressthekdit button.

Highlight KeyCustNumbein thechange Access Key dialog andpressthe
Select button.

This is important, because it sets the display order for the records in the
list. If you don’t specify a key, the records appear in (sort of) whatever
order they were added to the file (also called “Record Order”).

Highlight CUS:Companyn therields list, thenpresstheselect button.

This brings you into the List Box Formatter with the selected field added
to the list. The tabs on the right allow you to format the appearance of
the field highlighted in the list on the left.
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Apply special formatting to the first field

7. On theGeneral tab,checktheRright Border andResizeable boxes.
This adds a resizable right vertical border to the field at runtime.

2. cLick once on the up arrow of both of théent spin boxes to slightly
indent the heading text and the displayed data.

Populate the second field

7. PresstheNew Column button.
2. Highlight CUS:FirstNamen therields list, andpresstheselect button.
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3. Clear theRight Border andResizeable checkboxes.

The List Box Formatter automatically “carries forward” these formatting
options from the last field you added, making it very simple to add
multiple fields with similar formatting options. In this case, clearing
these check boxes deletes the column divider between this and the next
column, which will be th&éastNamédfield.

Populate the third field

7. PresstheNew Column button.
2. Highlight CUS:LastNamén therields list, thenpresstheselect button.
3. ChecktheRight Border andResizeable boxes.

This once again adds the resizable column divider between this and the
next column.

Populate the fourth field

7. PresstheNew Column button.
2. Highlight CUS:Addressn theFields list, thenpresstheselect button.

Group some fields

7. PresstheNew Group button.
2. Presstheupr arRrow to highlight the new group.

By creating a new group, in which you'll place the address information,
you can add a group header. This appabovethe field headers, and
visually links the data in the columns beneath. Notice that, as you add
fields and make changes you can see the effects of your changes in the
sample list box atthe top of thiet Box Formatter dialog.
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3. Type Address Infan theHeading Text field.

This provides the text for the group header. Any fields appearing to the
right of this one will be included in the group, until you define another
group.

As you add fields, the List Box Formatter continually updates its sample
window (at the top) to show you how your list will appear.

4. Highlight theCUS:Addressield.
Populate the fifth field

7. PresstheNew Column button.
2. Highlight CUS:Cityin theFields list, andpresstheselect button.
Populate the sixth field

7. PresstheNew Column button.
2. Highlight CUS:Statdn theFields list, andpresstheselect button.

Populate the seventh field, and exit the List Box Formatter

7. PresstheNew Column button.
2. Highlight CUS:ZipCodédn theFields list, andpresstheselect button.
3. Presstheok button to close the List Box Formatter.
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Adding the Tabs

When the Quick Start Wizard created this procedure it had tab controls that
changed the list’s sort order depending on which tab was selected. Therefore,
we’ll add this functionality right now to show how easy it is to accomplish!

Add the Property Sheet and the first tab

7. cuck on your window's title bar to place the red “handles” on your
window design.

2. Place the mouse cursor directly over the middle handle on the top then
DRAG it Up to create some room at the top.

3. cuck on theProperty Sheetontrol in thecontrols toolbox (it's the one
that looks like several file folders).

#. cuck above and to the left of the List box to place the property sheet and
one Tab control.

5. DRAG the “red handle” at the bottoleft-hand corner so that it appears
just below and to the left of the Insert button.

6. DRAG the “red handle” at the bottoright-hand corner so that it appears
just below and to the right of the Close button.

This resizes the property sheet so thapjtearsas though the list box
and buttons are on the tab. In fact, they are not, and we don’t want them
to be, since we want all these controls to be visible no matter which tab
the user selects. Your window should now look something like this:




7. cLick on the “Tab 1" text for the first tab in the sheet.

g. Type KeyCustNumbein theText field of theproperty toolbox, therpress
TAB.

This changes the tab’s text. This tab text can be anything, but naming the
key also names the sort order it will display.

Add the rest of the tabs

7. cuck on theTab controlin thecontrols toolbox (it’s the one that looks
like a single file folder).
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2. cuck immediately to the right of thikeyCustNumbetext to place the
next Tab control.

3. Type KeyCompanyn theText field of thepProperty toolbox, therpressTas.
4. cuick on theTab controlin thecControls toolbox.

5. cLick immediately to the right of theéeyCompanyab to place the next
Tab control.

6. Type KeyZipCoddn theText field of thepProperty toolbox, therpressTas.

Hiding the Buttons

When the Quick Start Wizard created this procedure it did not have Insert,
Change, Delete, Select, and Close buttons—at least, you didn't see them
when you executed the resulting program! Actually, those butterssall

there, but they were hidden so the user would just use the toolbar buttons to
update the file.

The “secret” here is that the toolbar buttons actually just tell hidden buttons

in the Browse procedure to do what they normally do. Therefore, when you
are designing a Browse procedure without using the Wizards, you do need to
have the update buttons on the screen, but the user does not have to see thel
at runtime.

/. RiGHT-cLick on theClosebutton in the sample window thenck on
Properties... from the popup menu.

2. ChecktheHide box, thermpresstheok button.



This adds the HIDE attribute to the control so you won't see it on screen
at runtime. Of course, you can still see it in the Window Formatter.

RIGHT -cLIck on theSelectbutton thercLick onProperties... .
ChecktheHide box, therpresstheok button.

RIGHT -cLIck on theDeletebutton thercLick onProperties... .
ChecktheHide box, therpresstheok button.

RIGHT -cLIck on theChangebutton thercLick onProperties... .
ChecktheHide box, therpresstheok button.
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RIGHT -cLIcK on thelnsertbutton thercLick onProperties...
70. Check theHide box, therpresstheok button.

Move the buttons and resize the list

There’s no need to waste the space these buttons (which the user won’t see)
occupy on the window, so we’ll move them out of the way.

7. cuck on theClosebutton thersHiFT+cLick andprac the button up into
the list box.

DRAGGING a control with thesnirt key depressed allows you to move the
control in only one direction; if you start moving it down it will only
move up and down, but if you start moving it to either side it will only
move side to side.

2. cuck on theSelectbutton therctrL +cLick on thelnsert Change and
Deletebuttons teselectthem all, thercLick andbrac the buttons up into
the list box.

DRAGGING Multiple controls at once allows you to move the controls
while maintaining the relative positions of the controls within the group.
Now we’ll use the space we just gained to make the list longer.

3. cLick on the list box thenrac its bottom-center handle down to make
the list longer.

Testing the Customer Browse

The Window Formatter provides a test mode which allows you to preview
just how your window looks on the desktop. Since this is an MDI window, it
appears inside the Window Formatter frame.

7. Chooseprreview! on the Window Formatter’'s menu bar.



2.

Pressesc (or thex button) to return to the Window Formatter.

Setting the Sort Orders

Now that the tabs are there, we need to tell the list box what alternate sort
orders to use and when.

/.

W N

RIGHT -cLIck on the list box thenhoosexactions... from the popup menu.

The list box is actually BrowseBoxControl template that has been
placed in thBrowseProcedure template’s default window design in the
Template Registry (see tigplication Handboolkor more information

on the Template Registry). This means that it has associated prompts
which tell it how to populate the list and what actions to perform.

The prompts that appear on #eeons tab come directly from the
templates (in this case, tBeowseBoxControl template). This is how

you communicate to the templates exactly what code they need to
generate to give you the behavior you ask for (and nothing else). These
prompts, their meanings and uses, are all covered lddbes Guide

and in the on-line help for each window in which they appear.

Selectthe Conditional Behavior tab.
Pressthelnsert button.
Type CHOICE(?Sheetl) = th thecondition field.

This sets the condition under which the alternate sort order will be used.
This expression uses the Clarion language CHOICE function (see the
Language Referengéo detect when the user has selected the second tab
on the sheet. The generated code will use this expression in a conditional
statement that will change the sort order at runtime.

Pressthe ellipsis button (...) next to tikey to Use field.

Highlight CUS:KeyCompanthenpresstheselect button on theselect Key
dialog.
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Now, when the user selects the second talBthveseBoxControl
template will generate code to switch to the key orCthmpanyfield. It
doesn't need to know what to do for the first tab, because that always
uses the Access Key we set in the File Schematic.

7. Presstheok button.

&. Pressthelnsert button.

g. Type CHOICE(?Sheetl) = t thecCondition field.

70. Pressthe ellipsis button (...) next to theyto Use field.

77. Highlight CUS:KeyZipCodé¢henpresstheselect button on theselect Key
dialog.

72. Presstheok button.

/3. Presstheok button to close thest Properties dialog.



Closing the Customer Browse

7. Choosetxitt on the Window Formatter's menu bar, and save your
window changes when prompted to do so.

2. Presstheok button in theprrocedure Properties  dialog to close it.

3. ChooseFile O Save, Or presstheSavebuttonon the toolbar to save your
work.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢
¢

You created a new Browse Procedure—without using a wizard.

You added an Extension Template to automatically make the
new procedure’s window resizable.

You used the List Box Formatter tool to design a scrolling list of
records.

You used the List Box Formatter tool to design a scrolling list of
records.

You added a Property Sheet and several Tabs to your screen
design.

You hid and moved buttons to provide a “cleaner” screen design.

You used the Window Formatter’s Preview mode to see your
window design in action.

You set dynamic sort orders for the user based on which Tab
control they select.

Now that the first Browse procedure is complete, we’'ll go on and create its
associated update Form procedure.
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Creating an Update Procedure

In the last chapter, we formatted the Customer Browse procedure’s list box
and added tab controls to change the sort order. To finish the basic
procedure, we name the Update procedure. This is the procedure that handle
the action for the Insert, Change, and Delete buttons.

Starting Point:
The TUTORIAL.APP file should be open.

Add a “ToDo” procedure

7. Highlight ViewCustomerg theApplicationTree  dialog, therpressthe
Properties button.

TheProcedure Properties  dialog appears. There are actually three ways to
get to this dialogyse the method that suits the way you work):

» Highlight the procedure then press theerties button.
* DpouBLE-cLick the procedure in thaplicationTree dialog.
e RIGHT-cLIck the procedure and seleaperties from the popup menu.

2. Type UpdateCustomein theUpdate Procedure entry box at the bottom of
the Procedure Properties  dialog.

This names the procedure to update the records displayed in the browse.
The new procedure appears in thgication Tree as a “ToDo.”

3. Presstheok button to close therocedure Properties  dialog.
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Notice that you didn’t have to start a new execution thread for the update
procedure. You want it to run on the same thread as the browse, so that
the end user can’t open a form window to change a record, then activate
the browse window again, and open another form on the same record. In
other words, you don’'t want an end user trying to change the same
record twice at the same time!

Creating the Update Form Procedure

The Update Procedure should use the Form Procedure template to create a
procedure that the end user can use to maintain a record. It should provide a
prompt and entry control for each field in the record.

Select the procedure type for UpdateCustomer.

7. pousLE-cLick onUpdateCustomein theapplicationTree dialog.

2. Highlight theForm Procedure templatelear the Use Procedure Wizard
checkbox, therpresstheselect button.

TheProcedure Properties  Window appears. Notice that this dialog looks
different than the Splash, Frame, or Browse:dure Properties dialogs
looked, because the prompts at the left vary for each type of Procedure
template. Thé\pplication Handbooland on-line help describes the
customization options available on e&eledure Properties  dialog.

3. PressthefFiles button to name the file the Form will update.
TheFile Schematic Definiton  dialog appears.

4. Highlight the “ToDo” item below th@pdate Record on Disk andpressthe
Insert button.

5. Highlight theCustomeffile in thensertFile dialog, thempressthesSelect
button.
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Presstheok button to return to therocedure Properties  window.

Make the window resizable

4.

In theProcedure Properties  dialog, presstheExtensions button.
In theExtensions and Control Templates ~ dialog, presstheinsert button.

Highlight WindowResizen theselect Extension dialog, therpressthe
Select button.

This Extension template generates code to automatically handle resizing
and re-positioning all the controls in the window when the user resizes
the window, either by resizing the window frame, or by pressing the
Maximize/Restore buttons.

PressTHe OK button to close thextensions and Control Templates ~ dialog.

Edit the Window Properties

7.
2.

6.

Populating the Fields

In theProcedure Properties  dialog,pressthewindow button.

RIGHT -cLICK in the window'’s title bar, theahooseProperties from the
popup menu.

SelectResizabldrom theFrame Type drop-down list.

SelecttheExtra tab andcheck theMaximize Box box.

These last two items allow the user to resize the window at runtime.
PressTHe OK button to close th@indow Properties dialog.

The default window design contains three fields for you alreadyORhe

button will close the dialog, accepting the end user’s input and writes the
Customer file record to disk. Tt@ancelbutton closes the form without
updating. The string field provides an action message to inform the end user
what action they are taking on the record.
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Placing the fields in a window is calledpulatingit.

/.

DN NS

Chooseview O Show Fieldbox .

This displays a toolbox containing all the fields from all the files
specified in your procedure’s File Schematic. These fields are all ready
to populate onto your window design.

cLick onCustNumbein thePopulate Field toolbox then move the cursor
over the window design.

The cursor changes to a crosshair and a “little book” which indicates the
field comes from the data dictionary.

cuick near the upper left corner of your window design.

This places both the data entry control and its associated prompt. These
controls default to whatever you specified in the data dictionary for the
field.

DOUBLE-cLICK onCompanyin thePopulate Field toolbox.

DOUBLE-cLICK automatically places both the field and its prompt just
below the first fields you placed. You could select and place each field as
we did the first, bubousLe-cLick is much faster.

pouBLE-cLIck onFirstNamein thePopulate Field toolbox.
DOUBLE-CLICK onLastNameén thePopulate Field toolbox.
DOUBLE-cLICK on Addresdan thePopulate Field toolbox.
pousLE-cLIick onCity in thePopulate Field toolbox.
DOUBLE-CLICK On Statein thePopulate Field toolbox.
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This places the prompt and the drop list. We pre-defined this field as a
LIST control with the DROP attribute in the data dictionary. Since it has
a pre-defined set of valid entries, we don't have to format it.

70. pousLE-cLIck onZipCodein thePopulate Field toolbox.

The form window now looks something like this:

Moving_] and Aligning_] Fields

For a professional look, we need to move these fields around and align the
sides and bottoms of all the fields in the screen.

Move the fields to their approximate positions.

7. cuck on theStatedrop list.
2. sHIFT+DRAG theStatedroplist to the left, closer to its prompt.

SHIFT+DRAG “contrains” the control's movement to the plane of it's first
movement (either horizontal or vertical).

3. cTRL+cLIcK On theStateprompt.

When youcTtrLt+cLick on a control, the previously selected control’'s
handles turn blue while the newly selected control’'s handles are red. You
now have two controls selected.

#. Move theStatedrop list and promptc{ick andprac on either of the
two selected controls) up and to the right of @iy controls.
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Once multiple controls are selected, you can move them as a group the
same way you would move one individual control.

5. cLick on theZipCodeentry box.
6. sHIFT+DRAG theZipCodeentry box to the left, closer to its prompt.
7. cTtrL+cLick on theZipCodeprompt.

g. Move theZipCodeentry box and prompt up and to the right of @ity
andStatecontrols.

You may need to make the window a little wider to accomplish this.
¢. cLck on theLastNameentry box.
70. sHIFT+DRAG theLastNamezntry box to the left, closer to its prompt.
77. ctrL+cLick on theLastNameprompt.

72. Move theLastNameentry box and prompt up and to the right of the
FirstNamecontrols.

Now your window should appear something like this:

Align the fields to their final positions

7. Chooseview O Show Alignbox .

The Window Formatter has atnbox toolbox that contains the same set
of alignment tools that are also available throughifignent menu.

Your Alignbox toolbox may not look exactly like the one pictured here.
That's because you can reconfigure the shape of any of the floating
toolboxes byracaing any border—the toolbox will reshape itself to fit
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the new size. Try it and see how flexible it is. This allows you to
configure your workspace the wgguwant it. Naturally, you also recall
from previous lessons that all these toolboxes are dockable, too.

cLick on the first prompt in the upper left corner.

This should be th€ustNumbeprompt. Its handles should appear when
you click it.

cTRL+cLIck on the four prompts immediately below the first.

As youcTrLtcLick on each control in turn, the previously selected
controls’ handles turn blue while the newest selected control’'s handles
are red. The control with the red handles provides the “base point” for
the alignment operation. All the other selected controls are aligned in
relation to the control with the red handles.

With all five prompts selected, it should look like this:

Pressthealign Left button (the top left button) in thégn toolbox.

The controls all line up along their left edges, based on the position of
the last item selected (the one with the red handles).



To identify the controls in thaign toolbox, simply place the mouse
cursor over the control and wait half a second for the tool tip to appear.

5. Pressthespread Vertically button in the floatingiign toolbox.

The controls all evenly spread themselves between the top and bottom
controls selected.

6, cLick on the first entry control (this should be thestNumbeentry
field).

7. cTrRL+cLick on the entry controls immediately below itselectthem
all.

§. RIGHT-cLick andchooseniign Left from the popup menu that appears.

Here is yet another way to get to the alignment tools. The alignment
popup menu appears only when you have multiple controls selected.

9. RIGHT-cLIck andchoosespread Verticaly from the popup menu that
appears.

This should align all the data entry controls with their respective prompts
that we alreadgpread Vertically .

70. cLick on theLastNameentry box.

/7. ctrL+cLick on the three controls to its left (its prompt, BistName
entry field and prompt).

72. ChooseAlign Horizontally from either the floatinglign toolbox or therigHT -
cLick popup alignment menu.

This aligns the controls in a neat row.

There is one more way to select multiple controls in the Window
Formatter: Lasso them.

/3. Placethe mouse cursor slightly above and to the left of the first control
in the bottom row (this should la&ty prompt).

74. cTRL+cLICK AND DRAG Slightly down and to the right until the box outline
surrounds all five controls to the right (the prompts and controlSitgr
StateandZipCodg then release the mouse button.

The red “handles” appear on the ZipCode entry control and the blue
“handles” on the other controls. This is the “lasso” technique.

75. ChooseAlign Horizontally  from either the floatinglign toolbox or therigHT -
cLick popup alignment menu.

76. Use thenign Horizontally tool to align theCustNumberCompany and
Addressentry boxes with their respective prompts.

The window should now look something like this:
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The form window is almost done. Now we will add a browse list box for
the related Phones file records.

Adding a BrowseBox Control Template

Control templates generate all the source code required to create and
maintain a specific type of control (or set of controls) on your window. All

the entry controls we just placed on this window are simple controls, not
Control templates, because they do not need any extra code to perform their
normal function. Control templates are only used when a specific control
needs extra functionality that the “bare” control itself does not provide. For
example, the OK and Cancel buttons are both Control templates—the OK
button’s Control template saves the record to disk, while the Cancel button’s
Control template has all the “cleanup” code necessary to cancel the current
operation.

Now you will place éBrowseBoxControl template that displays all the
records from th&@honedile that are related to the currébaistomerrecord.

Place the Control Template

7. ChoosePopulate I Control Template , Or cLick on the Control Template tool
in the floatingcontrols toolbox (last tool icon on the right, bottom row).
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2. In theselect Control Template  dialog,highlight theBrowseBoxControl
template, thepresstheselect button.

The cursor changes to a crosshair and “little book.”
3. cuick just below theCity entry box to place the control.

The Select Field dialog appears, ready for you to choose the file this
BrowseBox will display.

4. Selectthe “ToDo” item below th&ile-Browsing List Box andpresstheinsert
button.

5. Highlight thePhonedile in theinsertFile dialog, therpressthesSelect
button.

6. Highlight thePhonedile in theriles list, thenpressthekdit button.

7. Highlight KeyCustNumbein thecChange Access key dialog, therpressthe
Select button.

Place the Phones file fields in the List Box Formatter

7. Highlight PHO:CustNumbein theFields list, thenpresstheselect button.

The List Box Formatter now appears, ready for you to choose the rest of
the fields to display.
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2.

A

/0.

/7.

SelectLeft from theData group box’slustification dropdown list.

This changes the data justification from the default value (which is Right
justification for numeric values).

PresstheNew Column button.
Highlight PHO:Areain therields list, thenpresstheselect button.

SelecitLeft from thebata group box’siustification dropdown list, thempress
the ok button.

PresstheNew Column button.
Highlight PHO:Phonein theFields list, thenpresstheselect button.

SelectLeft from theData group box’Slustification dropdown list, thempress
theok button.

PresstheNew Column button.
Highlight PHO:Descriptionin therields list, thenpresstheselect button.

As an optional step, resize the columns in the List Box Formatter's
sample window (at the top of the dialog) to make them wide enough for
the column headers. To resize the columns ppigt the left edge of the
column with the mouse.

Presstheok button to close the List Box Formatter.

This places the formatted List box on the window at the position we
specified. This may expand the window. If so, resize the List box by
DRAGGING its handles, then move the OK, Cancel, and Message string
controls down to the new bottom of the window.

Set up the control template’s record range limits

/.

RIGHT -cLIck the list box you just placed, asdlectactions from the
popup menu.

2. Pressthe ellipsis (... ) button next to tRenge Limit Field .
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3. Highlight thePHO:CustNumbefield in thekey Components list, then
presstheselect button.

¢. ChooseFile Relationship  from theRange Limit Type dropdown list.

5. Pressthe ellipsis ( ... ) button next to tReated File field thenselect
Customeifrom theselect File dialog.

This identifies the Customer file as the related file. These steps limit the
records displayed in the list box to only those records related to the
currently displayed Customer file record.

6. Pressok to close theist Properties  dialog.

Adding the BrowseUpdateButtons Control Template

Next we’ll add the standard Insert, Change and Delete buttons for the list box
control.

Place another type of Control Template

7. ChoosePopulate [J Control Template , Or cLick on the Control Template tool
in thecontrols toolbox (last tool icon on the right, bottom row).

2. Highlight theBrowseUpdateButtonSontrol template, thepressthe
Select button.

The cursor changes to a crosshair and “little book.”
3. cuck below the left end of the list box.

Thelnsert, Change, and Delete buttons appear. Remember, these are the
buttons that will allow the toolbar buttons to function, so they must be
present in the window design. They do not have to be visible to the end-
user, so you can hide them if you choose. However, since this
BrowseBox is placed on an update Form procedure, for this application
we’ll leave this set oBrowseUpdateButtongsible. This will allow the
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user to use either set of buttons. The toolbar update buttons will only
function for this list when the list box has focus—not when the user is
inputting data into any other control—so keeping these buttons visible
will ensure that the user can easily maintain the Phones file records.

At this point the window should look something like this:

Specify Edit in Place for Phones Update

7. RIGHT-cLick on theDelete button andchooseactions from the popup menu.
2. Checktheuse Editin place box.

Setting theactions for one button sets them for all three buttons in the set,
because they all belong to the same Control Template. SinBadines

file is a small file with just a couple of fields, there’s no need for a
separate Update Procedure.

Presstheok button.

Choosekxit! to close thevindow Formatter .

Presstheok button to close therocedure Properties  dialog.
Chooserile O Save, or presstheSavebutton on the tool bar.

QRN W



OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You created a new Form Procedure—without using a wizard.

You learned just how quickly you can populate data entry
controls onto a Form by using thedbox toolbox.

¢ You learned to use the Window Formatter’s tools to move and
align controls.

¢ You used the List Box Formatter again and created a range
limited listbox.

¢ You learned how to implement edit-in-place for simple updates
which don’t require a Form procedure.

Now you've created all the procedures necessary to maintain both the
CustomerandPhoneglata files. Next, we’ll create the procedures which will
maintain theProductsdata file.
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The Products File Procedures

Now that we've created the Customer browse, we can reuse much of that
work for the next procedure by copying the procedure, then changing its
fields. In this chapter, you'll copy thdewCustomerprocedure to create the
ViewProductprocedure.

You will also use “Embed points” to write “embedded source code” to call
the Viewproductgprocedure from your application’s menu and toolbar. This
will introduce you to the numerous points at which you can add a few (or
many) lines of your own source code to add functionality to any procedure.

Starting Point:
The TUTORIAL.APP file should be open.

Copy the Procedures

As you recall, when you created yatiew O Products menu item, and the
toolbar button labeled “Products,” you didn’t specify a procedure to call
when the end user executed them. We’ll start by creating the procedure to
call.

7. Highlight theViewCustomerprocedure in thepplication Tree  dialog.
This is the procedure you will copy.

2. Chooserrocedure O Copy....
TheNew Procedure dialog appeatrs.

3. Type ViewProductsn the entry box thepresstheok button.

T | |
Gt |

Because th&JpdateCustomeprocedure is nested under the
ViewCustomerprocedure (the one you are copying), fitaeedure name
clash dialog appears. This offers you options on how to handle the
clashing procedures.
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4. Presstheprrompt button.

By pressing therompt button, you tell the Application Generator to let
you have the opportunity to rename all the clashing procedures, or not.

Another warning message box appears to inform you of a specific
duplicate procedure name.

5. PresstheRename button.
The Altemative Procedure  dialog appears.

6. Type UpdateProductn the entry box, thepresstheok button.

The ViewProductsandUpdateProducprocedures appear in the
Application Tree. They look “disconnected” from the other procedures
because no other procedure calls them (yet). We'll do that next.

Working with Embed Points

The Clarion templates allow you to add your own customized code to many
predefined points inside the standard code that the templates generate. It's a
very efficient way to achieve maximum code reusability and flexibility. The
point at which your code is inserted is calledeanbed PointEmbed points

are available at all the standard events for the window and each control, and
many other logical positions within the generated code.
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In this example, you add embedded source code—using a Code template tha
will write the actual source for you—at the points where the end user
chooses th&iew O Products menu item, and at the point where the end

user presses tioducts button on the application’s toolbar.

Name the procedure to call to View the Products

7. RIGHT-cLIck on theMain procedure in the Application Tree.

There are several ways to access the embedded source code points withi
a procedure. Two of them appear on the popup menu that you now see.

The first is theEmbeds selection, which calls thimbedded Source dialog to
show a list of all the embed points within the procedure.

The second is th&urce selection, which actually generates source code
for the procedure and calls the “Embeditor” (the Text Editor in embed
point edit mode) to allow you to directly edit all the embed points within
the context of generated source. The generated source code is “grayed
out” to indicate that you cannot edit it, and every possible embed point in
the procedure is identified by comments, following which you may type
your code.

There are advantages to each method of working in embed points, so
we’ll cover both methods during the course of this tutorial. First, we’'ll
use the&mbedded Source  dialog.

2. Choosetmbeds from the popup menu.
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TheEmbedded Source dialog appears, allowing access to all the embed
points in the procedure. You can also get here froranikegs button on
the Procedure Properties  window, but the popup menu is quicker. This list is
either sorted alphabetically or in the order in which they appear in the
generated source, depending on whether you hasertBebeds

Alphabetically box checked isetup O Application Options .



3. Pressthecontract Al button.
This will make it easier to locate the specific embed point you need.

#. Locatethecontrol Events folder, thencLick on its+ sign to expand its
contents.

The menu selection is a control, just as an entry box on the window is.

You'll notice that there are some up and down buttons and a spin box at
the right side of the window which allow you to seleetidgity —these

are important. The templates generate much of the code they write for
you into these same embed points. Sometimes, the code you want to
write should executbeforeany template-generated code, and sometimes
it should executafter, and sometimes it should execute somewhere
between various bits of generated code. The exact placement of your
code within the embed point is determined byprthety number. This
provides you with as much flexibility in placing your embed code as
possible. Therioity numbers themselves do not matter, but the logical
position within the generated code does, and that's why this dialog also
shows comments which identify the embed priorities. Don’t worry,
here’s more coming on this issue later that'll help make it more clear.

5. Locate the?viewProducts folder, thercrLick on it to expand it.
6. Highlight Accepted thenpresstheinsert button.

The “Accepted” event for this menu selection marks the point in the
generated code that executes when the user chooses the menu commanc
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Theselect embed type dialog appears to list all your options for embedding
code. You may simplgall a Procedure , write your own Clarion language

Source in the Text Editor, or use a Code template to write the source code
for you. This is one advantage to editing embed points from within the
Embedded Source dialog—Yyou can use Code templates to write the code for
you instead of writing it yourself.

7. SelectthelnitiateThread Code template, thepresstheselect button.
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A Code template usually provides just a few prompts and instructions on
its use. It gathers the information it needs from you to write its
executable code, which it then inserts into the standard generated code
produced by the Procedure template directly into this embed point. This
Code template is designed to start a new execution thread by calling the
procedure you name using the START procedure.

&. ChooseViewProductdrom theprocedure Name dropdown list.

This names the procedure to call when the user chooses the menu item.
This is the name of the procedure you previously copied.

¢. Presstheok button.

Name the procedure to call for the Products toolbar button

At this point, you could do the same thing to call\WewvProductprocedure
from theProduct button. However, there’s an easier way to write this code
again—just Copy and Paste it from one embed point to another!

7. cLick on thecCopy button (the middle button of the button group at the left
end of the toolbar).

The Code template you just added should still be highlighted, so this will
copy it to the Windows clipboard.

2. Locatethe?ProductsButtoriolder (in the sameontrol Event Handling
folder you are already in), themick on it to expand it.

3. Highlight Accepted thenpressthepaste button (the far right button of the
button group at the left end of the toolbar).

TheProcedure name clash  dialog appears again to warn you that you've
already called this procedure once.
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4. Pressthesame button.
Now this embed point will generate the same code as the previous one.
5. Presstheciose button.

The ViewProductgrocedure now “connects” to thdain procedure.
Now you can customize the copied procedures for the Products file.

Modify the Browse

Change the file for the browse list control

7. RiGHT-cLick theViewProductprocedure andhoosewindow from the
popup menu.

2. RIGHT-cLick the listbox control andhooseList Box Format... from the
popup menu.




3. In the List Box Formattepressthebelete button repeatedly until all the
fields are removed.

When you've removed the last field, teect Field dialog automatically
appears.

A

Highlight the Customeffile in therFiles list, thenpressthenelete button.

n

Highlight the “ToDo” which replaces theustomeffile, thenpressthe
Insert button.

S

Highlight theProductsfile thenpresstheselect button.

Theselect Field dialog now lists the correct file and fields for this
procedure.

N

PresstheEdit button, therselectkKeyProdDesdrom thecChange Access Key
dialog.

TheselectField dialog now lists the correct file and fields.

Re-populate the fields

N

Highlight PRD:ProdNumbein theFields list, thenpresstheselect button.

2. Checktheright Border andResizeable boxes, and increment both tingent
spin boxes to one (1).

3. PresstheNew Column button.

4. Highlight PRD:ProdDesan thefFields list, thenpresstheselect button.
5. Chooseleft from thebata group’sJustification droplist.

6. PresstheNew Column button.

7. Highlight PRD:ProdAmountn theFields list, thenpresstheselect button.
g. Increment theData group’sindent spin box to twelve (12).

Since the defaullstification is Decimal this step is required to ensure the
fractional values have room to appear.

¢. PresstheNew Column button.
70. Highlight PRD:TaxRaten theFields list, thenpresstheselect button.

Notice the defaultustification is Decimal and thebata group’sindent spin
box is still set to twelve (12) fromthe previous field.

77. Presstheok button to close the List Box Formatter.

Don't worry about the buttons on top of the list box. Remember, these
are just the “hidden” buttons that the toolbar update buttons call.

Change the name of the window

7. cuick on the sample window caption bar.

2. Type Browse Product@ theText field of theProperty toolbox, therpress
TAB.
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Remove all the tabs

7. cuck immediately to the right of thiéeyZipCoddab toselectthe entire
property sheet.

;E;_

To be sure that you haweickep in the right place, look at threperty
toolbox and make sure that ite field displays?Sheetllf it does not,
try again until it does.

2. PresspeLeTE on the keyboard.
All the tabs disappear.

Add an entry locator

If the list of Products to display is very long, the user can do a lot of scrolling
before finding the specific Product they want. By default, all BrowseBox
Control Templates have a “Step” record locator that allows the user to press
the first letter of the value in the sort key field to get to the first record that
begins with that letter.

Sometimes with large databases however, the user needs to enter the first
several letters to get close to the record they want. An Entry locator provides
that functionality by specifying an entry control for the user to type into—
when they then pressas to leave the entry box, the list scrolls to the first
record matching the data the user entered. This only works with STRING
keys.

7. Ifit's not already presenthooseoptions [J Show Fieldoox to display the
floating Populate Field toolbox.
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3.

If the Populate Field toolbox still shows the Customer file’s fields, simply
close the toolbox then re-open it to refresh the toolbox with the Products
file fields.

DOUBLE-cLICK onProdDesdn thePopulate Field toolbox.

This automatically places both the prompt and entry box for the field
near the top left corner of the window. This is the Locator’s entry box.

Choosekxitt from the menu to close the Window Formatter (save your
changes as you exit).

Clean up the alternate sort orders

/.

4.

RIGHT -cLick theViewProductgrocedure andhooseextensions from the
popup menu.

The Extension and Control Templates ~ dialog appears. This dialog lists all the
Control templates in the procedure and theisns prompts.

This dialog also allows you to add and maintain Extension templates to
the procedure. Extension templates are very similar to Control templates,
in that they add specific functionality to the procedure, but an Extension
template’s functionality is not directly associated with any control(s) on
the window. In other words, Extension templates add “behind the
scenes” functionality to a procedure that don’t directly affect the user
interface.

A very good example of Extension templates comes in Clarion’s Internet
Connect product. Clarion Internet Connect contains (among its other
development tools) a set of Extension templates which automatically
“translate” a Clarion Windows application into dynamic HTML pages.
This allows the Clarion application to execute across the Internet. The
user just needs to use any Java-enabled browser to access the Clarion
program. TopSpeed sales can give you more information on Internet
Connect, if you're interested.

Highlight Browse on Products thenpresstheLocator Behavior button.
SelectEntry from theLocator droplist therpresstheok button.

This completes the requirements for the Entry Locator. The key field of
the sort order (in this case PRO:ProdDesc) is the default locator control.

Selectthe Conditional Behavior tab.



122 CLARION 5™

6.
7.

LEARNING CLARION

PresstheDelete button twice.

This removes the two conditional expressions we entered for the
ViewCustomerprocedure.

Presstheok button.
Chooserile O Save, or presstheSavebutton on the toolbar.

Creating the Form Procedure

When you renamed the reference tollpelate Customeprocedure while
copyingViewCustometo ViewProductsit made theJpdateProduct
procedure a “ToDo” procedure. Therefore, we need to create a form to
update the Products file.

Select the procedure type for UpdateProduct

7. Highlight UpdateProductthenpresstheproperties button.

2. Highlight Form, clear theUse Procedure Wizard checkbox, therpressthe
Select button.

3. Presstheriles button in therrocedure Properties  dialog.

4. Highlight the “ToDo” file, thenpresstheinsert button.

5. Highlight theProductsfile thenpresstheselect button.

6. Presstheok button to return to therocedure Properties  dialog.

7. Pressthewindow button to design your form.

Populate the fields

7. Ifit's not already presenthooseview O Show Fieldbox to display the

Populate Field toolbox.
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2.

pouBLE-cLIck on ProdNumbeiin thepopulate Field toolbox.

This automatically places both the prompt and entry box for the field
near the top left corner of the window.

DOUBLE-cLICK OonProdDesdn thePopulate Field toolbox.

This automatically places both the prompt and entry box for the field
immediately below the last field that was placed.

DOUBLE-cLICK on ProdAmounin thePopulate Field toolbox.
DOUBLE-cLICK Oh TaxRatan thePopulate Field toolbox.
The form window now looks something like this:

Change the form window caption

7.
2.

cLick on the caption bar of the sample window.
Type Product Formin theText field of theproperty toolbox, thempressTas.

Exit the Window Formatter, and save your work

7.

2.

ChooseExitt on the menu to close the Window Formatter (save your
changes).

Presstheok button in theprocedure Properties  dialog to close it.

Chooserile O Save, or presstheSavebutton on the toolbar to save your
work.

The Products file update form window is done.
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OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You copied an existing procedure, renaming the subsequent
procedures it called.

¢ You used a Code Template in theedded Source dialog to call
the new procedure from the main menu.

You modified the copied procedure to display from another file.
You added an Entry Locator to the Browse procedure.

You created an entire Form procedure very quickly by just using
the Populate Field toolbox.

Now that you're thoroughly familiar with Procedure Templates, we’ll go on
to use some Control and Extension Templates.
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For theViewOrdersprocedure, you'll create a window with two

synchronized scrolling list boxes. One will display the contents of the Orders
file, and the other will display the related records in the Detalil file. You'll use
a generic Window procedure, and populate it using Control templates. The
only reason for doing it this way instead of starting wiBravseProcedure
Template is to demonstrate another way of building a procedure—using
Control templates placed in a generic Window (the same way the Browse
Procedure template itself was created).

Control templates generate all the source code for creathgnaintaininga

single control or related group of controls. In this case, placBrgwseBox
Control template allows the Application Generator to produce the code that
opens the files and puts the necessary data into the structures which hold the
data for display in the list box.

Starting Point:
The TUTORIAL.APP file should be open.

Creating the Procedure

Select the procedure type

7. Highlight ViewOrdersthenpressthePproperties button.

2. Highlight Windowin theselect Procedure Type dialog therpresstheselect
button.

Edit the Window

7. In theProcedure Properties  dialog,pressthewindow button.

ThenNew structure  dialog appears. The generic window procedure is like a
blank slate in which you define your own window. Since the procedure
has no predefined window, you choose the type of window for your
starting point. In this case, you need an MDI child window.

e (1 . Coerl
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Highlight MDI Child Window thenpresstheok button.
The Window Formatter appears.

Resizethe window, making it more than twice its original size (in both
directions).

RIGHT -cLICK in the window'’s title bar, theahooseProperties from the
popup menu.

Type Ordersin theText field.

SelectResizabldrom theFrame Type drop-down list.
SelecttheExtra tab andcheck theMaximize Box box.
Presstheok button to close theindow Properties dialog.

Placing the BrowseBox Control Template

/.

3.

Chooseropulate [1 Control Template , or cLick theControl Templateéool in
thecontrols toolbox (last tool on the right, bottom row).

The Select Control Template  dialog appears.

Highlight theBrowseBoxControl template, thepresstheselect button.
The cursor changes to a crosshair and “little book.”

cLick near the upper left corner of the sample window.

Place the Orders file fields in the List Box Formatter

/.

2.

L A

Highlight the “ToDo” item below theile-Browsing List Box andpressthe
Insert button.

Highlight theOrdersfile in thensertFile dialog, therpresstheselect
button.

Pressthekdit button andselectkeyOrderNumbefrom thechange Access
Key dialog.

Highlight ORD:CustNumbein theFields list, thenpresstheselect button.
PresstheNew Column button.

Highlight ORD:OrderNumbein theFields list, thenpressthesSelect
button.

PresstheNew Column button.

Highlight ORD:InvoiceAmounin theFields list, thenpresstheselect
button.

Increment theData group’sindent Spin box to twelve (12).

Since the defaullstification is Decimal this step is required to ensure the
fractional values have room to appear.



70. PresstheNew Column button.

77. Highlight ORD:OrderDatein theFields list, thenpresstheselect button.
72. PresstheNew Column button.

/3. Highlight ORD:OrderNoten therields list, thenpresstheselect button.
74. ChooseLeft from thebData group’sJustification droplist.

/5. Resizethe columns in the sample list box.

76. Presstheok button to close the List Box Formatter.

/7. Resizethe browse list box control to make it wider by dragging the
handle in the middle of the right side (almost as wide as the window).

Format the list box appearance

7. RIGHT-cLick the list box, andelectrroperties from the popup menu.

2. SelecttheExtra tab andcheckthevertical andHorizontal boxes in theist
Properties dialog.

This adds vertical and horizontal scroll bars to the list.
3. PresstheFont button.

Because one field (the description field) is long, you can specify that the
list box should use a smaller font, displaying more information without
requiring the end user to scroll.

#. Choosea font (your choice), angktthe size to 8 points.

See thdJser’'s Guidefor tips on topics like choosing the right fonts for
controls. In general, you want to stick with the fonts that ship with
Windows; otherwise, you can't be sure your end user has the same font
on their system. The illustration below sets the font to Arial, which is a
font that ships with Windows.

5. PressOK to close theselect Fontdialog.
6. PressOK to close the.ist Properties dialog.
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Adding the Browse Update Buttons Template

Next add the standardsert, Change andDelete buttons for the top browse
list box control. Since there are going to be two list boxes on this window,
we’ll leave these buttons visible for the user. Later we’ll add a form
procedure for adding or editing an order.

7. ChoosePopulate [J Control Template , Or cLick on the Control Template tool
in the Controls toolbox (last tool icon on the right, bottom row).

2. In theselect Control Template  dialog,highlight the BrowseUpdateButtons
Control template, thepresstheselect button.

3. cuck below the left edge of the list box.
Thelnsert, Change, and Delete buttons all appear together.
At this point the window should look something like this:

Name the Update Procedure

7. RIGHT-cLIck On theDelete button, therchooseactions from the popup
menu.

2. Type UpdateOrderin theupdate Procedure boX.

This names the procedure, in the same way that you named the Update
procedure for the Customer browse irpitsedure Properties dialog.



Naming the Update Procedure for one button in the Control template
names it for all three.

3. Presstheok button.

Placing the Second Browse List Box

Next, place a list box with the contents of the Detalil file. This will update
automatically when the end user changes the selection in the top list box.

7. ChoosePopulate [J Control Template , Or cLick on the Control Template tool
in the Controls toolbox (last tool icon on the right, bottom row).

2. Highlight theBrowseBoxControl template, thepresstheselect button.
3. cuick directly below thensert button you placed before.

Place the Detalil file fields in the List Box Formatter

7. Highlight the “ToDo” item below theecondkile-Browsing List Box and
presstheinsert button.

2. Highlight theDetalil file in theinsert File dialog, therpresstheselect
button.

3. Pressthekdit button.

4. Highlight KeyOrderNumbeimn thecChange AccessKey dialog, therpress
the select button.

5. Highlight DTL:OrderNumbeiin theFields list, thenpresstheselect
button.

6. PresstheNew Column button.

7. Highlight DTL:ProdNumbeiin theFields list, thenpresstheSelect button.
&. PresstheNew Column button.

¢. Highlight DTL:Quantityin therields list, thenpresstheselect button.
70. PresstheNew Column button.

77. Highlight DTL:ProdAmountn therields list, thenpresstheselect button.
72. Increment theData group’sindent spin box to twelve (12).

/3. Resizethe columns in the sample list box.

/4. Presstheok button to close the List Box Formatter.

/5. Resizethe browse list box control by dragging the handles, making it an
appropriate size for display (but leave some space to its right for a button
we're going to place in the bottom right corner of the window).



Set up the Range Limits

7. RIGHT-cLick on the list box you just placed asélectActions from the
popup menu.

N

Pressthe ellipsis ( ... ) button for thrange Limit Field .

3. Highlight theDTL:OrderNumbeffield in theComponents list, thenpress
the select button.

. Chooserile Relationship  from theRange Limit Type drop down list.
Pressthe ellipsis ( ... ) button in tirelated File .

n

6. Highlight theOrdersfile in theselect File list, thenpresstheselect button.

These last four steps limit the range of records displayed in the second
list box to only those Detail records related to the currently highlighted
record in the Orders file’s list box.

This tells the second control template to use the file relationship defined
in the data dictionary to synchronize the bottom list to the top.

Format the list box appearance

7. SelecttheEkxtra tab.
2. Checkthe Vertical andHorizontal boxes.

This adds horizontal and vertical scroll bars to the list box.
3. PresstheFont button.

Although there are no “long” fields in this list box, it will look better if
you match the font to the same font used in the top list box.

4. Choosea font (your choice), argetthe size to 8 points.
5. Pressok to close theselect Font dialog.
6. Pressok to close theist Properties dialog.

Adding the Close Button Control Template

Finally, you can add @lose button that closes the window.

7. Chooseropulate I Control Template , Or cLick on the Control Template tool
in thecontrols toolbox (last tool icon on the right, bottom row).

2. SelecttheCloseButtorControl template, thepresstheselect button.
3. cuick in the lower right corner of the window.

At this point, your window should look something like this illustration.
It may be bigger than the sample area in the Window Formatter, but
should not be as big as the desktop:
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4.

Choosesxitt on the Window Formatter menu to close the Window
Formatter.

Make the window resizable

N

In theProcedure Properties  dialog, presstheExtensions button.
In theExtensions and Control Templates ~ dialog, presstheinsert button.

Highlight WindowResizén theselect Extension dialog, therpressthe
Select button.

We've used this Extension template several times already, but this time
we’ll modify its actions instead of simply taking the default behavior.

Specify the resize strategies

/.

Check theRestrict Minimum Window Size  DOX.

By checking this box and leaving thi@imum width andMinimum Height set
to zero (0), this template ensures that users cannot make the window any
smaller than the designed size of the window.

Presstheoverride Control Strategies  button.

Theoverride Control Strategies  dialog appears. This dialog allows you to
specify the resize strategy for individual controls.

3. Pressthelnsert button.
4. Select?Insertfrom thewindow Control drop-down list.
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S.

70.

/7.

2.

ChoosetheFix Bottomradio button in theertical Positional Strategy ~ set of
options.

This sets the resize strategy for ket button to keep it a fixed distance
from the bottom of the window. Now we’ll do the same for the other two
update buttons and the Details list box.

Presstheok button.

L
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Presstheinsert button, therselect?Changefrom thewindow Control  drop-
down list.

ChoosetheFix Bottomradio button in th@ertical Positional Strategy ~ set of
options, therpresstheok button.

Pressthelnsert button, therselect?Deletefrom thewindow Control  drop-
down list.

ChoosetheFix Bottomradio button in theertical Positional Strategy ~ set of
options, therpresstheok button.

Pressthelnsert button, therselect?List:2 from thewindow Control drop-
down list.

ChoosetheFix Bottomradio button in th@ertical Positional Strategy ~ set of
options, therpresstheok button.

/3. Pressthelnsert button, therselect?List from thewindow Control drop-

4.

/5.

down list.

ChoosetheConstant Bottom Borderadio button in th&ertical Resize
Strategy Set of options.

This sets the resize strategy for the Orders List box to keep the bottom
border of the list a fixed distance from the bottom of the window.
Therefore, the list will stretch as needed to fill up the space as the
window becomes larger.

Presstheok button, therpresstheok button.
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Set up aReset Field

7. In theExtensions and Control Templates ~ dialog, highlight Browse on Detail .
2. PresstheResetFields button, therpresstheinsert button.

3. Type ORD:InvoiceAmounin theReset Field field, thenpresstheok
button.

This specifies that the Detail file’s list box should reset itself whenever
the value in th®©RD:InvoiceAmounfield changes. This ensures that any
changes you make to an existing order are reflected in this dialog when
you return from changing the order.

|
—
i

| P | e | 8] W

¢. Presstheok button, thempresstheok button to return to therocedure
Properties dialog.

Close the Procedure Properties dialog and Save the Application

7. Presstheok button in theprocedure Properties  dialog to close it.

2. Chooserile O save, or pressthe Savebutton on the tool bar to save your
work.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You created a new browse procedure, but did it using the
BrowseBoxandBrowseUpdateButtonSontrol Templates instead
of theBrowseProcedure Template.

¢ You created a second, range-limited listbox to display related child
records.

¢ You used th&VindowResiz&xtension Template and specified
individual control resize strategies.
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¢ You set a Reset Field on the Detail file's Browse list so its display
is always kept current.

Next we'll create the UpdateOrder Form procedure to create and maintain
the Orders and Detail file records.
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Set Up the UpdateOrder Form

For the Order Update form, we'll place the fields from the Order file on an
update form, perform an automatic lookup to the Customer file, add a
BrowseBoxControl template to show and edit the related detail items,
calculate each line item detail, then calculate the order total.

Starting Point:
The TUTORIAL.APP file should be open.

Create the Orders file’s data entry Form

7. Highlight UpdateOrderin theApplication Tree  dialog, therpressthe
Properties button.

2. Highlight Formin theSelect Procedure Type  dialog,clear theUse Procedure
wizard checkbox, therpresstheselect button.

3. Pressthewindow button to open the Window Formatter.

4. Resizethe window taller byracacing its top middle handle (use the
Window Formatter’s vertical scroll bar to move the viewing area, if
necessary).
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Place the entry controls for the Orders file

Instead of using theopulate Field toolbox to populate the controls, this
time we’ll use theSelect Field dialog to populate multiple controls.

/.

N xRN S

Chooseropulate [ Multiple Fields , or selecttheDictionary Fieldtool from
thecControls toolbox.

In theselectField dialog,highlight the “ToDo” item under thepdate
Record on Disk , thenpressthelnsert button.

SelecttheOrdersfile from theinsert File list.
Highlight ORD:OrderDate thenpresstheselect button.
cLick near the top left of the window.

This places both the field and its prompt. BhectField dialog
immediately reappears, ready for the next field, making this method of
control placement almost as fast asrdpelate Field toolbox.

Highlight ORD:OrderNotethenpresstheselect button.

cLick just to the right of the entry box placed for the date.
Highlight ORD:CustNumberthenpresstheselect button.
cuick below the date field’s prompt.

70. PressthecCancel button in theselect Field dialog.
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Add a lookup procedure call into the customer list

7. RIGHT-cLick on theORD:CustNumbecontrol andselectActions from the
popup menu.

The standard actions for any entry control allow you to perform data
entry validation against a record in another file, either when the control
is Selected (just before the user can enter data) or when the control is
Accepted (right after the user has entered data).

2. In thewnhen the Control is Accepted  group boxpressthe ellipsis button ( ... )
for theLookup Key entry box.

3. Highlight theOrdersfile in theselectKey dialog, therpresstheinsert
button.

4. Highlight theCustomeffile in theFiles list, andpresstheselect button.

These last two steps add t@astomeffile to the procedure’s File
Schematic as an automatic lookup from@hdersfile. This will
automatically lookup the relaté€tlistomeffile record for you, and the
lookup is based on the file relationship set up in the data dictionary.

5. Highlight CUS:KeyCustNumben theselectkey dialog, therpressthe
Select button.

This makesCUS:KeyCustNumbehe key that will be used to attempt to
get a matching valid record from the Customer file for the value the user
enters into this control.

6. Pressthe ellipsis button ( ... ) for theokup Field entry box.

7. Highlight CUS:CustNumbeirom theselect Component list, thenpressthe
Select button.

This makesCUS:CustNumbethe field that must contain the matching
value to the value the user enters into this control.

§. ChoosetheviewCustomers procedure from theokup Procedure droplist.

This calls theViewCustomerprocedure when the user enters an invalid
customer number, so the end user can select from a list of customers.




g.

70.

/7.

2.

/3.

4.

Check thePerform Lookup during Non-Stop Select ~ andForce Window Refresh when
Accepted boxes to ensure that the data displayed on screen is always valid
and current.

PresstheEmbeds button on thections tab.

This displays a list of just the embed points associated with this one
control. This is the quickest way to get to a specific control's embed
points, and it's the second way you've seen so far to get to an embed
point. There is a third method that’s still to come.

Highlight theselected event undecontrol Events thenpresstheinsert
button.

The Selectedevent occurs just before the control gains input focus. This
embed point allows you to do any “setup” specific to this one control.

Highlight source thenpresstheselect button.

This calls the Text Editor to allow you to write any Clarion source code
you want. Notice that the floatirrgpulate Field toolbox is present.
Whenever yowousLE-cLick on a field in this toolbox, it places the name
of the field (including any prefix) in your code at the insertion point.
This not only helps your productivity (less typing), but also ensures you
spell them correctly (eliminating mispelled fieldname compiler errors).

Type the following code:
?0RD:CustNumber{PROP:Touched} = TRUE
Chooserxitt (and save) to return to tia@bedded Source dialog.

i il

It is “standard Windows behavior” that, if the user does not enter data
into a control and just presses (or cLicks the mouse) to go on to
another control, aAcceptedcevent does not happen (this is very different
from the way DOS programs work). This allows users to easily
through the window’s controls without triggering data-entry validation
code on each control. However, sometimes you need to override this
“Windows standard behavior” to ensure the integrity of your database.

The?0RD:CustNumber{PROP:Touched} =TRUE ~ statement uses the Clarion
language Property Assignment syntax (sed.Hrguage ReferengeBy
setting PROP:Touched to TRUE in tBelectedevent for this control, an
Acceptecevent is always generated—whether the user has entered data



or not. This forces the lookup code generated for you intd¢kepted

event for this control (from the information you entered omttwes tab

on the previous page) to execute. This ensures that the user either enters
a valid Customer number, or the Customer list pops up to allow the user
to select a Customer for the Order.

/5. Presstheclose button to return to thentry Properties dialog, therpressthe

OK button to close it.

Add a“display-only” control

/.

N

S.

6.

Choosecontrol O String , or cLick on thestring tool in the floatingControls
toolbox (the icon just right of the “big arrow” on the top row).

cLick to the right of the customer number entry box you placed before.

RIGHT -cLIck the string control you just placed, aselectrroperties from
the popup menu.

Check theVariable String  box.

This specifies the control will display data from a variable, not just a
string constant. Theelect Field dialog automatically appears.

Highlight theCustomeffile in theFiles list, thenselectCUS:Company
from therields list andpresstheselect button.

Presstheok button to close thetring Properties  dialog.

Placing the Detalil File’s Control Templates

The next key element in this window is a browse list box control,
synchronized to the Order Number of this form. This will show all the
records in the Detalil file related to the currently displa@edersfile record.

Add a Detall list

/.

W N

Chooseropulate [ Control Template , Or cLick on the Control Template tool
in the floatingcControls toolbox (last tool icon on the right, bottom row).

Highlight BrowseBoxthenpresstheselect button.
cLick below the customer number entry box you placed before.

Highlight the “ToDo” item below theile-Browsing List Box andpressthe
Insert button.

SelecttheDetail file from theinsert File dialog, therpressthesSelect
button.

Pressthekdit button.

Highlight KeyOrderNumbein thecChange Access Key dialog, thempress
the Select button.
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&. Highlight DTL:ProdNumbeiin theFields list, thenpresstheselect button.
g. SelectCenter from theData group’sJustification droplist.

70. PresstheNew Column button.

77. Highlight DTL:Quantityin theFields list, thenpresstheselect button.

72. SelectcCenter from thebata group’siustification droplist.

/3. PresstheNew Column button.

74. Highlight DTL:ProdAmouniin theFields list, thenpresstheselect button.
/5. Selectcenter from theData group’siustification droplist.

76. PresstheNew Column button.

/7. Highlight LOCAL DATA UpdateOrden thefiles list, thenpressthenew
button.

ThisNew button allows you to add a local variable without going all the
way back to therocedure Properties  window and pressing thmeta button.

We will use this new variable to display the total price for each line item
(the quantity multiplied by the unit price).

/8. Type IltemTotalin theName field.

7%. SelectDECIMAL from theType dropdown list.
20. Type 7 in thecCharacters field.

27. Type 2 in thePlaces field thenpresstheok button.

22. Selectcenter from thebata group’sJustification droplist.
23. PresstheNew Column button.

24. Highlight theDetall file item below therile-Browsing List Box andpressthe
Insert button.

2s. Selectthe Productsfile from thelnsert File dialog, therpresstheselect
button.
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This adds th@roductsfile to the Control template’s file schematic as a
lookup file. The related record from tReoductsfile is automatically
retrieved for you so you can display the product description in the list.

26. Highlight PRD:ProdDesan thefFields list, thenpresstheselect button.
27. SelectLeft from theData group’sJustification droplist.

28. Resizethe columns and adjust the display formatting as you want
(you've done this a couple of times already).

29. Presstheok button to close the List Box Formatter.
30. Resizethe list box to display all the fields you populated into it.
It should now look something like this:

Synchronize the browse list box

We want this list to only display tH2etailsfile records that are related to the
Customeffile record currenly being edited. Therefore, we need to specify a
Range Limit.
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1. rigHT-cLIick the list box you just placed, aBdlectActions from the
popup menu.

2. Pressthe ellipsis (... ) button for tiRange Limit Field .

3. Highlight theDTL:OrderNumbeffield in theComponents list, thenpress
the Select button.

4. ChooseFile Relationship from theRange LimitType drop down list.
5. Type Ordersin theRelated File field.

Add an order invoice total calculation

Now we want to calculate the order total and save it in the Orders file.

1. Pressthe small right arrow button just to the right of Hoerields tab to
scroll the tabs, theselecttheTotaling tab when it appears.

2. Pressthelnsert button.
3. Pressthe ellipsis ( ... ) button for thvetal Target Field .

4. Highlight theOrdersfile in theFiles list, select ORD:InvoiceAmounirom
therFields list, thenpresstheselect button.

This is the field that will receive the result of the total calculation.
5. Choosesum from theTotal Type drop down list.
6. Pressthe ellipsis ( ... ) button for tfreld to Total .

7. Highlight LOCAL DATA UpdateOrden theriles list, selectitemTotal
from therields list, thenpresstheselect button.

This is the field whose contents will be used in the total calculation. So
far we've only declared this field and not done anything to put any value
into it, but we’ll get to that very soon.

8. ChooseEach Record Redftlom theTotal Based On dropdown list.
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9. Pressok to close therowse Totaling  dialog.

Change the object name

Now we want to change the name of the browse object to make our code
more readable (you'll see why a little later).

1. Selecttheclasses tab.
2. Type BrowseDTLin theobject Name field.

Add horizontal and vertical scroll bars

1. SelecttheExtra tab.
2. ChecktheHorizontal andvertical boxes.
3. Pressok to close theist Properties  dialog.

Add the standard file update buttons

7. ChoosePopulate [J Control Template , Or cLick on the Control Template tool
in thecontrols toolbox (last tool icon on the right, bottom row).

2. In theselect Control Template  dialog,selectthe BrowseUpdateButtons
control template, thepresstheselect button.

The cursor changes to a crosshair and “little book.”
3. cuck below the list box.
Thelnsert, Change, and Delete buttons all appear together.

#. RIGHT-cLICK 0N theDelete button, therchooseactions from the popup
menu.

5. ChecktheuUse Editin place box.

Checking this box for one button in the Control template checks it for all
three. We will be using the Edit in Place technique to updatedtadls

file records instead of an update Form procedure. This will allow us to
demonstrate some fairly advanced programming techniques and show
just how easy they are to perform within the Application Generator.

6. Presstheok button.

Add a“display-only” control for the invoice total

7. ChoosecControl 4 String , Or cLick on theStringtool in thecControls toolbox.
2. cuick below the bottom right corner of the list box.



144 CLARION 5™ LEARNING CLARION

3. RriGHT-cLick the control you just placed, aBdlectprroperties from the
popup menu.

&. Checkthevariable String boxX.

This specifies the control will display data from a variable, not just a
string constant. Theelect Field dialog automatically appears.

5. Highlight theOrdersfile in thefiles list, thenselect
ORD:InvoiceAmounfrom theFields list andpresstheselect button.

6. Presstheok button.

Change the form window caption and exit the Window Formatter

7. cuick on the caption bar of the sample window.

2. Type Order Formin theText field in the floatingproperty toolbox, then
pressTAB.

3. Choosekxit! to close the Window Formatter.



Making it all Work

There are a couple of things we need to do to make this procedure fully
functional—add a Formula, and configure the Edit in Place.

Using the Formula Editor

To make the ItemTotal calculate the correct amount for each Detail record in
the browse list box, you need to add a Formula to the procedure. This will
also allow the browse totaling to correctly place the invoice total in the
ORD:InvoiceAmount field.

7. PresstheFormulas button in theprocedure Properties  dialog.

TheFormulas dialog appears. This dialogs lists all the formulas in the
procedure.

2. PresstheNew button to add a new formula.
TheFormula Editor dialog appears.

3. Type Iltem Total Formulan thename field.

Pressthe ellipsis ( ... ) button in theass Field.

5. Highlight Format Browsean theTemplate Classes list, thenpresstheok
button.

A

Theclass field simply specifies the logical position within the generated
source code at which the formula is calculated. Adrenat Browseclass
tells theBrowseBoxControl template to perform the calculation each
time it formats a record for display in the list box.

6. Pressthe ellipsis ( ... ) button in thresult Field.

7. Highlight LOCAL DATA UpdateOrden theriles list, selectitemTotal
from theFields list, thenpresstheselect button.

This names the field that will receive the result of the calculation. This is
the field we defined earlier through the List Box Formatter.

8. PresstheDbata button in theoperands group.

¢. Highlight theDetail file in theriles list, selectDTL:Quantityfrom the
Fields list, thenpresstheselect button.

This placeDTL:Quantityinto thesStatement field for you. ThesStatement
field contains the expression being built. You can type directly into the
statement field to build the expression, if you wish.

70. Pressthe* button in theoperators group.
This is the multiplication operator.
/7. PresstheData button in thedperands group.
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72. Highlight theDetail file in therFiles list, selectDTL:ProdAmountrom
theFields list, thenpresstheselect button.

/3. Pressthecheck button to validate the expression’s syntax.

A green checkmark appears left of the statement, indicating the syntax is
correct. If a red X appears, the expression’s syntax is incorrect and the
highlighted portion of the statement is what you must change.

/4. Presstheok button to close the Formula Editor.
TheFormulas dialog re-appears.
/5. Presstheok button to close theormulas dialog.

Configuring Edit in Place

Now we need to configure the Edit in Place characteristics. We previously
used Edit in Place for the Phones file and simply took all the default
behaviors, because that was a fairly simple file. However, now we're editing
a line itemDetail record for an order entry system, which means we need to
do some data entry validation beyond simply ensuring the user types in a
number that fits the display picture. To do this, we'll need to extend the
simple Edit in Place functionality provided by the Application Builder Class
(ABC) Library.

Set Column Specific Classes

7. PresstheExtensions button in theprocedure Properties  dialog.

2. Highlight Update a Record from Browse Box on Dettiienpressthe
Configure Edit in place button.

Theconfigure Editin place dialog apears. The options on this dialog allow
you to specify what behavior occurs while the user is editing data and
pressesnTerR Or an arrow key, along with several save options. We'll
accept all the defaults.

5. PressthecColumn Specific  button.
4. Pressthelnsert button.
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5. Pressthe ellipsis ( ... ) button for tireld field.

6. Highlight DTL:ProdNumbeythenpresstheselect button.
The ABC Library contains an object class called EditEntryClass that is
the default Edit in Place class. We're going to override some of the
methods of the default class for this column so we can maodify the default
behavior. Adding this field to th&lumn Specific list of fields is what
allows us to override the default Edit in Place methods for this one field.
We will do this so that we can perform data validation on this field when
the user enters data—we want to make sure that they can only enter a
number that refers to a valRtoductsfile record.

7. Presstheok button.

&. Pressthelnsert button.

¢. Pressthe ellipsis ( ... ) button for tireld field.

70. Highlight DTL:Quantity, thenpresstheselect button.

The ABC Library’s EditEntryClass defaults to using an ENTRY control,
and for this field we want to use a SPIN control so the user can just spin
to the quantity they want to order. Therefore, we need to override some
methods for this column too, to have a SPIN instead of an ENTRY
control.

75. Clear theuse Default ABC check box.

This allows you to specify the exact class from which to derive.

/5. ChooseEditClassfrom theBase Class droplist.

/7.
2.

The EditEntryClass does too much that’s unnecessary for this, since
we're going to override the methods anyway. Therefore, we're going to
derive and override from the Base Class all the Edit in place classes were
derived from: EditClass.

Presstheok button.

Pressthelnsert button.



148 CLARION 5™ LEARNING CLARION

/5. Pressthe ellipsis ( ... ) button for threld field.
74. Highlight DTL:ProdAmountthenpresstheselect button.
75. Clear theAalow Editin Place check box.

76.

This turns off Edit in Place for this one column of the list box.

Only fields in the Primary file for thBrowseBo>can be edited in place,
and the default is thatl Primary file fields are editable. In this case, this
means all th®etail file fields can be edited and tReoductsfile fields
cannot be edited. However, for this procedure we do NOT want the user
to be able to edit thBTL:ProdAmounftield because we're going to get

its value directly from the Products file and we don’t want the user to be
able to change it. That's why we turned off A Editin Place boX.

Presstheok button 5 times to return all the way back to Abwication
Tree.

Using the Embeditor

/.

RIGHT -cLick on UpdateOrderandselectsource from the popup menu.

Thesource popup menu selection opens the “Embeditor"—the third
method of accessing embed points in a procedure. The Embeditor is the
same Text Editor you've already used, but opened in a special mode
which allows you to not only to edit all the embed points in your
procedure, but to edit them within the context of template-generated
code. The source code looks like this:

Notice that most of the code is on a gray background and the points
where you can write your code have a white background. There are also
identifying comments for each embed point. You can turn these
comments on and off as you choose througtsdfog O Application Options

dialog. Once you become familiar with them, you’ll probably want to

turn them off so you can see more of the actual code.



You'll notice that a message briefly appeared that said “Generating
tutorial.” The Embeditor displayal possibleembed points for the
procedure within the context afl thepossiblecode thamaybe

generated for the procedure. Notice the distinction h&nebeditor

does not show you the code that will be generated, but all the code
which could be generated for youif you chose every possible option
and placed code into every available embed point. You are not likely to
ever do that. Therefore, a lot more generated code shows up in the
Embeditor than will actually be in the generated code when you compile
your application. After we finish here, we’ll go look at the generated
code to see the difference.

At the right end of the toolbar are four buttons which are very important
to know when working in the Embeditor. These are (from left to right)

the Previous Embed, Next Embed, Previous Filled Embed,  andNext Filled Embed

buttons (hover your mouse over them and the tooltips appear haming the
buttons). They allow you to quickly get from one embed point to
another—particularly after you've written code into some of them.

Detecting Changed Orders

One of the things we want this procedure to do is to detect changes to
existing orders and make sure the changes do not result in a data mis-match
between th®©rdersandDetail files. This system is storing the total dollar
amount of an order in the ORD:InvoiceAmount field, so when the user
changes a Detail item in an existing Order, we want to make sure the Orders
file record is updated, too. There’s fairly simple way to do that which will
allow us to demonstrate the ABC Library’s flexible error handling.

7. cLick on theNextembed button (about 5 times) until you get to the embed
point immediately preceding the line of code readingwindow
CLASS(WindowManager) (this should be deriority 7500] ).

Each embed point potentially has 10,000 priority levels within it. This
Embed code Priority level system is designed to allow you to embed
your code before or after any generated code—whether that code is
generated for you by Clarion’s ABC Templates or any third-party
templates you choose to use. This makes the embed system completely
flexible, allowing you to add your own code at any logical point
needed—before or after most any “chunk” of generated code.

2. Type the following code:

LocalErrGroup GROUP
USHORT (1)
USHORT(99)
BYTE(Level:Notify)
PSTRING('Save the Order!")
PSTRING('Some Item changed -- Press the OK button.')
END
SaveTotal LIKE(ORD:InvoiceAmount)
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A

Fraid [e 0 iDds. ")

Clarion’s ABC (Application Builder Class) Templates generate Object
Oriented code for you using the ABC Library. The ABC Library contains
an error handling class called ErrorClass. This bit of code declares a
LocalErrGroup GROUP  (in exactly the form that the ErrorClass requires—see
the Application Handbookcontaining a “custom” error number and
message that we are defining for use by the ErrorClass object in our
application. ThesaveTotal declaration is a local variable which is defined
LIKE (always has the same data type) the ORD:InvoiceAmount field.
We'll use this variable to hold the starting order total when the user is
updating an existing order.

Choosesearch O Find to bring up thesind dialog.

Type ThisWindow.Iniinto theFind what field, thenpresstheFind next
button.

This takes you directly to the Thiswindow.Init method.

In the embed point immediately following the line of code reading
SELF.Errors &= GlobalErrors (this should be geriority 5600] ), type the
following code:

SELF.Errors.AddErrors(LocalErrGroup) IAdd custom error

IF SELF.Request = ChangeRecord I'If Changing a record
SaveTotal = ORD:InvoiceAmount !Save the original order total

END

This code calls thedderors method of theslobalErrors  object to add the
LocalErrGroup to the list of available errors that the object handles. The
GlobalErrors  Object is an instance of the ErrorClass which the ABC
Templates declare globally to handle all error conditions in the
application. Adding ourocalErGroup  enables thelobalErrors object to

handle our “custom” error condition. This demonstrates the flexibility of
Clarion’s ABC Library. Ther statement detects when the user is editing
an existing order and saves the original order total.
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This embed point is in theiswindow.Init PROCEDURE  which performs some
necessary initialization tasks. This is a virtual method ofttk@indow
object.Thiswindow is the object which handles all the window and control
handling code.

You may not have noticed, but the ABC Templates generate exactly one
line of executable source code within theateOrder PROCEDURE itself
(GlobalResponse = Thiswindow.Run ) soall of the functionality of the

UpdateOrder PROCEDURE actually occurs in object methods—either virtual
methods specific to thépdateOrder PROCEDURE itself or standard ABC
Library methods. This is true of every ABC Template generated
procedure. Generating fully Object Oriented code makes the code
generated for you very tight and efficient—only the code that actually
needs to be different for an individual procedure is handled differently.
Everything else is standard code that exists in only one place and has
been tested and debugged to ensure consistent performance.

Object Oriented Programming (OOP) in Clarion starts with the CLASS
structure. See CLASS in the@anguage Referender a discussion of

OOP syntax. Th@rogrammer’s Guideontains several articles which
discuss OOP in depth, and tApplication Handbookully documents
Clarion’s Application Builder Class (ABC) Library.

Type ThisWindow.Killinto theFind what field, thenpresstheFind next
button.

In the embed point immediately following the line of code reading
(this should be¢rriority 2500] ), type the following code:

SELF.Errors.RemoveErrors(LocalErrGroup) IRemove custom error

This calls the ABC Library method to remove our “custom” error. The
Thiswindow.Kill method is a “cleanup” procedure (performs necessary exit
tasks) which executes when the user is finished working in the
UpdateOrder procedure, so the error is no longer needed at that point.
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§. Type EVENT:CloseWindownto theFindwhat field, thenpresstheFind
next button.

¢. In the embed point immediately following the line of code reading
EVENT:CloseWindow (this should bépriority 2500] ), type the following code:

IF SELF.Request = ChangeRecord AND | !If Changing a record
SELF.Response <> RequestCompleted AND | ! and OK button not pressed
SaveTotal <> ORD:InvoiceAmount ! and detail recs changed

GlobalErrors.Throw(99) !Display custom error
SELECT(?0K) ! then select the 0K button
CYCLE

END

This is the code that will detect any attempt by the user to exit the
UpdateOrder procedure without saving elersfile record after

they've changed an existing order. Note the vertical bar charagtets (
the end of the first two lines of code. These are absolutely necessary.
Vertical bar ) is the Clarion language line continuation character. This
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means that the first three lines of this code are a single logical statement
which evaluates three separate conditions and will only execute the
GlobalErrors. Throw(99) statement if all three conditions are true.

Overriding the Edit in Place Classes

OK, now you've seen an example of how you aaethe ABC Library in

your own embedded source code. Now we’ll show you hawveoridea

class to provide custom functionality that the ABC Library does not provide.
The CLASS declarations for the objects that we named through the
Configure Edit in Place dialogs are generated for you by the ABC
Templates. These CLASSes are both derived froredh€lass ABC

Library class.

7.

2.

Type EditinPlace::DTL:Quantity.CreateControhto theFind what field,
thenpresstherind next button.

In the embed point immediately following the line of code reading
(this should bérriority 2500] ), type the following code:
SELF.Feq = CREATE(O,CREATE:Spin) !Create a SPIN control

ASSERT(~ERRORCODE()) IAssume no errors
RETURN !Return before PARENT call

L - O L e rids IFIN isral
sy L3 pal——t-
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This code simply creates the SPIN control and assumes there’ll be no
errors. The RETURN statement is required because we need to ensure
the PARENT method call does not take place.

Scroll to theEditinPlace::DTL:Quantity.Init method (this should immediately
follow the EditinPlace::DTL:Quantity.CreateControl ~ method).

In the embed point immediately following the line of code reading
PARENT.Init(FieldNumber,Listbox,Usevar) (this should bépriority 7500] ),
type the following code:
SELF.Feq{PROP:Text} = ListBox{PROPLIST:Picture,FieldNumber}

ISet entry picture token
SELF.Feq{PROP:RangeLow} =1 ISet RANGE values for the SPIN
SELF.Feq{PROP:RangeHigh} = 9999
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This code sets the data entry picture token and range of valid data for the
SPIN control.

5. Scroll to thekditinPlace::DTL:Quantity.SetAlerts  method (this should
immediately follow theeditinPlace::DTL:Quantity.Kil method).

6. Inthe embed point immediately following the line of code reading
PARENT.SetAlerts() (this should bgrriority 7500] ), type the following code:

SELF.Feq{PROP:ATrt,5}
SELF.Feq{PROP:ATrt,6}

'Un-alert up and down arrow

AP F

This code “un-alerts” two of the standard keystrokes the EditClass
SetAlerts method alerts by default (in the PARENT method call).
TheEditClass alerts the up and down arrow keys, and the SPIN control
uses these keys to operate its spin buttons. That’s why we need to “un-
alert” them.

If you wish to see the base class code that we've overridden, open the
\CLARIONS\LIBSRC\ABEIP.CLW file and search for EditClass.
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7. Type EditinPlace::DTL:ProdNumber.TakeEveimto theFind what field,
thenpresstherind next button.

g. Inthe embed point immediately following the line of code reading
ReturnValue = PARENT.TakeEvent(Event) (this should bépriority 7500] ), type
the following code:

UPDATE(SELF.Feq) !Update Q field
IF ReturnValue AND ReturnValue <> EditAction:Cancel
PRD:ProdNumber = BrowseDTL.Q.DTL:ProdNumber !Set for lookup
IF Access:Products.Fetch(PRD:KeyProdNumber) !Lookup Products rec

GlobalRequest = SelectRecord I'If no rec, set for select
ViewProducts ! then call Lookup proc
IF GlobalResponse <> RequestCompleted IRec selected?
CLEAR(PRD:Record) ! if not, clear the buffer
ReturnValue = EditAction:None ! and set the action to
END ! stay on same entry field
END

BrowseDTL.Q.DTL:ProdNumber = PRD:ProdNumber !Assign Products file
BrowseDTL.Q.DTL:ProdAmount PRD:ProdAmount ! values to Browse QUEUE
BrowseDTL.Q.PRD:ProdDesc PRD:ProdDesc I fields

DISPLAY ! and display them
END

This is the really interesting code. Notice that the first executable
statement (generated for you) is a call toPHRENT. TakeEvent method.
This calls thetditClass. TakeEvent method we're overriding so it can do
what it usually does (code very similar to the TakeEvent code you
already wrote for your DTL:Quantity SPIN control).

All the rest of the code is there to give this derived class extra
functionality not present in its parent class. This is the real power of
OOP—if you want everything the parent does, plus a little bit more you
don’t have to duplicate all the code the parent executes, you just call it.
In this case, all the extra code is to perform some standard data entry
validation tasks. This code will verify whether the user typed in a valid
Product Number and if they didn't, it will call the ViewProducts
procedure to allow them to choose from the list of products.



Overriding Methods in the Embeditor

There is a very important point to understand about working in the
Embeditor when you are overriding methoas:soon as you type anything

into an embed point in an overridable method, you have overriddéndnh

a simple ! comment line makes this happen, because the Application
Generator notes that you have written some of your own code, and so
generates the proper method prototype into the local CLASS declaration for
you. To prevent you from accidentally adding a comment that causes the
method override which consequently “breaks” the functionality, the ABC
Templates automatically generate PARENT method calls and RETURN
statements for you, as appropriate.

You'll notice that all of our overridden methods contained generated calls to
their PARENT method, and the TakeEvent method also had a generated
RETURN statement. Sometimes you want these statements to execute, and
sometimes you don’t (usually, you do). For those cases where ymt do

want them to execute, simply write your code in the embed point which
comesbeforethe PARENT method call and write your own RETURN
statement at the end of your code (as we did at the end of the code we wrote
for EditinPlace::DTL:Quantity.CreateControl ~ method). This means that the
generated PARENT method call will never execute. Clarion’s optimizing
compiler is smart enough to recognize that these statements can never
execute and optimizes them out of compiled object code.

7. Choosekxit! to close the Embeditor.

Update the Procedure Call Tree

TheEditinPlace::DTL:ProdNumber.TakeEvent  method calls the
ViewProducts procedure fom within its code. Since this is just embedded
source code, the Application Generator doesn't know you've called this
procedure, and needs to be told (if you don't, you'll get compiler errors), so
it can generate the correct MAP structure for the module containing this
procedure.

7. RIGHT-cLick onUpdateOrderandselectrrocedures from the popup menu.
2. Highlight ViewProductghenpresstheok button.
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3. ChooserFile O Save, or pressthe Savebutton to save your work.

Generate code

7. Chooserroject O Generate t0 generate the source code for your

application.

2. RIGHT-cLick onUpdateOrderandselectModule from the popup menu.
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The Text Editor appears containing the generated source code for your
UpdateOrder procedure. Notice that there is a lot less code here than
there was in the Embeditor. All that generated code in the Embeditor was
there to provide you with context, and to provide you with embed points
with which to override methods, should you need to. However, Clarion’s
Application Generator and ABC Templates are smart enough to only
generate the code you actually need, when you actually need it.

3. Choosekxit! to close the Text Editor.

Now might be a good time to try out your application. You've got all the data
entry portions completed and the only things left to do now are the reports,
which we’ll get to in the next lesson.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

¢ You created a new Form procedure.

¢ You created a “Scrolling-Form” metaphor Edit-in-place
browsebox to update the Detalil file.

You created a total field to total up the order.
You created a Formula to total each line item in the order.

* o



¢ You used the Embeditor to write your embedded source code
within the context of template-generated code.

¢ You used the power of OOP to extend the standard error handling
functionality of the ABC Library.

¢ You used the power of OOP to derive and override the Edit-in-
place classes to extend the standard functionality of the ABC
Library.

¢ You generated source code to compare the difference between the
code shown in the Embeditor to that which is actually generated.

We're almost finished with this application. In the next lesson we’ll create
the application’s reports .
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A Simple Customer List Report

The last item to cover in this tutorial is adding reports. First, we’ll create a
simple customer list to introduce you to the Report Formatter. Then we’ll
create an Invoice Report to demonstrate how you can easily create Relational
reports with multi-level group breaks, group totals, and page formatting.

Then we'll copy the Invoice Report and limit the copy to print invoice for

only one customer at a time.

Starting Point:
The TUTORIAL.APP file should be open.

Updating the Main Menu

First, we need to add menu selections so the user can call the reports, and sc
the Application Generator will call the appropriate “ToDo” procedures.

Add a menu item

7. RIGHT-cLick on theMain procedure in thepplicationTree dialog and
choosewindow from the popup menu.

2. ChooseMenu O EditMenu from the Window Formatter’'s menu.
3. Highlight thePgrint Setup item in theMenu Editor list.

#. Presstheitem button.

5. Type Print &Customer Lisin themenuText field thenpressTas.

Specify the new item’s action

7. SelecttheActions tab.

2. ChooseCall a Procedurdrom thewhen Pressed drop down list.
3. Type CustReportn theProcedure Name field.

#. Check theinitiate Thread box.

Add a second menu item

7. Presstheltem button.
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Type Print &All Invoicesin theMenuText field.

SelecttheActions tab.

ChooseCall a Procedurgrom thewnen Pressed drop down list.
Type InvoiceReportn theProcedure Name field.

QA AW N

Check thelnitiate Thread box.

Add a third menu item

Presstheitem button.

Type Print &0One Customer’s Invoicda theMenuText field.
SelecttheActions tab.

ChooseCall a Procedurgrom thewnen Pressed drop down list.
Type CustlnvoiceRepolit theProcedure Name field.

Check thenitiate Thread boX.

PressthecClose button to close theenu Editor .

NN AW NN

Choosekxit! to close the Window Formatter (save your work).

Creating the Report

Now you can create the first report, using the Report Formatter.

7. Highlight theCustReporprocedure in the Application Tree.
2. Presstheproperties button.

3. Highlight Reportin theselect Procedure Type  dialog,clear the Use Procedure
wizard check box, therpresstheselect button.
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. PresstheReport button in theProcedure Properties  dialog.

The Report Formatter appears. Here you can visually edit the report and
its controls. The Report Formatter represents the four basic parts of the
REPORT data structure by showing the Page Header, Detail, Page
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Footer, and Form as four “bands.” Each band is a single entity that prints
all together. See thdser’s Guidechapter orJsing the Report Formatter

for more information on the parts of the report and how the print engine
generates them.

For this report, you'll place page number controls in the header, then
place the fields from the Customer file in the Detail band.

Place a string constant

/.

3.

4.

Choosecontrols [ String, or pick theStringtool from thecControls toolbox.
cuick at the top of theage Header band.

RIGHT -cLIick on the control, thenhooserroperties from the popup menu.
Thestring Properties dialog appears.

Type Page Numberin theText field, thenpresstheok button.

Place a control template to print the Page Number

/.

2.

Chooseropulate [1 Control Template , or pick theControl Templatdool from
theControls toolbox.

Highlight ReportPageNumber thenpresstheselect button.
cuick to the right of the previously placed string.



Populating the Detail

The Detail band prints once for each record in the report. For this procedure,
you'll place the fields in a block arrangement, which creates a label report at
print time.

7. ChoosePopulate [ Multiple Fields , or cLick on theDictionary Fieldtool in
theControls tool box.

2. In theFile Schematic Definition  dialog,highlight the “ToDo” folder, then
presstheinsert button.

3. SelecttheCustomeffile from theinsert File dialog, therpressthesSelect
button.

4. Pressthekdit button.

0

Highlight KeyCustNumbein thecChange Access Key dialog, therpressthe
Select button.

Highlight CUS:Companyn thefFields list andpresstheselect button.
cLick inside thepetail band, near its top left corner.
Highlight CUS:FirstNamen therields list andpresstheselect button.

N xRN

cLick inside thepetail band, just below the first control.

70. Highlight CUS:LastNamén therields list andpresstheselect button.
77.cuck inside thebetail band, to the right of the control you just placed.
72. Highlight CUS:Addressn therFields list andpresstheselect button.

/3. cLick inside thebetail band, below theecondcontrol you placed.

Resize the Detail band

At this point, you probably have very little room left in the Detail band, and
need to make it longer.

7. Pressthecancel button to exit multi-populate mode.
2. cLick inside thebetail band, but not on one of the string controls.
The Detail area’s handles appear.

3. ResizetheDetail band by dragging the middle handle on the bottom
down—allow for enough room for about two more lines.

Place the rest of the fields

7. ChoosePopulate [J Multiple Fields , or cLick on theDictionary Fieldtool in
theControls tool box.

2. Highlight CUS:Cityin therields list, thenpresstheselect button.
3. cuick inside thepetal band, below the last control you placed.
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Highlight CUS:Statan therFields list, thenpressthesSelect button.

cLick inside thepetail band, to the right of the previously placed control.
Highlight CUS:ZipCoden therFields list, thenpresstheselect button.

cLick inside thepetail band, to the right of the previously placed control.
Pressthecancel button to exit multi-populate mode.
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Notice that you have the same set of alignment tools in the Report
Formatter that you have already used in the the Window Formatter
(chooseoption T Show Alignbox  to bring up the toolbox).

Select a base font for the Report

4.
S.

ChooseEdit O Report Properties  to set default attributes.

PresstheFont button.

Selecta font, style, and size to use as the base font for the report.
If you don'’t select a font, it uses the printer’'s default font.
Presstheok button to close theelect Font dialog.

Presstheok button to close theeport Properties  dialog.

Preview the Report

/.
2.

Choosepreview! to “visualize” how the printed page will appear.
Highlight Detail in theDetails list thenpresstheAdd button several times.



This populates the preview with some print bands to view. Because you
can have many bands of various types within a single report, you have to
select which to see before going to print preview. This way, the Report
Formatter knows what to compose on the screen.

3. Presstheok button.

ﬂl—e'l_-i'—h-hw
Y IEEEE R

When done “previewing £hoosesand View! .
Choosekxit! to return to therocedure Properties  dialog (save your work).
Presstheok button to close therocedure Properties  dialog.
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Chooserile O save, or presstheSavebuttonon the tool bar to save your
work.



An Invoice Report

Next, we will create one of the most common types of reports. An invoice
will make use of most of the files in the data dictionary, demonstrating how
to create group breaks and totals. It will also show you how to control
pagination based on group breaks.

Creating the Report

7.
2.
3.

Highlight thelnvoiceReporprocedure.
PresstheProperties button.

Highlight Reportin theSelect Procedure Type  dialog,clear the Use Procedure
wizard checkbox, thermpresstheselect button.

The Procedure Properties  dialog appears.

Specify the files for the Report

/.

N

A

PresstheFiles button in theprocedure Properties  dialog.
TheFile Schematic Definiton  dialog appears.
Highlight the “ToDo” folder, therpresstheinsert button.

Selectthe Customeffile from theinsert File dialog, thempresstheSelect
button.

Pressthektdit button.

Highlight CUS:KeyCustNumben thecChange Access ey dialog, then
presstheselect button.

The report will process all tfeustomeffile records inCustNumber
order.

Highlight the Customeffile, thenpresstheinsert button.

SelecttheOrdersfile from theinsert File dialog, therpressthesSelect
button.

It will process all theéOrdersfor eachCustomer
Highlight theOrdersfile, thenpresstheinsert button.

SelecttheDetail file from theinsert File dialog, therpresstheselect
button.

Each Order will print all the relatddetail records.

70. Highlight theDetalil file, thenpresstheinsert button.

77. SelecttheProductsfile from theinsertFile dialog, therpresstheselect

button.
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EachDetail record will lookup the relateBroductsfile record. At this
point, the File Schematic should look like this:

|2 GLOHAL DTS

|2 WODULE DUATA kb1 ciee
12 LOCAL DATA iracceiepar

72. Presstheok button to return to therocedure Properties  dialog.

Set the Report defaults

7. PresstheReport button.

2. Choosekdit O Report Properties  to set the report’s default attributes.
3. PresstheFont button.

4. Selecta font, style, and size to use as the base font for the report.

If you do not select a font for the report, it will print using the printer’s
default font. You should select a font that you know the user will have
(the fonts that ship with Windows are usually safe).

5. Presstheok button to close theelect Font dialog.
6. Presstheok button to close threport Properties  dialog.



Populating the Page Form Band

The Page Form band prints once for each page in the report. Its content is
only composed once, when the report is opened. This makes it useful for
constant information that will always be on every page of the report.

Place a string constant

7. Choosecontrols O String, or pick theStringtool from theControls toolbox.
2. cLick atthe top middle of thesge Form band.
3. DOUBLE-CLICK on the control.

Thestring Properties  dialog appears.

A

Type Invoicein theText field.

n

PresstheFont button.

6. Selecta font, style, and size to use for the text (something large and bold
would be appropriate for this).

7. Presstheok button to close theelect Font dialog.
§. Presstheok button to close thgring Properties  dialog.

¢. Resize the control so that it’s large enough to hold the texkAnGING
its handles.

Place the next string constant

7. Choosecontrols O String, or pick theStringtool from theControls toolbox.

2. cuick at the top of theage Form band, just below the last string you
placed.

3. RIGHT-cLick 0n the control, thenhooseProperties from the popup menu.
4. Type the name of your company in the field.

5. Presstheront button andselecta font, style, and size to use for the text
(something just a little smaller than the previous field would be
appropriate for this).

6. Presstheok button to close theelect Font dialog.

N

Presstheok button to close thgring Properties  dialog.

8. Resizethe control so that it's large enough to hold the textRgGING
its handles.
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Populating the Detail Band

The Detail band will print every time new information is read from the
lowest level “Child” file in the File Schematic. For this Invoice report, the
lowest level “Child” file is theDetail file (remember thaProductsis a Many
to One “lookup” file from theDetall file).

7. ChoosePopulate [J Multiple Fields , or cLick on theDictionary Fieldtool in
theControls tool box.

2. Highlight Detail in theriles list thenselectDTL:Quantityin theFields list
andpresstheselect button.

cuick inside thepetail band, near its top left corner.
Highlight DTL:ProdNumbelin theFields list andpresstheselect button.
cuick inside thepetail band, directly right of the first control.

Highlight Productsin thefiles list thenselectPRD:ProdDesdn the
Fields list andpresstheselect button.

S W W

cuick inside thepetail band, to the right of the control just placed.

Highlight Detail in theriles list thenselectDTL:ProdAmountn theFields
list andpresstheselect button.

NN

¢. cLick inside thepetail band, to the right of the control just placed.

70. Highlight LOCAL DATA InvoiceRepoim theFiles list, thenpressthe
New button.
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This allows you to add a local variable without going back to the
Procedure Properties  window and pressing timata button. This variable will
be used to display the total price for each line item.

77. Type IltemTotalin theField Name field.

72. SelectDECIMAL from theDataType dropdown list.

/3. Type 7 in thecCharacters field.

74. Type 2 in thePlaces field thenpresstheok button.

/5. cuick inside thebetail band, to the right of the last control placed.

76. Pressthecancel button to exit multi-populate mode.
77.Move all the controls to the top of tivetail band, aligned horizontally,

thenresizethe band so it is just a little taller than the controls.

Adding Group Breaks

We need to print different information on the page for each Invoice.
Therefore, we need to create BREAK structures to provide the opportunity to
print something every time thi@rdersfile information changes and every

time theCustomeffile information changes.

/.

N

ChooseBands O Surrounding Break , thencLick on theDetail band.
TheBreak Properties dialog appears.
Pressthe ellipsis ( ... ) button for thariable field.

Highlight Customersn theriles list thenselectCUS:CustNumbein the
Fields list andpresstheselect button.

Type CUS:CustNumberBreahk theLabel field thenpresstheok button.

A Break (CUS:CustNumber) band appears above theil band, which
appears indented, meaning it is within ghak structure.

ChooseBands O Surrounding Break , thencLick on theDetail band.
TheBreak Properties dialog appears.
Pressthe ellipsis ( ... ) button for thariable field.
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7. Highlight Ordersin theriles list thenselectORD:OrderNumbein the
Fields list andpresstheselect button.

8. Type ORD:OrderNumberBrealn theLabel field thenpresstheok
button.

Now the report design looks something like this:

Create the group Headers and Footers

7. ChooseBands [0 Group Header , thencLick on theBreak (ORD:OrderNumber)
band.

The Group Header (ORD:OrderNumber) band appears above theil band. This
band will print every time the value in the ORD:OrderNumber field
changes, at the beginning of each new group of records. We will use this
to print the company name, address, along with the invoice number and
date.

2. ChooseBands O Group Footer , thencLick on theBreak (ORD:OrderNumber)
band.

The Group Footer (ORD:OrderNumber)  band appears below tbeail band. This

band will print every time the value in the ORD:OrderNumber field
changes, at the end of each group of records. We will use this to print the
invoice total.

3. RIGHT-CLICK 0N theGroup Footer (ORD:OrderNumber) band therchoose
Properties from the popup menu.

The Page/Group Footer Properties  dialog appears.
&. Checkthepage after box.
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This causes the print engine to print this band, then initiate Page
Overflow. This will compose theage Footer band, issue a form feed to the
printer, then compose tlrege Header band for the next page.

Presstheok button.

ChooseBands O Group Footer , thencLick on theBreak (CUS:CustNumber)
band.

The Group Footer (CUS:CustNumber)  band appears below tiieup Footer
(ORD:OrderNumber) band. This band will print every time the value in the
CUS:CustNumber field changes, at the end of each group of records. We
will use this to print invoice summary information for each company.

RIGHT -CLICK 0N theGroup Footer (CUS:CustNumber) band therthoose
Properties from the popup menu.

Check thePage after box.
Presstheok button.
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Populating the Group Header Band

Place the Customer file fields

7. ChoosePopulate [ Multiple Fields , or cLick on theDictionary Fieldtool in

theControls tool box.

2. Highlight Customeiin theriles list thenselectCUS:Companyn the

Fields list andpresstheselect button.



3. cuick inside thesroup Header (ORD:OrderNumber) band, near its top left
corner.

A

Highlight CUS:FirstNamen theFields list andpresstheselect button.

5. cuick inside thesroup Header (ORD:OrderNumber) band, just below the first
control.

6. Highlight CUS:LastNamén theFields list andpresstheselect button.

7. cLick inside thesroup Header (ORD:OrderNumber) band, to the right of the
control you just placed.

g. Highlight CUS:Addressn thefFields list andpresstheselect button.

¢. cLick inside thesroup Header (ORD:OrderNumber) band, below theecond
control you placed.

70. Highlight CUS:Cityin theFields list, thenpressthesSelect button.

77. cLick inside thesroup Header (ORD:OrderNumber) band, below the last control
you placed.

72. Highlight CUS:Staten therields list, thenpresstheselect button.

753. cuick inside thesroup Header (ORD:OrderNumber) band, to the right of the
previously placed control.

74. Highlight CUS:ZipCodan theFields list, thenpresstheselect button.

75. cuick inside thesroup Header (ORD:OrderNumber)  band, to the right of the
previously placed control.

Place the Orders file fields

7. Highlight Ordersin thefiles list thenselectORD:OrderNumbein the
Fields list andpresstheselect button.

2. cLick inside thesroup Header (ORD:OrderNumber) band, near its top right
corner.

3. Highlight ORD:OrderDatein theFields list, thenpresstheselect button.

&. cuick inside thesroup Header (ORD:OrderNumber) band, below the last control
you placed.

5. Pressthecancel button to close theelect Field dialog and exit multi-
populate mode.

Place the constant text and column headings

7. Choosecontrols O String, or pick theStringtool from theControls toolbox.

2. cuck inside thesroup Header (ORD:OrderNumber) band, left of the
ORD:OrderNumbecontrol you placed.

3. Type Order Numberin theText field of thepProperty toolbox, therpress
TAB.



A

Choosecontrols [0 String, or pick theStringtool from thecControls toolbox.

5. cLick inside thesroup Header (ORD:OrderNumber) band, left of the
ORD:OrderDatecontrol you placed.

Type Order Date:in theText field of theproperty toolbox, therpressTas.

N

Choosecontrols O String, or pick theStringtool from theControls toolbox.

&. cuLick inside thesroup Header (ORD:OrderNumber) band, at the left end below
the Customeffile controls you placed.

¢. Type Quantityin theText field of theproperty toolbox, therpresstas.
70. Choosecontrols [1 String, or pick theStringtool from thecontrols toolbox.

77. cuck inside thesroup Header (ORD:OrderNumber)  band, to the right of the last
string you placed.

72. Type Productin theText field of theproperty toolbox, therpresstas.
/3. Choosecontrols [ String, or pick theStringtool from thecontrols toolbox.

74. cuick inside thesroup Header (ORD:OrderNumber)  band, to the right of the last
string you placed, directly above tbdL:ProdAmountontrol in the
Detail band.

/5. Type At: in theText field of theproperty toolbox, therpresstas.
76. ChooseControls O String, or pick theStringtool from theControls toolbox.

77. cuck inside thesroup Header (ORD:OrderNumber)  band, to the right of the last
string you placed, directly above tliemTotalcontrol in theDetail band.

/8. Type Item Totalin theText field of theproperty toolbox, therpresstas.

Place a thick line under the column headings

7. Choosecontrols [ Line, or pick theLine tool from theControls toolbox.

2. cLick inside thesroup Header (ORD:OrderNumber) band, under th@uantity
string you placed.

3. Resizethe line bybracaine its handles until it appears to be a line all
across the report under the column headers.

#. RIGHT-cLIck andchooserroperties from the popup menu.
5. Type 50 in thetine width field.

This makes the line much thicker.
6. Presstheok button to close thine Properties dialog.

Your Report design should now look something like this:
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Populating the Invoice Group Footer Band

Place the constant text and total field

/.
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Choosecontrols O String, or pick theStringtool from theControls toolbox.
cLick in the middle of th&roup Footer (ORD:OrderNumber) band.

Type Order Total:in theText field of theProperty toolbox, therpresstas.
Choosecontrols O String, or pick theStringtool from theControls toolbox.

cuick inside thesroup Footer (ORD:OrderNumber)  band, to the right of the
string you just placed.

RIGHT -cLIck andchooseProperties from the popup menu.
Check theVvariable String  boX.
Pressthe ellipsis ( ... ) button for thee field.

Highlight LOCAL DATA InvoiceRepoim therFiles list, selectitemTotal
from therields field, thenpresstheselect button.

70. Type @N9.2in thepicture field.

77. SelectSumfrom theTotal type dropdown list.

72. SelectORD:OrderNumberBreakom thereseton dropdown list.
/3. Presstheok button.

This will add up all thétemTotalcontents for the Invoice and will reset
to zero when the value in ti@RD:OrderNumbefield changes.
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Place a line above the total

7. Choosecontrols [ Line, or pick theLine tool from thecontrols toolbox.

2. cuck inside thesroup Footer (ORD:OrderNumber) band, above the controls
you just placed.

3. Resizethe line bybracaing its handles until it appears to be above both
the controls you just placed.

4. RIGHT-cLIck andchooserroperties from the popup menu.
5. Type 20 in theLine width field.

This makes the line just a little bit thicker.
6. Presstheok button to close thine Properties dialog.
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Populating the Customer Group Footer Band

Place the constant text

7.
2.
3.

A

Choosecontrols O String, or pick theStringtool from theControls toolbox.
cLick in the middle of th&roup Footer (CUS:CustNumber) band.

Type Invoice Summary forin theText field of thePropertyBox toolbox,
thenpressTas.

Choosecontrols O String, or pick theStringtool from theControls toolbox.

cuick inside thesroup Footer (CUS:CustNumber)  band, below the string you
just placed.

Type Total Orders:in theText field of thePropertyBox toolbox, therpress
TAB.

Place the total fields
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Choosecontrols [ String, or pick theStringtool from thecControls toolbox.

cuick inside thesroup Footer (CUS:CustNumber) band, just right of the string
you just placed.

RIGHT -cLIck andchooseProperties from the popup menu.
Check thevariable String  box.
Pressthe ellipsis ( ... ) button for thee field.

Highlight LOCAL DATA InvoiceRepoin therFiles list, thenpressthe
New button.

Type InvoiceCounin theName field.

This is a field that will print the number of invoices printed for an
individual company.

SelectLONG from theDataType dropdown list.
Type @N3in thepicture field, thenpresstheok button.
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70. SelectCountfrom theTotal type dropdown list.
77. SelectCUS:CustNumberBreafkom thereseton dropdown list.

This is the same type of total field that we placed in the
ORD:OrderNumbegroup footer, but it will only reset when the
CUS:CustNumbechanges.

72. SelecttheExtra tab.

/3. Highlight ORD:OrderNumberBreakom theTallies list, thenpressthe
OK button.

This total field will count the number of invoices that print for each
customer. The Tallies list allows you to select the point(s) at which the
total increments. By selectif@@RD:OrderNumberBreafkom the list,

the count will only increment when a new invoice begins.

/4. Choosecontrols [1 String, or pick theStringtool from thecontrols toolbox.

75. cuick inside thesroup Footer (CUS:CustNumber) band, to the right of the
string you just placed.

76. RIGHT -cLick andchooseproperties from the popup menu.
77. Check thevariable String  boxX.
18. Pressthe ellipsis ( ... ) button for thee field.

79. Highlight LOCAL DATA InvoiceRepoim theFiles list, thenselect
ItemTotalin theFields list andpresstheselect button.

20. SelectSumfrom theTotal type dropdown list.
27. SelectCUS:CustNumberBreaflom theReseton dropdown list.

This is the same type of total field that we placed in the
ORD:OrderNumbegroup footer, but it will only reset when the
CUS:CustNumbechanges.

22. Pressthe OK button.
Place the display field then exit

7. ChoosePopulate [ Multiple Fields , or cLick on theDictionary Fieldtool in
theControls tool box.

2. Highlight Customeiin theriles list thenselectCUS:Companyn the
Fields list andpresstheselect button.

3. cuick inside thesroup Footer (CUS:CustNumber) band, just right of the
Invoice Summary forstring you placed.

4. Pressthecancel button to exit multi-populate mode.
Your report design is now complete.
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5. Chooseksxit! to return to therocedure Properties  dialog (be sure to save
your report design).

Adding a Formula

To make thdtemTotalfield contain the correct amount for edaétail
record in the invoice, you need to add a Formula to the procedure.

7. PresstheFormulas button in theProcedure Properties  dialog.
2. PresstheNew button in therormulas dialog.
TheFormula Editor  dialog appeatrs.
3. Type Item Total Formulan thename field.
Pressthe ellipsis ( ... ) button for theass field.

5. Highlight Before Print Detailin theTemplate Classes list, thenpresstheok
button.

e

TheBefore Print Detailclass tells the Report template to perform the
calculation each time it gets ready to print a Detail.

6. Pressthe ellipsis ( ... ) button for theesult field.

. Highlight LOCAL DATA InvoiceRepoit thefFiles list, selectitemTotal
from therields list, thenpresstheselect button.

8. PresstheData button in thedperands group.

¢. Highlight theDetail file in theriles list, selectDTL:Quantityfrom the
Fields list, thenpresstheselect button.
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This places th®TL:Quantityfield in thestatement field for you. The
statement field contains the expression being built, and you can also type
directly into it to build the expression, if you wish.

10. Pressthe* button in thedperators group.
11. PresstheData button in theDperands group.

/2. Highlight theDetail file in theFiles list, selectDTL:ProdAmountrom
therFields list, thenpresstheselect button.

13. PresstheCheck button to check the expression’s syntax.
/4. Presstheok button to close the Formula Editor.

/5. Presstheok button to close theormulas dialog and return to theocedure
Properties dialog.

Adding a Record Filter

To make sure the report only prints invoices for the companies that have
orders, we’'ll add a Record Filter.

7. PresstheReport Properties button in theProcedure Properties  dialog.
TheReport Properties  dialog appears.
2. Type ORD:OrderNumber <> an theRecord Filter field.

This will eliminate all the customers who have not ordered anything.
Internally, the Report Template generates a VIEW structure for you (see
theLanguage ReferengeThis VIEW structure, by default, performs an
“outer join” on the files you placed in the File Schematic. “Outer join” is
a standard term in Relational Database theory—it just means that the
VIEW will retrieve all Parent file records, whether there are any related
Child file records or not. If it retrieves a Parent record without a Child,



the fields in the Child file are all blank or zero, while the Parent file’s
fields contain valid data. Therefore, this is the condition for which we
test.

ORD:OrderNumber <> @hecks to see if the ORD:OrderNumber field
has any value in it other than zero. Since ORD:OrderNumber is the key
field in the Orders file that creates the link to the related Customers file
record, it must contain a value if there are existing Orders file records for
the current Customer. If ORD:OrderNumber does not contain a value
other than zero, the current Customers file record is skipped (“filtered
out™). This eliminates printing Parent records without related Children

(in this case, any Customers without Orders).

3. Presstheok button.

Change the Progress Window

7. Pressthewindow button in theProcedure Properties dialog.

2. Type Invoice Progresén theText field of theproperty toolobox.
3. Choosekxit! to return to theérocedure Properties  dialog.

Exit and Save

7. Presstheok button in therrocedure Properties  dialog to close it.
2. ChooseFile 4 Save, or presstheSavebutton on the toolbar.



A Range Limited Report

Next, we will limit the range of records that will print.

Creating the Report

7.
2.

3.

Highlight thelnvoiceReporprocedure.

Chooseprocedure & Copy... .

TheNew Procedure dialog appears.

Type CustinvoiceRepoih the entry box, thepresstheok button.

The copied procedure appears in the application tree, replacing its ToDo.

Modify the new report

AN b NN
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Highlight theCustinvoiceReponprocedure.

RIGHT -cLIck andchoosepProperties from the popup menu.
PresstheEmbeds button.

PressthecContract Al button.

This will make it easier to locate the specific embed point you need.

Locate theLocal Objects folder, thencLick on its+ sign to expand its
contents.

The ABC templates generate object-oriented code. Each procedure
instantiates a set of objects which are derived from the ABC Library. The
Local Objects folder shows you all the object and methods which you can
override for the procedure by simply embedding your own code to
enhance the ABC functionality. See thasing Into OORandObject

Oriented Programmingrticles in théProgrammer’s Guiddéor more on

this powerful technique.

Locate theThiswindow folder, thencLick on it to expand it.

Locate thelnit PROCEDURE(),BYTE,VIRTUAL folder, thercLick on it to expand
it.

Locate thecobke folder, therncLick on it to expand it.

Highlight openFiles thenpresstheinsert button.

This embed point is at the beginning of the procedure, before the report
has begun to process. It's important that the files for the report already be
open because we will call another procedure for the user to select a
Customer record. If the files for the report weren't already open, the
procedure we call would open the Customer file for itself then close it
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again and we would lose the data that we want to have for the report.
This has to do with multithreading and the Multiple Document Interface
(MDI)—see THREAD in thd_anguage Referender more on this.

70. Highlight Sourcethenpresstheselect button to call the Text Editor.

77. Type in the following code:
GlobalRequest = SelectRecord

This code sets up a Browse procedure to select a record (it enables the
Browse procedure’s Select button).

72. Choosekxit! to return to th&mbedded Source dialog.

/3. Highlight the SOURCE you just added thamressthelnsert button.

74. Highlight Call a procedurghenpresstheselect button.

75. SelectViewCustomerfrom the dropdown list thepresstheok button.

This will generate a procedure call to ¥MiewCustomer8rowse
procedure to allow the user to select which Customer’s Invoices to print.
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Notice that there are now two entries displayed under the embed point.
At each embed point you can place as many items as you want, mixing
Code Templates with your own SOURCE or PROCEDURE Calls. You
can also move the separate items around within the embed point using
the arrow buttons, changing their logical execution order (the first
displayed is the first to execute). Note well that moving them will change
the assignedriority option setting for the moved item if you attempt to
move a higher priority item in front of another with a lower priority
setting.

76. PressthecClose button to return to therocedure Properties  dialog.



Set the Range Limit

/.

LW AN

PresstheReport Properties  button.

TheReport Properties  dialog appears. This dialog allows you to set either
Record Filters or Range Limits (along with Hot Fields and Detall
Filters—see th&ser’'s Guidefor more on these).

Record Filters and Range limits are very similar. A Record Filter is a
conditional expression to filter out unwanted records from the report,
while a Range Limit limits the records printed to only those matching
specific key field values. They can both be used to create reports on a
subset of your data files, but a Range Limit requires a key and a Record
Filter doesn’t. This makes a Record Filter completely flexible while a
Range Limit is very fast. You can use both capabilities if you want to
limit the range then filter out unneeded records from that range.

SelecttheRange Limits tab.

Pressthe ellipsis ( ... ) button for thrange Limit Field .

Highlight CUS:CustNumbethenpresstheselect button.

Leave Current Valueas therange Limit Type thenpresstheok button.

Current Valueindicates that whatever value is in the field at the time the
report begins is the value on which to limit the report. Since the user will
choose a Customer record from WiewCustomeprocedure, the correct
value will be in theCUS:CustNumbeidield when the report begins.

Exit and Save

7.
2.

Presstheok button in theprocedure Properties  dialog to close it.

Chooserile 4 Save, or presstheSavebutton on the toolbar to save your
work.



A Single Invoice Report

Next, we will print a single invoice from the Browse list of orders.

Creating the Report

7.
2.

Highlight theCustinvoiceReponprocedure.

Chooseprocedure [ Copy....

TheNew Procedure dialog appears.

Type SinglelnvoiceRepoit the entry box, thepresstheok button.
Pressthesame button in theProcedure name clash - dialog.

The copied procedure appears unattached at the bottom of the
application tree. We'll “connect the lines” after we finish with the report.

Delete the embed code

NN DA N

Highlight the SinglelnvoiceRepoyrocedure.

RIGHT -cLIck andchooseproperties from the popup menu.

PresstheEmbeds button.

PresstheNextFiled button (the button at the far right end of the toolbar).
PresstheDelete button.

Answer Yesto theare you sure? question.

PresstheDelete button again anednswerYesto theAre you sure? question.
Presstheclose button.

Change the File Schematic

First, we need to change the order of the files in the File Schematic. We'll
end up with all the same files, but instead of@lustomefile as the Primary
file (first file in the File Schematic), we need tBedersfile to be the

Primary file for the procedure so we can easily limit the range to a single

invoice.
7. Presstheriles button.
2. Highlight theCustomeffile thenpresstheDbelete button.
This causes all the files to disappear.
3. Highlight the “ToDo” folder, therpresstheinsert button.
4. SelecttheOrdersfile from theinsertFile dialog, therpresstheselect

button.
Pressthektdit button.



/0.

/7.
2.

Highlight KeyOrderNumbein thechange Access Key dialog, therpress
the select button.

Highlight the Ordersfile, thenpresstheinsert button.

SelecttheDetail file from theinsert File dialog, therpresstheselect
button.

Highlight theDetalil file, thenpresstheinsert button.

SelecttheProductsfile from theinsertFile dialog, therpresstheselect
button.

Highlight the Ordersfile again, therpresstheinsert button.

Selectthe Customeffile from theinsert File dialog, thempresstheSelect
button.

We've selected all the same files, but now the Primary file i©tders

file and the relate@ustomefile record will be looked up. This is
important, because we need to limit this report to a single invoice and
that would be much more difficult to do if tiiustomeffile were the
Primary. At this point, the File Schematic should look like this:
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73. Presstheok button.

Set the Range Limit

/.

W R WD

PresstheReport Properties  button.

SelecttheRange Limits tab.

Pressthe ellipsis ( ... ) button for thrange Limit Field .

Highlight ORD:OrderNumbethenpresstheselect button.

Leave Current Valueas therange Limit Type thenpresstheok button.

Current Valueindicates that whatever value is in the field at the time the
report begins is the value on which to limit the report. Since the user will
run this report from th®¥iewOrdersprocedure, the correct value will be
in theORD:OrderNumbefield when the report begins.
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Modify the new report

Now we need to change the report itself, to only print a single invoice.

7. PresstheReport button.

2. RIGHT-CLICK 0N theBreak(CUS:CustNumber) band anadhoosebelete from the
popup menu.

This removes not only the Group Break, but also the Group Footer that
was associated with it, leaving you a report design that looks like this:

3. Chooseesit! to return to therocedure Properties  dialog.
Exit and Save

7. Presstheok button in thepProcedure Properties  dialog to close it.

2. ChooserFile O Save, or presstheSavebutton on the toolbar to save your
work.

Connect the Lines

/7. Highlight theViewOrdersprocedure.
2. RIGHT-cLick andchoosewindow from the popup menu.

3. ChoosePopulate (I Control Template (Or cLick on theControl Templatéool
in thecontrols toolbox (in the the bottom right corner).

Highlight BrowsePrintButton thenpresstheselect button.
Highlight Browse on Orders thenpresstheselect button.
cLick to the right of theelete button to place the new button control.

NS WA

RIGHT -cLICK on the new button archooserroperties from the popup
menu.

g. Type &Print Invoiceinto theText field.
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¢. Type ?Printinvoiceinto theuse field.
70. ChoosetheActions tab.

77. SelectsingleinvoiceReport  from theprint Button  droplist.

This Control Template is sepcifically designed to run a range-limited
report based onthe currently highlighted record in the list box we
selected (Browse onOrders). T@edersfile record buffer will contain
the correct value to allow tieurrent ValueRange Limit on the
SinglelnvoiceReport to work. It also automatically adds this button’s
action to the popup menu for the browse.

72. Presstheok button.
Your screen design should look something like this:

75. ChoosekExit! to return to thepplication Tree .

74. Chooserile O Save, or presstheSavebutton on the toolbar to save your
work.

OK, What Did | Just Do?

Here’s a quick recap of what you just accomplished:

*

* & o o

You added several menu items to your main menu.

You created a simple Customer List report.

You created a relational report to print all Invoices.

You range-limited a report to print Invoices for a single customer.

You range-limited a report to print a single Invoice from the
current record highlighted in a Browse list.

Now we’ll look at where to go next.



What's Next?

Congratulations, you made it to the end of Application Generator
tutorial! Welcome to the growing community of Clarion developers!

While this tutorial application is by no means a “shrink-wrap” program, it

has demonstrated the normal process of using the Application Generator and
all its associated tools to create an application that actually performs some
reasonably sophisticated tasks. Along the way, you have used most of
Clarion’s high-level tool set, and seen just how much work can befdione
youwithout writing source code. You have also seen how jlittea

embedded source can add extra functionality to the template-generated code
and how you can easily override the default ABC Library classes.

A Short Resource Tour

You have many resources at your disposal to help you with your Clarion
programming. Here is a short tour of two of the more important ones which
you have right at your fingertips:

7. ChooseHelp O Contents .
This is the Contents page for Clarion’s extensive on-line Help system.
2. PresstheHowdol..? button.

This opens Clarion’s on-line Help file and takes you to a section of
commonly asked questions and their answers. This list of topics is the
first place you should look whenever you ask yourself any question
about Clarion programming that starts with “How do I ... ?” These topics
answer many of the most common questions that newcomers to Clarion
have, so quite often, you'll find the answer is here.

3. PresstheBack button, thempresstheGuide to Examples button.

This topic provides jumps to the discussions of all the example programs
which come with Clarion. Here you'll find the various tips, tricks, and
techniques which the examples demonstrate so you can adapt them for
use in your own programs.

4. PresstheBack button, therpresstheLate Breaking News button.

This topic always gives you the latest, up-to-the-minute information
about the most current release of Clarion you have installed. You should
always go through this section any time you get a major upgrade or
interim release. There are generally a few last-minute details which you
will find are only documented in this section. That makes it well worth
the reading.

5. Closeon-line Help therniask-switch to the operating system’s file
manager utility (that's Explorer, in Windows 95, 98, or NT).

6. Put your Clarion CD in your CD-ROM drive, theravigateto the
\DOCS subdirectory.



7. pousLE-cLick on theC5-UG.PDFfile (you must have installed Acrobat
Reader from the Clarion CD to read this file).

This brings up thé&Jser's Guidein Acrobat Reader. This is the entire
book, on-line and available from your CD (or hard drive, if you chose to
copy the .PDF files there). This means that, for the weight of a CD you
can have all of Clarion’s documentation available to you anywhere (and
Acrobat has full text search). Notice that on the left side you have a set
of Table of Contents jumps available to you. You also can go directly to
any individual page you choose (and we’ll show you how, right now).

¢. Pressthe “end of document” VCR control (it looks like a right-pointing
triangle with a vertical line on its right side), theressthe “previous
page” VCR control (it looks like a left-pointing triangle) a couple of
times.

You're now looking at théndexportion of theUser’s Guide

70. Selectthe “zoom in” tool (a magnifying glass with a + sign in it), then
cLick anywhere on the page (if the cursor changes to a “pointing finger”
then you'll jump directly to the item it points at instead of zooming in).

You can zoom in to any text you choose for your reading ease using the
zoom tool. Note the page number of any item you wish.

77.cTrL+cLick to zoom back out to the previous view.

72. PresscTrL+5 to bring up th&oTo Page dialog, enter the page number of
the item you noted, thgmresstheok button.

Now you see how easy it is to quickly get to any place you need to.
/5. Closethe file andexit Acrobat Reader.

Where to next?

So where should you go from here to learn more? The best places to go next
(besides creating an application of your own design) are:

» TheApplication Handboolexplains Clarion’s ABC Templates and ABC
Library—all the tools they provide for you in the Application Generator.

» TheClarion Language Tutoriain the next chapter is the best place to go
next to start learning the Clarion language.

» TopSpeed offers educational seminars at various locations. Call
Customer Service at (800) 354-5444 or (954) 785-4555 to enroll.

» Join (or form) a local Clarion User’s Group and participate in joint study
projects with other Clarion developers.

» Participate in TopSpeed’s forum on CompuServe (GO TOPSPEED) or
thecomp.lang.clariorinternet Newsgroup to network with other Clarion
programmers from all around the workddngly recommended! ).

Good luck and keep going—the programming power that Clarion puts at
your fingertips just keeps on growing as you learn more!
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/ <’ = CLARION LANGUAGE TUTORIAL

Clarion—the Programming Language

The foundation of the Clarion application development environment is the
Clarion programming language. Clarion is a 4th Generation Language (4GL)
that is both business-oriented and general-purpose. It is business-oriented in
that it contains data structures and commands that are highly optimized for
data file maintenance and business programming needs. It is also general-
purpose because it is fully compiled (not interpreted) and has a command set
that is functionally comparable to other 3GL langauges (such as C/C++,
Modula-2, Pascal, etc.). This distinction is more fully discussed in the
Foreword—Origins of the Clarion LanguagetheLanguage Reference

By now, you should have completed all the Application Generator tutorials in
the preceding chapters. The purpose of this language tutorial is to introduce
you to the fundamental aspects of the Clarion language—patrticularly as it
relates to business programming using the Windows event-driven paradigm.
Clarion language keywords are in ALL CAPS and this tutorial concentrates
on explaining the specific use of each keyword and its interaction with other
language elements only in the specific context within which it is used. You
should always refer to tHeanguage Referender a more complete

explanation of each individual keyword and its capabilities.

When you complete this brief tutorial, you will be familiar with:

» The basic structure of a Clarion procedural program.
e The most common event-handling code structure.
* How to compile and link hand-coded programs.

Event-driven Programming

Windows programs are event-driven. The user causes an evantiyc

the mouse on a screen control or pressing a key. Every such user action
causes Windows to send a message (an event) to the program which owns th
window telling it what the user has done.

Once Windows has sent the message signaling an event to the program, the
program has the opportunity to handle the event in the appropriate manner.
This basically means the Windows programming paradigm is exactly



Hello Windows

opposite from the DOS programming paradigm—the operating system
(Windows) tells the program what the user has done, instead of the program
telling the operating system what to do.

This is the most important concept in Windows programming—that the user
is in control (or should be) at all times. Therefore, Windows programs are
reactive rather than proactive; they always deal with what the user has done
instead of directing the user as to what to do next. The most common
example of this is the data entry dialog. In most DOS programs, the user
must follow one path from field to field to enter data. They must always

enter data in one field before they can go on to the next (and they usually can
only go on to a specific “next” entry field). This makes data validation code
simple—it simply executes immediately after the user has left the field.

In Windows programs, the user may use a mouse or an accelerator key to
move from control to control, at any given time, in no particular order,
skipping some controls entirely. Therefore, data validation code should be
called twice to ensure that it executes at least once: once when the user
leaves the entry control after entering data, and again when the user presses
OK to leave the dialog. If it isn't executed on the OK button, required data
could be omitted. This makes Windows programs reactive rather than
proactive.

Traditionally, all programming language tutorials begin by creating a “Hello
World” type of program—and so does this one.

Starting Point:
The Clarion environment should be open, and the
TUTORIAL.APP should be closed.

Create the Source file

7. Using the appropriate tool in your operating system (File Manager,
Explorer, etc.)createa new directory calledanguageunder theslarions
subdirectory.

2. Return to Clarion.
3. ChooseFile O New [0 Source.

TheNew dialog appears. It's a standard windaygen Filedialog,
allowing you to change the directory and type in the filename.

Selectthe \CLARIONS\LANGUAGE directory.
5. Type Helloin theFile Name field.

A
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Hella I
Clarian source [*.cha ® ine,? tin) I

6. Pressthesave button.

This creates an empHELLO.CLW (.CLW is the standard extension for
Clarion source code files) and places you in the Text Editor.

Create the Project file

/.

Chooseproject 0 New.

ThenNew Project dialog appears. When completely hand-coding a Clarion
program, you also need a Project fit5LLO.PRJ to control the
compile and link process.

ChoosetheHand Coded Project radio button.

Type C:\CLARIONS\LANGUAGHN theworking Directory box (or use the
ellipsis button to select the directory from tthenge Working Directory
dialog).

When hand-coding a program, the directory containing the Project file
(.PRJ) becomes the working directory for the project. When you select
the project, Clarion automatically makes the directory containing the
Project file the working directory.

Presstheok button.

TheNew Project File dialog appears.

Type Hello Windowsn theProject Title  boX, then presss.
Type HELLO.CLWin theMain File box, then press\s.
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Once you've named the main source module for the project, the rest of
the controls are automatically filled out for you with default values.

7. Presstheok button.

TheProject Editor dialog appears. This controls the source modules the
compiler includes in the project and the libraries the linker links in to
create the executable program. When you hand-code a complete
application instead of using the Application Generator, you must update
the Project yourself to include all source code modules, file drivers,
icons, and external libraries your program uses. Seldgimg the

Project Systershapter in thé&ser's Guidefor complete information on
how to maintain your Project.

Presstheok button.

TheHELLO.CLWfile in the Text Editor now has focus.

Notice that the environment's title bar text now redtlarion 5
(HELLO.PRJ) - (C:\\CLARIONS\LANGUAGE\HELLO.PRThis always
tells you the current project and working directory. It is important to be
aware of this when hand-coding, since simply opening a source file in
the Text Editor does not change the current Project for the compiler.

Write the Program

7. Typein the following code:



PROGRAM

MAP

END

MyWin ~ WINDOW('Hello Windows'),SYSTEM
END

CODE

OPEN(MyWin)

ACCEPT

END

This code begins with tHrRROGRAM statement. This must be the first non-
comment statement in every Clarion program. Notice that the keyword
PROGRAM is indented in relation to the wavigWin . In Clarion, the only
statements that begin in column one (1) of the source code file are those with
a statement label. A labglust begin in column one (1), by definition. The
PROGRAM statement begins the Global data declaration section.

Next there is an emptyAP structure. Th&ND statement is a required
terminator of the MAP data structure. A MAP structure contains prototypes
which define parameter data types, return data types, and various other
options that tell the compiler how to deal with your procedure calls (this is

all covered later in this tutorial). A MAP structure is required when you

break up your program’s code into PROCEDURESs. We haven’t done that

yet, but we still need it because there is an OPEN statement in the executable
code.

When the compiler processes a MAP structure, it automatically includes the
prototypes in the \CLARIONS\LIBSRC\BUILTINS.CLW file. This file

contains prototypes for almost all of the Clarion language built-in procedures
(including the OPEN statement). If the empty MAP structure were not in this
code, the compiler would generate an error on the OPEN statement.

MyWin is the label of th&®/INDOW data structure (the “Mihust be in

column one). In Clarion, windows are declared as data structures, and not
dynamically built by executable code statements as in some other languages.
This is one of the aspects of Clarion that makes it a 4GL. Although Clarion
can dynamically build dialogs at runtime, it is unnecessary to do so. By using
a data structure, the compiler creates the Windows resource for each dialog,
enabling better performance at runtime.

The ('Hello Windows') parameter on th&/INDOW statement defines the title
bar text for the window. ThBYSTEM attribute adds a standard Windows
system menu to the window. TB8ID statement is a required terminator of
the WINDOW data structure. In Clarion, all complex structures (both data
and executable code) must terminate with an END or a period (.). This
means the following code is functionally equivalent to the previous code:

PROGRAM
MAP.
MyWin ~ WINDOW('Hello Windows'),SYSTEM.
CODE
OPEN(MyWin)
ACCEPT.



Although functionally equivalent, this code would become much harder to
read as soon as anything is added into the MAP, WINDOW, or ACCEPT
structures. By convention, we use the END statement to terminate multi-line
complex statements, placing the END in the same column as the keyword it
is terminating while indenting everything within the structure. We only use

the period to terminate single-line structures, such as IF statements with
single THEN clauses. This convention makes the code easier to read, and an
missing structure terminators much easier to find.

The CODE statement is required to identify the beginning of the executable
code section. Data (memory variables, data files, window structures, report
structures, etc.) are declared in a data section (preceding the CODE
statement), and executable statements may only follow a CODE statement.

Since this program does nhot contain any PROCEDURESs (we’'ll get to them
in the next chapter), it only has a Global Data section followed by three lines
of executable code. Variables declared in the Global Data section are visible
and available for use anywhere in a program.

The OPEN(MyWin) statement opens the window, but does not display it. The
window will only appear on screen when a DISPLAY or ACCEPT statement
executes. This feature allows you to dynamically change the properties of the
window, or any control on the window, before it appears on screen.

ACCEPT is the event processor. Most of the messages (events) from
Windows are automatically handled internally for you by ACCEPT. These

are the common events handled by the runtime library (screen re-draws,
etc.). Only those events that actually may require program action are passed
on by ACCEPT to your Clarion code. This makes your programming job
easier by allowing you to concentrate on the high-level aspects of your
program.

The ACCEPT statement has a termina@ip statement, which means it is

a complex code structure. ACCEPT is a looping structure, “passing through”
all the events that the Clarion programmer might want to handle (none, in
this program—we’ll get back to this shortly), then looping back to handle the
next event.

An ACCEPT loop is required for each window opened in a Clarion program.
An open window “attaches” itself to the next ACCEPT loop it encounters in
the code to be its event processor.

For this program, ACCEPT internally handles everything the system menu
(placed on the window by the SYSTEM attribute) does. Therefore, when the
user uses the system menu to close the window, ACCEPT automatically
passes control to any statement immediately following its terminating END
statement. Since there is no other explicit Clarion language statement to
execute, the program ends. When any Clarion program reaches the end of the
executable code, an implicit RETURN executes, which, in this case, returns
the user to the operating system.



2. cLick on therun button.

The program compiles and links, then executes. The window’s title bar
displays the “Hello Windows” message, and you must close the window
with the system menu.

Hello Windows with Controls

The program you just created is the smallest program it is possible to create
in Clarion. Now we'll expand on it a bit to demonstrate adding some controls
to the window and handling the events generated by those controls.

Change the Source code

7. Edit the code to read:

PROGRAM

MAP

END

MyWin  WINDOW('Hello Windows'),AT(,,100,100),SYSTEM !Changed
STRING('Hello Windows'),AT(26,23),USE(?Stringl) !Added
BUTTON('OK"'),AT(34,60),USE(?0k),DEFAULT !Added
END

CODE

OPEN(MyWin)

ACCEPT

IF ACCEPTED() = ?0k THEN BREAK. !Added

END

NOTE: The Window Formatter is available to you in the Text Editor,
just as it is in the Application Generator. To call the Window
Formatter, place the insertion point anywhere within the
WINDOW structure then press — cTrL+r. The only restrictions are
that the Control Template and Dictionary Field tools are
unavailable (they are specific to the Application Generator).

The change is the addition of tBERING andBUTTON controls to the
WINDOW structure. The STRING places constant text in the window, and
the BUTTON adds a command buttton.

The only other addition is the ACCEPTED() = 270k THEN BREAK.

statement. This statement detects when the user has pressed the OK button
and BREAKSs out of the ACCEPT loop, ending the program. The
ACCEPTED procedure returns the field number of the control for which
EVENT:Accepted was just generated (EVENT:Accepted is an EQUATE
contained in the \CLARIONS\LIBSRC\EQUATES.CLW file, which the
compiler automatically includes in every program).

?0k is the Field Equate Label of the BUTTON control, defined by the
control's USE attribute (sdéield Equate Labels theLanguage Referenge
The compiler automatically equates ?0Kk to the field number it assigns the
control (using Field Equate Labels helps make the code more readable).



When the ACCEPTED procedure returns a value equal to the compiler-
assigned field number for the OK button, the BREAK statement executes
and terminates the ACCEPT loop.

2. cLick on theRrun button.

The program compiles and links, then executes. The window’s title bar
still displays the “Hello Windows” message, and now, so does the
constant text in the middle of the window. You can close the window
either with the system menu, or the OK button.

Common form Source code

There are other ways to write the code in the ACCEPT loop to accomplish
the same thing. We’'ll go straight to the most common way, because this is
more similar to the style of code that the Application Generator generates for
you from the Clarion ABC Templates.

7. Edit the code to read:

PROGRAM

MAP

END

MyWin  WINDOW('Hello Windows'),AT(,,100,100),SYSTEM
STRING('Hello Windows'),AT(26,23),USE(?Stringl)
BUTTON('OK"'),AT(34,60),USE(?0k),DEFAULT
END
CODE

OPEN(MyWin)
ACCEPT

CASE FIELD() !Added
0F ?0k 1Added
CASE EVENT() IAdded
OF EVENT:Accepted IAdded
BREAK 1Added
END 1Added
END 1Added

END

In this code you have one CASE structure nested within another. A CASE
structure looks for an exact match between the expression immediately
following the keyword CASE and another expression immediately following
an OF clause (although these only show one OF clause each, a CASE
structure may have as many as necessary).

TheCASE FIELD() structure determines to which control the current event
applies. When the FIELD procedure returns a value equal to the field number
of the OK button (the ?0k Field Equate Label) it then executes the CASE
EVENT() structure.

The CASE EVENT() structure determines which event was generated. When
the EVENT procedure returns a value equal to EVENT:Accepted (an
EQUATE contained in the \CLARIONS\LIBSRC\EQUATES.CLW file) it

then executes the BREAK statement.



Nesting CASE EVENT() within CASE FIELD() allows you to put all the
code associated with a single control in one place. You could just as easily
nest a CASE FIELD() structure within a CASE EVENT() structure,
reversing the code, but this would scatter the code for a single control to
multiple places,.

2. cLick on theRun button.

Again, you can close the window either with the system menu, okthe
buttton, just as with the previous code, but now the code is structured in
a common style.

Hello Windows with Event Handling

There are two types of events passed on to the program by ACEielT:
specific andField-independent events.

A Field-specific event occurs when the user does anything that may require
the program to perform a specific action related to a single control. For
example, when the user pressasafter entering data in a control, the field-
specific EVENT:Accepted generates for that control.

A Field-independent event does not relate to any one control but may
require some program action (for example, to close a window, quit the
program, or change execution threads).

Nesting two CASE structures as we just discussed is the most common
method of handling field-specific events. The most common method of
handling field-independent events is a non-nested CASE EVENT() structure,
usually placed immediately before the CASE FIELD() structure.

Change the Source code

7. Edit the code to read:

PROGRAM
MAP
END
MyWin  WINDOW('Hello Windows'),AT(,,100,100),SYSTEM
STRING('Hello Windows'),AT(26,23),USE(?Stringl)
BUTTON(C'OK'),AT(34,60),USE(?0k),DEFAULT
END

CODE
OPEN(MyWin)
ACCEPT
CASE EVENT() 1Added
OF EVENT:OpenWindow IAdded
MESSAGE('Opened Window") IAdded
OF EVENT:GainFocus 1Added
MESSAGE('Gained Focus"') IAdded
END 1Added

CASE FIELD()
OF 20k



CASE EVENT()
OF EVENT:Accepted
BREAK
END
END
END

The newCASE EVENT() structure handles two field-independent events:
EVENT:OpenWindow and EVENT:GainFocus. TMESSAGE procedure

used in this code is just to visually display to you at runtime that the event
was triggered. Instead of the MESSAGE procedure, you would add here any
code that your program needs to execute when these events are triggered by
the user.

This demonstrates the basic logic flow and code structure for procedural
window procedures—an ACCEPT loop containing a CASE EVENT)()
structure to handle all the field-independent events, followed by a CASE
FIELD() structure with nested CASE EVENT() structures to handle all field-
specific events.

2. cLick on therun button.

Notice that EVENT:GainFocus and EVENT:OpenWindow both generate
when the window first displays (in that order). EVENT:GainFocus will
re-generate when your+1a8 to another application themr+tas back

to Hello Windows

Adding a PROCEDURE

In Hello Windowswve have an example of a very simple program. Most
modern business programs are not that simple—they require the use of
Structured Programming techniques. This means you break up your program
into functional sections that each perform a single logical task. In the Clarion
language these functional sections are called PROCEDUREs.

First, we'll add a PROCEDURE to tltello Windowsprogram.

Change the Source code

7. Edit the code to read:

PROGRAM
MAP

Hello PROCEDURE 1Added
END
CODE 1Added
Hello IAdded
Hello  PROCEDURE 1Added

MyWin  WINDOW('Hello Windows'),AT(,,100,100),SYSTEM
STRING('Hello Windows'),AT(26,23),USE(?Stringl)
BUTTON('OK"),AT(34,60),USE(?0k),DEFAULT

END



CODE
OPEN(MyWin)
ACCEPT
CASE EVENT()
OF EVENT:OpenWindow
MESSAGE( 'Opened Window")
OF EVENT:GainFocus
MESSAGE('Gained Focus"')
END
CASE FIELD()
OF 20k
CASE EVENT()
OF EVENT:Accepted
BREAK
END
END
END

The only changes are at the beginning of the program. Insidéathe

structure we now see thiello PROCEDURE statement which prototypes
theHello procedure. A prototype is the declaration of the procedure for the
compiler, telling the compiler what to expect when your code calls the
procedure. This prototype indicates that the procedure takes no parameters
and does not return a value. All PROCEDUREsS in your program must be
prototyped in a MAP structure. SBROCEDURE Prototypds the

Language Referender more on prototypes.

The keywordCODE immediately following the MAP structure terminates
the Global data section and marks the beginning of the Global executable
code section, which only contains tHello statement—a call to execute the
Hello procedure. A PROCEDURE which does not return a value is always
called as a single executable statement in executable code.

The secondiello PROCEDURE statement terminates the Global executable
code section and marks the beginning of the code definition dfiétie
procedure.

A PROCEDURE contains a data declaration section just as a PROGRAM
does, and so, also requires the keywo@DE to define the boundary

between data declarations and executable code. This is why the rest of the
code did not change from the previous example. This is the Local data
declaration section for the PROCEDURE.

The biggest difference between Global and Local data declarations is the
scope of the declared data. Any data item declared in a Local data section is
visible only within the PROCEDURE which declares it, while any data item
declared in the Global data section is visible everywhere in the program. See
Data Declarations and Memory Allocatiam theLanguage Referender a

full discussion of all the differences.

2. cLick on therun button.

The program executes exactly as it did before. The only difference is that
theHello PROCEDURE can now be called from anywhere within the



program—even from within another PROCEDURE. This means that,
even though the program may execute the procedure many times, the
code for it exists just once.

Adding a PROCEDURE

A Clarion PROCEDURE which does not directly RETURN a value can only
be called as a separate executable statement—it cannot be used in an
expression, parameter list, or an assignment statement. A PROCEDURE
which doesdirectly RETURN a value must always contain a RETURN
statement and may be used in expressions, parameter lists, and assignment
statements. You can call a PROCEDURE witdoksdirectly RETURN a

value as a separate statement if you do not want the value the PROCEDURE
returns, but doing this generates compiler warnings (unless the
PROCEDURE's prototype has the PROC attribute).

Structurally, both types of PROCEDURE are equivalent—they both have
Local data sections, followed by the executable code section that begins with
the keyword CODE.

Change the Source code

7. Edit the MAP structure to read:
MAP
Hello PROCEDURE

EventString PROCEDURE(LONG PassedEvent),STRING I'Added
END

This adds the prototype for tE®entString PROCEDURE . EventString

receives a ONG parameter calleBassedEvent that may not be omitted,

and returns 8TRING. The data types of all parameters passed to a
PROCEDURE are specified inside the parentheses following PROCEDURE,
each separated by a comma (if there are multiple parameters being passed).
The data type of the return value of a PROCEDURE is specified following
the closing parenthesis of the parameter list. Both types of PROCEDURES
may receive parameters, see fetotype Parameter Listection in the
Language Referender a more complete discussion of parameter passing.

2. Add the EventString PROCEDURE definition to the end of the file:

EventString PROCEDURE(LONG PassedEvent)
ReturnString STRING(255)
CODE
CASE PassedEvent
OF EVENT:OpenWindow
ReturnString = 'Opened Window'
OF EVENT:GainFocus
ReturnString = 'Gained Focus'
ELSE
ReturnString = 'Unknown Event: ' & PassedEvent
END
RETURN(ReturnString)



TheEventString label (remember, ihust be in column one) on the
PROCEDURE statement names this procedure, while the parameter list
attached to the PROCEDURE keyword named. ®eG parameter

PassedEvent . There must always be an equal number of parameter names
listed on the PROCEDURE statement as there are parameter data types liste
in the prototype for that PROCEDURE.

ReturnString is a local variable declared as a 255 char&TBiING field,

on the stack. ThEODE statement terminates the procedure’s Local data
section. The&CASE PassedEvent structure should look familiar, because it

is the same as a CASE EVENT() structure, but its CASE condition is the
PassedEvent instead of the EVENT() procedure. This CASE structure simply
assigns the appropriate value to the ReturnString variable for each event that
is passed to the procedure.

The interesting code here is tRETURN(ReturnString) statement. A
PROCEDURE without a return value does not require an explicit RETURN,
since it always executes an implicit RETURN when there is no more code to
execute. However, a PROCEDURE prototyped to return a value always
contains an explicit RETURN statement which specifies the value to return.

In this case, the RETURN statement returns whichever value was assigned tc
the ReturnString in the CASE structure.

3. Edit the Hello procedure’s CASE EVENT() structure to read:

CASE EVENT()
OF EVENT:OpenWindow

MESSAGE(EventString(EVENT:0penWindow)) IChanged
OF EVENT:GainFocus

MESSAGE(EventString(EVENT:GainFocus)) IChanged

END

This changes thRlIESSAGE procedures to display the returned value from
theEventString procedure. The event number is passed to EventString as
the event EQUATE to make the code more readable.

€. cLick on therun button.
The program still executes exactly as it did before.

Moving Into the Real World—Adding a Menu

Hello Windowsds a nice little demonstration program, but it really doesn’t
show you much to do with real-world business programming. Therefore,
we're now going to expand it to include some real-world functionality,
starting with a menu.

Change the Source code

7. Edit the beginning of the file to read:



PROGRAM

MAP
Main PROCEDURE 1Added
Hello PROCEDURE
EventString PROCEDURE(LONG PassedEvent),STRING

END

CODE

Main IChanged

This adds thmain PROCEDURE prototype to the MAP structure and
replaces the call to Hello with a call to tkiain procedure.

2. Add the Main PROCEDURE definition to the end of the file:

Main PROCEDURE
AppFrame APPLICATION('Hello Windows'),AT(,,280,200),SYSTEM,RESIZE,MAX
MENUBAR

MENU('&File"),USE(?File)
ITEM('&Browse Phones'),USE(?FileBrowsePhones)
ITEM, SEPARATOR
ITEM('E&xit"),USE(?FileExit),STD(STD:Close)
END
ITEM('&About!"'),USE(?About)
END
END
CODE
OPEN(AppFrame)
ACCEPT
CASE ACCEPTED()
OF ?About
Hello
END
END

TheMain PROCEDURE accepts no parameters. It containsAppFrame
APPLICATION structure. An APPLICATION structure is the key to creating
Windows Multiple Document Interface (MDI) programs. An MDI
application can contain multiple execution threads This is the MDI parent
application frame that is required to create an MDI application.

TheMENUBAR structure defines the menu items available to the user. The
MENU('&File") structure creates the standard File menu that you see in most
Windows programs. The ampersand (&) preceding the “F” specifies that the
“F” is the menu’s accelerator key, and will be underlined at runtime by the
operating system.

ThelTEM('&Browse Phones') creates a menu item the we will use to call a
procedure (we’ll get to that shortly). THeEEM,SEPARATOR statement
creates a dividing line in the menu following B®wse Phoneselection.

ThelTEM('E&xit") creates a menu item to exit the procedure (and the
program, since this procedure is the only procedure called from the Global
executable code). TI&ID(STD:Close) attribute specifies the standard
window close action to break out of the ACCEPT loop. This is why you
don’t see any executable code associated with this menu item in the
ACCEPT loop—the Clarion runtime library takes care of it for you
automatically.



ThelTEM('&About!) statement creates a menu item on the action bar, right
next to the File menu. The trailing exclamation point (!) is a programming

convention to give end-users a visual clue that this item executes an action
and does not drop down a menu, despite the fact that it is on the action bar.

TheACCEPT loop contains only @ASE ACCEPTED() structure. The
ACCEPTED procedure returns the field number of the control with focus
when EVENT:Accepted is generated. We can use the ACCEPTED procedure
here instead of the FIELD and EVENT procedures because menu items only
generate EVENT:Accepted. Tk ?About clause simply calls thigello
procedure.

2. cLick on therun button.

The program executes and only theitt andFile O Exit items actually do
anything. Notice, though, thate O Exit does terminate the program,
despite the fact that we wrote no code to perform that action.

Really Moving Into the Real World—Adding a Browse and Form

Having a menu is nice, but now it's time to do some real-world business
programming. Now we’re going to add a data file and the procedures to
maintain it.

Change the Global code

/7. Edit the beginning of the file to read:

PROGRAM
INCLUDE( 'Keycodes.CLW") 1Added
INCLUDE('Errors.CLW") 1Added
MAP
Main PROCEDURE
BrowsePhones PROCEDURE IAdded
UpdatePhones PROCEDURE(LONG Action),LONG IAdded
Hello PROCEDURE
EventString PROCEDURE(LONG PassedEvent),STRING
END
Phones FILE,DRIVER('TopSpeed'),CREATE IAdded
NameKey KEY (Name),DUP,NOCASE IAdded
Rec RECORD IAdded
Name STRING(20) IAdded
Number STRING(20) IAdded
END 1Added
END IAdded
InsertRecord EQUATE(1) IAdded
ChangeRecord EQUATE(2) 1Added
DeleteRecord EQUATE(3) IAdded
ActionComplete EQUATE(1) IAdded
ActionAborted EQUATE(2) I'Added
CODE

Main



The two newNCLUDE statements add the standard EQUATES for keycodes
and error numbers. Using the EQUATES instead of the numbers makes your
code more readable, and therefore, more maintainable.

The MAP structure has acquired two more procedure prototypes: the
BrowsePhones PROCEDURE andUpdatePhones PROCEDURE(LONG
Action),LONG . The BrowsePhones procedure will display a list of the
records in the file and UpdatePhones will update individual records.

In the interest of coding simplicity (you'll see why shortly), the

BrowsePhones procedure will simply display all records in the file in a LIST
control. This is not exactly the same as a Browse procedure in template
generated code (which is page-loaded in order to handle very large files), but
will serve a similar purpose in this program.

Also in the interest of coding simplicity, UpdatePhones is a PROCEDURE
which takes a parameter. The LONG parameter indicates what file action to
take: ADD, PUT, or DELETE. The LONG return value indicates to the
calling procedure whether the user completed or aborted the action. Again,
this is not the same as a Form procedure in template generated code (which
is a PROCEDURE using Global variables to signal file action and
completion status), but will serve the same purpose in this simple program.

ThePhones FILE declaration creates a simple data file using the TopSpeed
file driver. There are two data fielddame andNumber which are both
declared aSTRING(20). Declaring the Number field as a STRING(20)
allows it to contain phone numbers from any country in the world (more
about that to come).

The fiveEQUATE statements define constant values that make the code more
readablelnsertRecord , ChangeRecord , andDeleteRecord all define file
actions to pass as the parameter to the UpdatePhones procedure. The
ActionComplete andActionAborted EQUATES define the two possible

return values from the UpdatePhones procedure.

2. Edit theMain procedure’s CASE ACCEPTED() code to read:
CASE ACCEPTED()

OF ?FileBrowsePhones IAdded
START(BrowsePhones,25000) IAdded
OF ?About
Hello

END

The START(BrowsePhones,25000) statement executes when the user

chooses the Browse Phones menu selection. The START procedure creates ¢
new execution thread for the BrowsePhones procedure and the second
parameter (25000) specifies the size (in bytes) of the new execution thread’s
stack. You must use the START procedure when you are calling a procedure
containing an MDI child window from the APPLICATION frame, because
each MDI child window must be on a separate execution thread from the
APPLICATION frame. If you do not START the MDI child, you get the



“Unable to open MDI window on APPLICATION's thread” runtime error
message when you try to call the BrowsePhones procedure and the program
immediately terminates.

Once you have started a new thread, an MDI child may simply call another
MDI child on its same thread without starting a new thread. This means that,
although BrowsePhones and UpdatePhones both contain MDI windows, only
BrowsePhones must START a new thread, because it is called from the
application frame. BrowsePhones will simply call UpdatePhones without
starting a new thread.

Add the BrowsePhones PROCEDURE

7. Add the data section of the BrowsePhones PROCEDURE definition to
the end of the file:

BrowsePhones PROCEDURE

PhonesQue QUEUE

Name STRING(20)
Number STRING(20)
Position STRING(512)

END
window WINDOW('Browse Phones'),AT(,,185,156),SYSTEM,GRAY,RESIZE, MDI
LIST,AT(6,8,173,100),ALRT(MouseLeft2),USE(?List)

,FORMAT (' 84L|M~Name~80L~Number~"),FROM(PhonesQue),VSCROLL
BUTTON("&Insert"),AT(20,117),KEY(InsertKey),USE(?Insert)
BUTTON('&Change'),AT(76,117,35,14),KEY(EnterKey),USE(?Change)
BUTTON( '&Delete"'),AT(131,117,35,14),KEY(DeleteKey),USE(?Delete)
BUTTON('Close'),AT(76,137,35,14),KEY(EscKey),USE(?Close)

END

ThePhonesQue QUEUE structure defines the data structure that will
contain all the records from the the Phones FILE to display in the LIST
control. A Clarion QUEUE is similar to a data file because it has a data
buffer and allows an indeterminate number of entries, but it only exists in
memory at runtime. A QUEUE could also be likened to a dynamically
allocated array in other programming languages. Sedéngory Queues
chapter in thd.anguage Referender more information on QUEUE
structures.

The PhonesQue QUEUE contains three fields.Ndree andNumber fields
duplicate the fields in the Phones FILE structure and will display in the two
columns defined in the LIST control's FORMAT attribute. Huaition

field will contain the return value from the POSITION procedure for each
record in the Phones FILE. Saving each record’s Position will allow us to
immediately re-get the record from the data file before calling UpdatePhones
to change or delete a record.

Thewindow WINDOW structure contains one LIST control and four
BUTTON controls. TheIST control is the key to this procedure. The
ALRT(MouseLeft2) on the LIST alertsousLe-cLick so the ACCEPT
statement will pass an EVENT:AlertKey to our Clarion code. This will let us



write code to bring up the UpdatePhones procedure to change the record the
USErDOUBLE-CLICKS ON.

The vertical bar|f at the end of the LIST statement is the Clarion line
continuation character, meaning that the LIST control continues on the next
line with theFORMAT('84L|M~Name~80L~Number~") attribute (you can

put it all on one line if you want). The parameter to the FORMAT attribute
defines the appearance of the LIST control at runtime.

It is best to let the List Box Formatter tool in the Window Formatter write
format strings for you, since they can become very complex very quickly.
This format string defines two columns. The first column is 84 dialog units
wide (84), left justified(L), has a right border (]) that is resizable (M) and
“Name” is its heading (~Name~). The second column is 80 dialog units wide
(80), left justified(L), and “Number” is its heading (~Number~).

FROM(PhonesQue) on the LIST specifies the source QUEUE the LIST
control will display, and/SCROLL adds the vertical scroll bar. The LIST
will display the Name and Number fields of all entries in the PhonesQue
while ignoring the Position field because the FORMAT attribute only
specified two columns.

The LIST automatically handles users scrolling through the list without any
coding on our part. The LIST does this because there is no IMM (immediate)
attribute present. If there were an IMM attribute, we would have to write
code to handle scrolling records (as the page-loaded Browse procedure
template does).

TheBUTTON('&Insert') statement defines a command button the user will
press to add a new record. TKEEY (InsertKey) attribute specifies that the
button is automatically pressed for the user when they press on the
keyboard. Notice that the other three BUTTON controls all have similar
KEY atributes. This means you don’t have to write any special code to
handle keyboard access to the program versus mouse access.

2. Add the beginning of the executable code section of the BrowsePhones
PROCEDURE definition to the end of the file:

CODE
DO OpenFile
DO FillQue
OPEN(window)
ACCEPT
CASE EVENT()
OF EVENT:OpenWindow
DO QueRecordsCheck
OF EVENT:AlertKey
IF KEYCODE() = MouselLeft2
POST(EVENT:Accepted,?Change)
END
END
END



The beginning of th€ODE section starts with theO OpenFile statement.

DO executes a ROUTINE, in this case, the OpenFile ROUTINE, and when
the code in the ROUTINE is done executing, control returns to the next line
of code following the DO statement that called the ROUTINE.

The code defining a ROUTINE must be at the bottom of the procedure,
following all the main logic, because the ROUTINE statement itself
terminates the executable code section of a PROCEDURE.

There are two reasons to use a ROUTINE within a PROCEDURE: to write
one set of code statements that need to execute at multiple logical points
within the procedure, or to make the logic more readable by substituting a
single DO statement for a set of code statements that perform a single logical
task.

In this case, the DO OpenFile statement serves the second purpose by
moving the code that opens or creates the data file out of the main procedure
logic. Next, theDO FillQue statement executes the code that fills the
PhonesQue QUEUE structure with all the records from the data file. These
two DO statements make it very easy to follow the logic flow ofthe

procedure.

TheCASE EVENT() structure’sOF EVENT:OpenWindow clause executes
DO QueRecordsCheck to call a ROUTINE that checks to see if there are
any records in PhonesQue.

Next, theOF EVENT:Alertkey clause contains tHE KEYCODE() =
MouseLeft2 structure to check farousLe-cLick on the LIST. Since the
ALRT(MouseLeft2) attribute only appears on the LIST control, we know
that thePOST(EVENT:Accepted,?Change) statement will only execute
when the usesousLE-cLIicks on the LIST.

The POST statement tells ACCEPT to post the event in its first parameter
(EVENT:Accepted) to the control in its second parameter (?Change). The
effect of the POST(EVENT:Accepted,?Change) statement is to cause the
EVENT:Accepted code for the Change button to execute, just as if the user
had pressed the button with the mouse or keyboard.

This illustrates a very good coding practice: write specific code once and call
it from many places. This is the structured programming concept that gave us
PROCEDUREs and ROUTINEs. Even though the EVENT:Accepted code

for the change button is not sectioned off separately in a PROCEDURE or
ROUTINE, using the POST statement this way means that the one section of
code is all you need to maintain—if the desired logic changes, you'll only
have to change it in one place.

3. Add the rest of the executable code section of the BrowsePhones
PROCEDURE definition to the end of the file:



CASE FIELD()
OF ?Close
CASE EVENT()
OF EVENT:Accepted
POST(EVENT:CloseWindow)
END
OF ?Insert
CASE EVENT()
OF EVENT:Accepted
IF UpdatePhones(InsertRecord) = ActionComplete
DO AssignToQue
ADD(PhonesQue)
IF ERRORCODE() THEN STOP(ERROR()).
SORT(PhonesQue,PhonesQue.Name)
ENABLE(?Change, ?Delete)
END
GET(PhonesQue,PhonesQue.Name)
SELECT(?List,POINTER(PhonesQue))
END
OF ?Change
CASE EVENT()
OF EVENT:Accepted
DO GetRecord
IF UpdatePhones(ChangeRecord) = ActionComplete
DO AssignToQue
PUT(PhonesQue)
IF ERRORCODE() THEN STOP(ERROR()).
SORT(PhonesQue,PhonesQue.Name)
END
GET(PhonesQue,PhonesQue.Name)
SELECT(?List,POINTER(PhonesQue))
END
OF ?Delete
CASE EVENT()
OF EVENT:Accepted
DO GetRecord
IF UpdatePhones(DeleteRecord) = ActionComplete
DELETE(PhonesQue)
IF ERRORCODE() THEN STOP(ERROR()).
DO QueRecordsCheck
SORT(PhonesQue,PhonesQue.Name)
END
SELECT(?List)
END
END
END
FREE(PhonesQue)
CLOSE(Phones)

Following the CASE EVENT() structure is tllASE FIELD() structure.

Notice that each OF clause contains its GMS$SE EVENT() structure, and

each of these only contains @R EVENT:Accepted clause. Because of this,

we could have replaced the CASE FIELD() structure with a CASE
ACCEPTED() structure and eliminated the nested CASEs. This would
actually have given us slightly better performance—too slight to actually
notice on-screen, though. The reason we didn’t is consistency; you will more
often have occasion to trap more field-specific events than just
EVENT:Accepted, and when you do, this nested CASE structure code is the



logic to use, so it’s a good habit to make now. It also demonstrates the kind
of code structure that is generated for you by Clarion’s templates in the
Application Generator.

TheOF ?Close clause executes tiROST(EVENT:CloseWindow) when the

user presses the Close button. Since there’s no second parameter to the POS
statement naming a control, the event posts to the WINDOW (and should be
a field-independent event). EVENT:CloseWindow causes the ACCEPT loop
to terminate and execution control drops to the first statement following the
ACCEPT's terminating END statement. In this case, control drops to the
FREE(PhonesQue) statement, which frees all the memory used by the
QUEUE entries (effectively closing the QUEUE). T®ieOSE(Phones)

statement then closes the data file. Since there are no other statements to
execute following CLOSE(Phones) the procedure executes an implicit
RETURN and goes back to thain procedure (where it was called from).

TheOF ?Insert clause contains tHE UpdatePhones(InsertRecord) =
ActionComplete structure. This calls the UpdatePhones PROCEDURE,
passing it the InsertRecord constant value that we defined in the Global data
section, and then checks for the ActionComplete return value.

TheDO AssignToQue statement executes only when the user actually adds
a record. AssignToQue is a ROUTINE that assigns data from the Phones
FILE’s record buffer to the PhonesQue QUEUE's data buffer. Then the
ADD(PhonesQue) statement adds a new entry to PhonesQuelFThe
ERRORCODE() THEN STOP(ERROR()). statement is a standard error check
that you should execute after any FILE or QUEUE action that could possibly
return an error (another good habit to form).

The SORT(PhonesQue,PhonesQue.Name) statement sorts the PhonesQue
QUEUE entries alphabetically by the Name field. Since there is no PRE
attribute on the PhonesQue QUEUE structure, you must reference its fields
using Clarion’s Field Qualification syntax by prepending the name of the
structure containing the field (PhonesQue) to the name of the field (Name),
connecting them with a period (PhonesQue.Name)Fée Qualification

in theLanguage Referender more information.

TheENABLE(?Change,?Delete) statement makes sure the Change and
delete buttons are active (if this was the first entry in the QUEUE, these
buttons were dimmed out by the QueRecordsCheck ROUTINE). The
GET(PhonesQue,PhonesQue.Name) statement re-gets the new record
from the sorted QUEUE, the3ELECT(?List,POINTER(PhonesQue)) puts
the user back on the LIST control with the new record highlighted.

The code in th®F ?Change clause is almost identical to the code in the OF
?Insert clause. There is an ad@&dl GetRecord statement that calls a
ROUTINE to put the highlighted PhonesQue entry’s related file record into
the Phones file record buffer. The only other difference is the
PUT(PhonesQue) statement that puts the user’s changes back in the
PhonesQue.



The code in th®F ?Delete clause is almost identical to the code in the OF
?Change clause. The difference isDiEETE(PhonesQue) statement that
removes the entry from the PhonesQue and the datbto

QueRecordsCheck to see if the user just deleted the last record.

4. Add the ROUTINES called in the BrowsePhones PROCEDURE
definition to the end of the file:

AssignToQue ROUTINE
PhonesQue.Name = Phones.Rec.Name
PhonesQue.Number = Phones.Rec.Number
PhonesQue.Position = POSITION(Phones)

QueRecordsCheck ROUTINE
IF NOT RECORDS(PhonesQue)
DISABLE(?Change,?Delete)
SELECT(?Insert)
ELSE
SELECT(?List,1)
END

GetRecord ROUTINE
GET(PhonesQue,CHOICE(?List))
IF ERRORCODE() THEN STOP(ERROR()).
REGET(Phones,PhonesQue.Position)
IF ERRORCODE() THEN STOP(ERROR()).

OpenFile ROUTINE
OPEN(Phones,42h)
CASE ERRORCODEC()
OF NoError
OROF IsOpenErr
EXIT
OF NoFileErr
CREATE(Phones)
IF ERRORCODE() THEN STOP(ERROR()).
OPEN(Phones,42h)
IF ERRORCODE() THEN STOP(ERROR()).
ELSE
STOP(ERROR())
RETURN
END

Fi11Que ROUTINE
SET(Phones.NameKey)
LOOP
NEXT(Phones)
IF ERRORCODE() THEN BREAK.
DO AssignToQue
ADD(PhonesQue)
IF ERRORCODE() THEN STOP(ERROR()).
END

As you can see, there are five ROUTINES for this procedure. Notice that,
although these ROUTINES look similar to a PROCEDURE, they do not
contain CODE statements. This is because a ROUTINE shares the
procedure’s Local data and does ustiallyhave a data declaration section



of its own (a ROUTINEcan have its own data section—see ROUTINE in the
Language Referender a full discussion of this issue).

TheAssignToQue ROUTINE performs three assignment statements. The
PhonesQue.Name = Phones.Rec.Name statement copies the data in the
Name field of the Phones FILE record buffer and places it in the Name field
of the PhonesQue QUEUE data buffer. Since there is no PRE attribute on the
Phones FILE structure, you must also reference its fields using Clarion’s
Field Qualification syntax by stringing together the FILE name (Phones), the
RECORD name (Rec), and the name of the field (Name), connecting them
all with a period (Phones.Rec.Name). &&d Qualificationin the

Language Referender more information.

ThePhonesQue.Number = Phones.Rec.Number statement assigns the

data in the Phones file’s Number field to the PhonesQue’s Number field. The
PhonesQue.Position = POSITION(Phones) statement assigns the return
value of the POSITION procedure to the PhonesQue.Position field. This
value lets us retrieve from disk the one specific record that is currently in the
Phones file's record buffer. The POSITION procedure does this for every
Clarion file driver, and is therefore the recommended method of specific
record retrieval across multiple file systems.

TheQueRecordsCheck ROUTINE checks to see if there are any records in
the PhonesQue. The NOT RECORDS(PhonesQue) structure uses the

logical NOT operator against the return value from the RECORDS
procedure. If RECORDS(PhonesQue) returns zero, then the NOT makes the
condition true and the code following the IF executes (zero is always false
and the NOT makes it true). If RECORDS(PhonesQue) returns anything
other than zero, the code following the ELSE will execute (any non-zero
number is always true and the NOT makes it false). Therefore, if there are no
records in the PhonesQuESABLE(?Change,?Delete) executes to dim out

the Change and Delete buttons, then3BEECT(?Insert) statement places

the user on the Insert button (the next logical action). If there are records in
the PhonesQue, then tBELECT(?List) statement places the user on the

LIST.

TheGetRecord ROUTINE synchronizes the Phones file’s record buffer and
PhonesQue’s data buffer with the currently highlighted entry in the LIST.
TheGET(PhonesQue,CHOICE(?List)) statement uses the CHOICE
procedure to “point to” the currently highlighted entry in the LIST and GET
the related QUEUE entry into the PhonesQue’s data buffer (of course,
always checking for unexpected errors). Then the
REGET(Phones,PhonesQue.Position) statement uses the saved record
position information to retrieve the Phones FILE record into the record
buffer.

TheOpenFile ROUTINE either opens or creates the Phones FILE. The
OPEN(Phones,42h) statement attempts to open the Phones file for shared
access. The second parameter (42h) is a hexadecimal number (signaled by



the trailing “h”). Clarion supports the Decimal, Hexadecimal, Binary, and
Octal number systems. This number represents Read/Write, Deny None
access (fully shared) to the file (see the OPEN statement lilartheage
Reference for more on file access modes). We're requesting shared access
because this is an MDI program and the user could call multiple copies of
this procedure in the same program. However, this program does not do all
the concurrency checking required for a real multi-user application. See
Multi-User Considerationgn theProgrammer’s Guidéor more on the
concurrency checking issue.

The CASE ERRORCODE() structure checks for any error on the OPEN. The
OF NoError OROF IsOpenErr clause (now you can see why we included
ERRORS.CLW file) executes tiXIT statement to immediately return from
the ROUTINE. It is very important not to confuse EXIT with RETURN,
since RETURN immediately terminates the PROCEDURE, while EXIT only
terminates the ROUTINE. RETURN is valid to use within a ROUTINE, just
be sure you want to terminate the PROCEDURE and not simply terminate
the ROUTINE.

The OF NoFileErr clause detects that there is no data file to open.The
CREATE(Phones) statement will then create an new empty data file for us.
You must be sure that, if you intend to use the CREATE statement that the
FILE declaration also contains the CREATE attribute, otherwise the
CREATE statement will not be able to create the file for you. The CREATE
statement does not open the file for processing, so that explains the second
OPEN(Phones,42h) statement. The code in tBeSE clause executes if any
error other than these occur. TSIBOP(ERROR()) statement displays the
ERROR procedure’s message to the user in a system modal window allowing
the user the opportunity to abort the program (returning to Windows) or
ignore the error. ThRETURN statement then terminates the procedure if the
user chooses to ignore the error.

TheFillQue ROUTINE fills the PhonesQue QUEUE with all the records in

the Phones file. ThBET(Phones.NameKey) statement sets up the

processing order and starting point for the Phones file. The Phone.NameKey
parameter makes the processing order alphabetic based on the Name field.
The absence of a second parameter to the SET statement makes the starting
point the beginning (or end) of the file. TB@OP structure has no

condition, which means you must place a BREAK statement somewhere in
the LOOP or else get an infinite loop. TMEXT(Phones) statement

retrieves the next record from the Phones data file, thaf the
ERRORCODE() THEN BREAK. statement ensures that we will BREAK out

of the LOOP when all the records have been readDThassignToQue

statement calls the AssignToQue ROUTINE that we've already discussed,
andADD(PhonesQue) adds the new record to the QUEUE.

Add the UpdatePhones PROCEDURE

/. Add the data section of the UpdatePhones PROCEDURE definition to
the end of the file:




UpdatePhones PROCEDURE(LONG Action)

ReturnValue LONG,AUTO

window WINDOW('Update Phone'),AT(,,185,92),SYSTEM,GRAY,RESIZE ,MDI,MASK
PROMPT( 'N&ame:"'),AT(14,14),USE(?Promptl)
ENTRY(@s20),AT(68,13),USE(Phones.Rec.Name),REQ
PROMPT( 'N&umber:'),AT(14,43),USE(?Prompt2)
ENTRY (@s20),AT(68,42),USE(Phones.Rec.Number)
BUTTON('OK"),AT(45,74),USE(?0k),REQ,DEFAULT
BUTTON('Cancel"'),AT(109,74,32,14),USE(?Cancel)

END

TheUpdatePhones PROCEDURE(LONG Action) statement defines a
PROCEDURE that receives a single LONG data typed parameter that will be
called “Action” within the PROCEDURE (no matter what variable or

constant is passed in).

ReturnValue LONG,AUTO declares a LONG variable that remains
uninitialized by the compiler (due to the AUTO attribute). By default,

memory variables in Clarion are initialized to all blanks or zero (depending
on their data type). Specifying AUTO saves a bit of memory, but the caveat is
that you must be sure you are going to assign a value to the uninitialized
variablebefore you ever check its contents, otherwise you could create an
intermittently occurring bug that would be really difficult to track down.

TheWINDOW structure has thelASK attribute, which means that the user’s
data entry patterns are checked as the data is input, instead of the default
Standard Windows Behavior (SWB) of “free-form” data entry.

The twoPROMPT andENTRY controls combine to provide the user’s data
entry controls. The twBUTTON controls will allow the user to complete or
abort the current file action.

The PROMPT controls define the screen prompt text and the accelerator key
to navigate to the ENTRY control following the PROMPT, The accelerator
keys are formed usingT plus the letter following the ampersand. For
example, (‘'N&ame:') indicatest+a will give input focus to the
ENTRY(@s20),AT(68,13),USE(Phones.Rec.Name) control.

TheUSE attributes of the ENTRY controls name the data fields that
automatically receive the user’s input at runtime. The runtime library ensures
that the current value in the variable named in the USE attribute displays
when the control gains input focus. When the user enters data in the ENTRY
control then moves on to another control, the runtime library ensures that the
variable named in the USE attribute receives the current value displayed in
the control.

TheREQ attribute on the first ENTRY control means that the user cannot
leave it blank, while th&EQ attribute on the OK button checks to make sure
that the user entered data into all the ENTRY controls with the REQ

attribute. This required fields check is only done when the button with the
REQ attribute is pressed, because the user may not have even gone to the th
ENTRY with the REQ attribute.



2. Add the main logic of the UpdatePhones PROCEDURE definition to the
end of the file:

CODE
OPEN(window)
DO SetupScreen
ACCEPT
CASE FIELD()
OF ?Phones:Rec:Number
CASE EVENT()
OF EVENT:Selected
DO SetuplInsert
END
0F 20k
CASE EVENT()
OF EVENT:Accepted
EXECUTE Action
ADD(Phones)
PUT(Phones)
DELETE(Phones)
END
IF ERRORCODE() THEN STOP(ERROR()).
ReturnValue = ActionComplete
POST(EVENT:CloseWindow)
END

OF ?Cancel
CASE EVENT()
OF EVENT:Accepted
ReturnValue = ActionAborted
POST(EVENT:CloseWindow)
END
END
END
RETURN(ReturnValue)

TheDO SetupScreen statement calls the SetupScreen ROUTINE to
perform some window initialization code. Notice that it follows the
OPEN(Window) statement. When you are going to dynamically alter the
window in a procedure, it must be opened first.

TheOF ?Phones:Rec:Number clause in th&€ASE FIELD() structure
demonstrates two important points. The first is the Field Equate Label, itself.
TheUSE(Phones.Rec.Number) attribute contains periods in the field name

and periods are not valid in Clarion labels. Therefore, to construct a Field
Equate Label for Phones.Rec.Number, the compiler substitutes colons for the
periods (because coloag valid in a Clarion label).

The second important point is tb& EVENT:Selected clause in th€ASE
EVENT() structure. EVENT:Selected generates when the control gains input
focus but before the user gets to input data.O0®e&etuplnsert statement
executes to offer the user an option then setup the display and data entry
format of the ENTRY control.

The OF EVENT:Accepted code inOF ?0k is the code that actually writes
the record to disk. THEXECUTE Action structure executes exactly one of
the ADD(Phones) , PUT(Phones), or DELETE(Phones) statements.



An EXECUTE structure is similar to the IF and CASE structures in that it
conditionally executes code based on the evaluation of a condition. The
EXECUTE condition must evaluate to an integer in the range o1 to
(wheren is the number of code statements within the EXECUTE structure),
then it executes the single ordinal line of code within the structure that
corresponds to the value of the condition.

In this code, EXECUTE looks at the Action parameter then executes
ADD(Phones) if the value of Action is one (1), PUT(Phones) if Action is two
(2), or DELETE(Phones) if Action is three (3).

Generally, when you evaluate which Clarion code structure to use for an
instance of conditional code execution (IF/ELSIF, CASE, or EXECUTE) the
IF/ELSIF structure is the most flexible and least efficient, CASE is less
flexible but much more efficient than IF/ELSIF, and EXECUTE is not
flexible but highly efficient. Therefore, when the condition to evaluate can
resolve to an integer in the range of hiase EXECUTE, otherwise try to

use CASE. If CASE it is not flexible enough, then resort to IF/ELSIF.

ThelF ERRORCODE() THEN STOP(ERROR()). statement will check for an
error, no matter which statement EXECUTE performed.RétarnValue =
ActionComplete statement sets up the return to the calling procedure,
signalling that the user completed the file action, then the
POST(EVENT:CloseWindow) terminates the ACCEPT loop, dropping
control to theRETURN(ReturnValue) statement.

TheOF ?Cancel code does almost the same thing, without writing anything
to disk. TheReturnValue = ActionAborted assignment statement sets up
the return to the calling procedure, signaling that the user aborted the file
action, then th®@OST(EVENT:CloseWindow) terminates the ACCEPT loop,
dropping control to th@ETURN(ReturnValue) statement.

3. Add the ROUTINES called in the UpdatePhones PROCEDURE
definition to the end of the file:

SetupScreen ROUTINE
CASE Action
OF InsertRecord
CLEAR(Phones.Rec)
TARGET{PROP:Text} = "Adding New Number'
OF ChangeRecord
TARGET{PROP:Text} = 'Updating ' & CLIP(Phones.Rec.Name) |
& '"'s Phone Number'
IF Phones:Rec:Number[1] <> '+°'
?Phones:Rec:Number{PROP:Text} = '@P{HHE-THHE-1HHHIP'
END
OF DeleteRecord
TARGET{PROP:Text} = 'Deleting ' & CLIP(Phones.Rec.Name) |
& '''s Phone Number'
DISABLE(FIRSTFIELD(),LASTFIELD())
ENABLE(?0k,?Cancel)
END



SetupInsert ROUTINE
IF Action = InsertRecord
CASE MESSAGE('International?','Format',ICON:Question, |
BUTTON:Yes+BUTTON:No,BUTTON:No,1)
OF BUTTON:Yes
TARGET{PROP:Text} = "Adding New International Number'
?Phones:Rec:Number{PROP:Text} = '@S20"'
Phones:Rec:Number[1] = '+'
DISPLAY
SELECT(?,2)
OF BUTTON:No
TARGET{PROP:Text} = '"Adding New Domestic Number'
?Phones:Rec:Number{PROP:Text} = '@P{HHE-1HHE-THHHIP '
END
END

The SetupScreen ROUTINE starts by evaluatinGASE Action . When the

user is adding a recor@F InsertRecord ) theCLEAR(Phones.Rec)

statement clears out the record buffer by setting all the fields to blank or
zero. TheTARGET{PROP:Text} = 'Adding New Number'  statement uses
Clarion’s runtime property syntax to dynamically change the title bar text for
the window to “Adding New Number.” Clarion’s property syntax allows you
to dynamically change any property (attribute) of an APPLICATION,
WINDOW, or REPORT structure in executable code. Sggendix C -

Property Assignmenia theLanguage Referender more on properties.

TARGET is a built-in variable that always “points to” the currently open
WINDOW structure. The curly braces ({}) delimit the property itself, and
PROP:Text is an EQUATE (contained in PROPERTY.CLW, automatically
included by the compiler like EQUATES.CLW) that identifies the parameter
to the data element (in this case, the WINDOW statement).

TheOF ChangeRecord COdeTARGET{PROP:Text} = 'Updating ' &
CLIP(Phones.Rec.Name) & "'s Phone Number'  does the same thing, but
changes the title bar text to read “Updat8gmeons Phone Number.” The
ampersand (&) is the Clarion string concatenation operator and the
CLIP(Phones.Rec.Name) procedure removes trailing spaces from the name.
ThelF Phones:Rec:Number[1] <> '+ structure checks for a plus sign in the
first character of the Number string field. The plus sign is used here as a
signal that the number is an international number.

Notice that Phones:Rec:Number[1] is addressing the first byte of the field as
if it were an array. But you'll recall that there was no DIM attribute on the
declaration (the DIM attribute declares an array). All STRING, CSTRING,
and PSTRING data types in Clarion are also implicitly an array of
STRING(1),DIM(SIZE(StringField)). This means you can directly refer to

any single character in any string, whether it was declared as an array or not.

If the number is not international, tABhones:Rec:Number{PROP:Text} =

'@ PH#H#-#HH-#H###P Statement uses the same type of property syntax to
change the control’s entry picture token. Notice that PROP:Text is used to do
this, just as it was used previously to change the window's title bar text. The
reason is that PROP:Text refers to whatever is the parameter of the control.



Therefore, on a WINDOW(‘title text’) it refers to the title text, and on an
ENTRY(@S20) it refers to the picture token (@S20).

TheOF DeleteRecord code is similar to the ChangeRecord code. The
DISABLE(FIRSTFIELD(),LASTFIELD ()) statement uses the FIRSTFIELD()
and LASTFIELD() procedures to dim out all the controls on the window,
thenENABLE(?0k,?Cancel) un-dims just the OK and Cancel buttons.

TheSetupinsert ROUTINE executes just before the user gets to the Number
ENTRY control. The IFAction = InsertRecord checks Action and only
executes th€ASE MESSAGE structure when the user is adding a new
record. The MESSAGE procedure can be used to create simple Yes/No
choices for users. In this case, the user is asked whether the new number is
International.

TheOF BUTTON:Yes code executes when the user has pressed the Yes
button on the MESSAGE dialog. TRARGET{PROP:Text} = 'Adding New
International Number'  statement changes the window’s title bar text, then
?Phones:Rec:Number{PROP:Text} ='@S20' changes the ENTRY

control’s picture token. Thehones:Rec:Number[1] ='+' statement places a
plus sign in the first character position, tHeSPLAY displays it and
SELECT(?,2) places the user’s insertion point at the second position in the
current control.

TheOF BUTTON:No code is similar, changing the window’s title bar text
and the control’s entry picture token.

Update the Project file

Since we added a FILE structure to the program, we have to add its file
driver to the Project so it can be linked into the program. If you don't, you'll
get an error message something like “link error: TOPSPEED is unresolved in
file hello.obj.”

7. ChooseProject O Edit....

Theproject dialog appears.

Highlight Database Driver Libraries thenpresstheAdd File... button.
Highlight ToPSPEED then press thex button.

Presstheok button to close theoject dialog.

WA W

cLick on theRun button.
The program executes.
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ABC Template Generated OOP Code

When you examine the source code generated for you by the Application
Generator, you'll see some fundamental differences from the code we just
wrote. The reason for that is the Application Builder Class (ABC) templates
generate code which extensively uses the ABC Library—a set of Object
Oriented Programming (OOP) classes.

The code we just finished writing is Procedural code, not OOP code. Now
we want to take a quick look at the generated OOP code to show you how
what you just learned relates to the code you'll see generated for you. This
will be just a quick look to highlight the major differences.

Quick Start an application

7. ChooserFile O New O Application.

2. Type Phonesn theFile Name field and check theuick Start box, then press
the Save button.

2. Namethe filePhonesdefineNameandNumberfields both with @S20
pictures, and make tiéamefield aDuplicatekey, then press thax
button.

#. Chooserroject [0 Generate t0 generate source code.

Look at the Program Source

Now let's examine the source code that was generated for you.

7. ChoosetheModule tab and highlighPhones.clw
2. RIGHT-cLick andchoosevodule from the popup menu.
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The PROGRAM Module

This is thePROGRAM module (the code should look similar to this, but may
not beexactlythe same). The basic structure of a Clarion OOP program is
the same as the procedural. The first two statemenEQJATE statements
which define constant values that the ABC Library requires. Following those
are severdNCLUDE statements. The INCLUDE statement tells the

compiler to place the text in the named file into the program at the exact spot
the INCLUDE statement.

PROGRAM

_ABCD11Mode_ EQUATE(O)

_ABCLinkMode_ EQUATE(1)
INCLUDE('ABERROR.INC")
INCLUDE('ABFILE.INC")
INCLUDE("ABUTIL.INC")
INCLUDE("ABWINDOW.INC")
INCLUDE('EQUATES.CLW")
INCLUDE("ERRORS.CLW")
INCLUDE("KEYCODES.CLW")

The first fourINCLUDE files (all starting with “AB” and ending with

“.INC”") contain CLASS definitions for some of the ABC Library classes.

The next three INCLUDE files (all ending with “.CLW") contain a number

of standard EQUATE statements used by the ABC Template generated code
and ABC Library classes.

MAP
MODULE("PHONEBC.CLW")
Dctinit PROCEDURE
DctKill PROCEDURE
END

I--- Application Global and Exported Procedure Definitions ------------
MODULE('PHONEOO1.CLW")
Main PROCEDURE !Clarion 5 Quick Application
END
END

TheMAP structure contains twODULE structures. The first declares two
procedure®ctinit andDctKill that are defined in tHeHONEBC.CLW file.
These two procedures are generated for you to properly initialize (and un-
initialize) your data files for use by the ABC Library. The secor@bULE
structure simply names the application’s first procedure to call (in this case,
Main).

The next two lines of code are your first OOP statements:

Access:Phones &FileManager
Relate:Phones &RelationManager

TheAccess:Phones statement declares a reference FileManager

object, while thekelate:Phones statement declares a reference to a
RelationManager object. These two references are initialized for you by the
Dctinit procedure, and un-initialized for you by the DctKill procedure. These
are very important statements, because they define the manner in which you
will adress the data file in your OOP code.



The next two lines of code declar&mbalErrors object and amNIMgr
object.

GlobalErrors ErrorClass
INIMgr INICTass

These objects handle all errors and your program’s .INI file (if any),
respectively. These objects are used extensively by the other ABC Library
classes, so must be present (as you will shortly see).

GlobalRequest BYTE(O),THREAD
GlobalResponse BYTE(O),THREAD

VCRRequest LONG(0), THREAD

Phones FILE,DRIVER('TOPSPEED"),PRE(PHO),CREATE,BINDABLE, THREAD
KeyName KEY(PHO:Name),DUP,NOCASE

Record RECORD, PRE()

Name STRING(20)

Number STRING(20)

END
END

Following that are three Global variable declarations which the ABC
Templates use to communicate between procedures, followed Biydiwes

FILE declaration. Notice that the global variables all hava HREAD

attribute. THREAD is required since the ABC Templates generate an MDI
application by default, which makes it necessary to have separate copies of
global variables for each active thread (which is what the THREAD attribute
does).

The globalCODE section only has six lines of code:

CODE

GlobalErrors.Init
INIMgr.Init('Phones.INI")
Dctinit

Main

DctKill

GlobalErrors.Kill

The first two statements catlit methods (in OOP parlance, a procedure in a
class is called a “method"—s€ ASSn theLanguage Referenand the

two OOP articles in thBrogrammer’s Guiddor more on OOP in general).
These are the constructor methods forGlebalErrors andINIMgr objects.

You'll notice that thaNIMgr.Init method takes a parameter. In the ABC
Library, all object constructor methods are explicitly called and are named
Init. There are several reasons for this. The Clarion langi@egsupport
automatic object constructors (and destructors) and you are perfectly
welcome to use them in any classes you write. However, automatic
constructors cannot receive parameters, and many of the ABC Library Init
methods must receive parameters. Therefore, for consistency, all ABC object
constructor methods are explicitly called and namidThis has the added
benefit of enhanced code readability, since you can explicitly see that a
constructor is executing, whereas with autiomatic constructors you’d have to
look at the CLASS declaration to see if there is one to execute or not.



TheDctinit procedure call initializes th&ccess:Phones and

Relate:Phones reference variables so the template generated code (and any
embed code that you write) can refer to the data file methods using
Access:Phones.Methodname or Relate:Phones.Methodname syntax.

This gives you a consistent way to reference any file in an ABC Template
generated program—each FILE will have corresponding Access: andRelate:
objects.

The call to theMain procedure begins execution of the rest of your program
for your user. Once the user returns from the Main proceDutill and
GlobalErrors.Kill perform some necessary cleanup operations before the
return to the operating system.

The UpdatePhones Module

Now let's examine the source code that was generated for you for one of
your procedures. We'll look at thdpdatePhoneprocedure as a
representative, since all ABC Template generated procedures will basically
follow the same form (again, your code should look similar to this, but may
not beexactlythe same).

7. ChooseFile O Close.

2. Highlight UpdatePhoneghenrigHT -cLick andchoosevodule from the
popup menu.

The first thing to notice is tHdEMBER statement on the first line. This is a
required statement telling the compiler which PROGRAM module this
source file “belongs” to. It also marks the bginning of a Module Data
Section—an area of source code where you can make data declarations
which are visible to any procedure in the same source module, but not
outside that module (s&mta Declaration and Memory Allocatidn the
Language Referenge

MEMBER('Phones.clw') ! This is a MEMBER module
INCLUDE("ABRESIZE.INC")
INCLUDE("ABTOOLBA.INC")
INCLUDE("ABWINDOW.INC")
MAP

INCLUDE('PHONEQO4.INC") !Local module prodecure declarations
END

The threaNCLUDE files contain CLASS definitions for some of the ABC
Library classes. Notice that the list of INCLUDE files here is different than
the list at the global level. You only need to INCLUDE the class definitions
that the compiler needs to know about to compile this single source code
module. That's why the list of INCLUDE files will likely be a bit different
from module to module.

Notice theMAP structure. By default, the ABC Templates generate “local
MAPs” for you containingNCLUDE statements to bring in the prototypes of
the procedures defined in the module and any procedures called from the



module. This allows for more efficient compilation, because you’ll only get a
global re-compile of your code when you actually change some global data
item, and not just by adding a new procedure to your application. In this
case, there are no other procedures called form this module.

The PROCEDURE statement begins th#pdatePhones procedure (which
also terminates the Module Data Section).

UpdatePhones PROCEDURE lGenerated from procedure template - Window
CurrentTab STRING(80)

FilesOpened BYTE

ActionMessage CSTRING(40)

History::PHO:Record LIKE(PHO:RECORD),STATIC

Following thePROCEDURE statement are four declaration statements. The
first two are common to most ABC Template generated procedures. They
provide local flags used internally by the template generated code. The
ActionMessage andHistory::PHO:Record declarations are specific to a

Form procedure. They declares a user message and a “save area” for use by
the Field History Key (“ditto” key) functionality provided on the toolbar.

After the WINDOW structure comes the following object declarations:

ThisWindow CLASS(WindowManager)

Ask PROCEDURE(),VIRTUAL

Init PROCEDURE(),BYTE,PROC,VIRTUAL

Kill PROCEDURE(),BYTE,PROC, VIRTUAL
END

Toolbar ToolbarClass

ToolBarForm ToolbarUpdateClass

Resizer WindowResizeClass

The last three are simple object declarations which create the local objects
which will enable the user to use the toolbar and resize the window at
runtime. The interesting code here is ThisWindow CLASS declaration.

This CLASS structure declares an object derived fromvtthedowManager

class in which thask, Init, andKill methods of the parent class
(WindowManager) are overridden locally. These ar&i®TUAL methods,
which means that all the methods inherited from the WindowManager class
will be able to call the overridden methods. This is a very important concept
in OOP (se€€LASSn theLanguage Referen@nd the two OOP articles in
theProgrammer’s Guiddéor more on this).

Following that comes all of the executable code in your procedure:

CODE
GlobalResponse = ThisWindow.Run()

That's right—one single, solitary statement! The calthiaWindow.Run is

the only executable code in your entire procedure! So, you ask, “Where’s all
the code that provides all the funtionality | can obviously see happening
when | run the program?” The answer is, “In the ABC Library!” or, at least
most of it is! The good news is that all the standard code to operate any
procedure is built in to the ABC Library, which makes your application’s



“footprint” very small, since all your procedures share the same set of
common code which has been extensively debugged (and so, is not likely to
introduce any bugs into your programs).

All the functionality that must be explicit to this one single procedure is
generated for you in the overridden methods. In this procedure’s case, there
are only three methods that needed to be overridden. Depending on the
functionality you request in the procedure, the ABC Templates will override
different methods, as needed. You also have embed points available in every
method it is possible to override, so you can easily “force” the templates to
override any method for which you need slightly different functionality by
simply adding your own code into those embed points (using the Embeditor
in the Application Generator).

OK, so let’s look at the overridden methods for this procedure.

ThisWindow.Ask PROCEDURE
CODE
CASE SELF.Request
OF InsertRecord
ActionMessage
OF ChangeRecord

'Adding a Phones Record’

ActionMessage = 'Changing a Phones Record’
END
QuickWindow{Prop:Text} = ActionMessage
PARENT.Ask

The really interesting line of code in thBisWindow.Ask PROCEDURE is
last. The last stateme®ARENT.Ask , calls the parent method that this
method has overridden to execute its standard functionalityPARENT
keyword is very powerful, because it allows an overridden method in a
derived class to call upon the method it replaces to “do its thing” allowing
the overridden method to incrementally extend the parent method’s
functionality.

ThisWindow.Init PROCEDURE()
CODE
SELF.Request = GlobalRequest
IF PARENT.Init() THEN RETURN Level:Notify.
SELF.FirstField = ?PHO:Name:Prompt
SELF.VCRRequest &= VCRRequest
SELF.Errors &= GlobalErrors
CLEAR(GTobalRequest)
CLEAR(GTobalResponse)
SELF.AddItem(ToolBar)
SELF.AddUpdateFile(Access:Phones)
SELF.HistoryKey = 734
SELF.AddHistoryFile(PHO:Record,History::PHO:Record)
SELF.AddHistoryField(?PHO:Name,1)
SELF.AddHistoryField(?PHO:Number,2)
SELF.AddItem(?Cancel,RequestCancelled)
Relate:Phones.0Open
FilesOpened = True
SELF.Primary &= Relate:Phones
SELF.0kControl = 20K
IF SELF.PrimeUpdate() THEN RETURN Level:Notify.



OPEN(QuickWindow)

SELF.Opened=True
Resizer.Init(AppStrategy:Surface,Resize:SetMinSize)
SELF.AddItem(Resizer)

Resizer.AutoTransparent=True
ToolBarForm.HelpButton=?Help
SELF.AddItem(ToolbarForm)

SELF.SetAlerts()

RETURN Level:Benign

There are several interesting lines of code inTthigwindow.Init
PROCEDURE. This is theThiswindow object’'s constructor method, so all
the code in it performs the initialization tasks specifically required by the
UpdatePhones procedure.

The first statemenB§ELF.Request = GlobalRequest |, retrieves the global
variable’s value and places it in tBELF.Request property.SELF is another
powerful Clarion OOP keyword, which always means “the current object” or
“me.” SELF is the object prefix which allows class methods to be written
generically to refer to whichever object instance of a class is currently
executing.

The second statement calls #RENT.Init() method (the parent method’s
code to perform all its standard functions) before the rest of the procedure-
specific initialization code executes. Following that are a number of
statements which initialize various necessary properties. The
Relate:Phones.Open statement opens the Phones data file for processing,
and if there were any related child files needed for Referential Integrity
processing in this procedure, iyt would also open them (there aren't, in this
case).

ThisWindow.Ki11 PROCEDURE()
CODE
IF PARENT.Ki11() THEN RETURN Level:Notify.
IF FilesOpened
Relate:Phones.Close
END

In addition to calling th€ARENT.Kill) method to perform all the standard
closedown functionality (like closing the windowhisWindow.Kill closes
all the files opened in the procedure, then sets&thiealResponse variable.

3. ChooseFile O Close.



Where to Go From Here

This tutorial has been just a brief introduction to the Clarion programming
language and the ABC Template generated code. There is much more to the
Clarion language and the ABC Library than has been covered here, so there’s
a lot more to learn. So where do you go from here?

* The articles in th®rogrammer’s GuideThese essays cover various
aspects of programming in the Clarion language. Although they do not
take a tutorial approach, they do provide in depth information on the
specific areas they cover, and there are several articles which deal
specifically with OOP in Clarion.

» TheApplication Handboolully documents the ABC Library and ABC
Templates. This is your prime resource for how to get the most out of
Clarion’s Application Generator technology.

* Thelanguage Referends the “Bible” of the Clarion language. Reading
the entire manual is always a good idea.

» Examine and dissect source code generated for you by the Application
Generator. After doing this tutorial, the basic structure of the code should
look familiar, even if the specific logic does not.

» TheUser's Guidecontains tutorials on using the Debuggers. This will
allow you to step through your Clarion code as it executes to see exactly
what effect each statement has on the operation of your program.

» Take one of the educational seminars that TopSpeed Corp. offers. Call
Customer Service at (800) 354-5444 or (954) 785-4555 to enroll.

« Join (or form) a local Clarion User’s Group and participate in joint study
projects.

» Participate in TopSpeed’s forum on CompuServe (GO TOPSPEED) or
the Internet Newsgroug@dmp.lang.clariohto network with other
Clarion programmers all around the worddo(gly recommended! ).
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